## 01\_Linux基础

1.操作系统的作用？

操作系统是配置在计算机硬件上的第一层软件，主要作用是管理好硬件设备。

2.Linux中根目录和家目录分别用什么表示？

/表示根目录、~表示家目录

3.Linux中相对路径和绝对路径？

以根目录（/）或者家目录（~）开始的路径称为绝对路径，反之称为相对路径

4.常用终端命令的介绍。

ls list 查看当前文件夹下的内容

pwd print wrok directory 查看当前所在文件夹

cd [目录名] change directory 切换文件夹

touch [文件名] touch 如果文件不存在，新建文件

mkdir [目录名] make directory 创建目录

rm [文件名] remove 删除指定的文件名 删除目录的话需要加上-r选项

clear clear 清屏

5.在Linux中以.开头的目录或者文件为隐藏文件，想要查看，可以通过ls –a 显示全部的文件。

6.cd命令常见的参数

Cd 直接回车是去到当前用户的家目录

Cd ~ 同样是去家目录

Cd . 当前目录

Cd ..返回上一级目录

Cd /返回根目录

Cd – 最近两个工作目录之间来回切换

7.拷贝命令cp

Cp 源文件 目标文件

如果想拷贝目录需要加-r选项

8.移动命令mv

Mv 源文件 目标文件

9.删除文件目录命令rm

Rm 默认只能删除文件

删除目录需要制定-r选项

10.查看文件内容的两个命令cat和more

Cat 显示全部内容，适合内容比较少的文档，-n显示行号 -b显示非空行号

More 是分屏显示，适合内容比较多的文档

11.重定向 >和>>

>代表的是覆盖

>>代表的是追加

12.grep查找命令

Grep 要查找的内容 文件

-n 显示行号

-v取反 -i忽略大小写

13.管道的作用

命令1 | 命令2

把前一个命令的输出当成第二个命令的输入

常见的管道命令 grep more

Ps aux | grep xx

## 02\_Python基础\_day01

1. Python名言

人生苦短，我用Python（Life is short,you need Python）

2. Python创始人吉多·范罗苏姆（龟叔），1991年第一版Python开源了。

3. Python的设计哲学

优雅、明确、简单

4. Python的优缺点

优点：完全面向对象的语言、拥有强大的标准版、社区提供了大量的第三方模块

缺点：运行速度不如编译性语言、国内市场小、中文资料匮乏

5. Python的版本介绍

Python2.x是过去，最后一个稳定版是2.7

Python3.x是现在和未来的趋势，最新的是3.6

6. 执行Python的三种方式

①解释器。Python/python3 Python文件

python xxx.py

python3 xxx.py

②交互模式运行。

在终端输入python或者python3 直接回车即进入官方提供的交互模式，但此方法不能保存代码，不适合运行太大的程序，比官方更好用的交互模式是ipython

③使用集成环境IDE运行

Pycharm可以运行python程序
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1. Python中注释的作用？单行和多行注释  
   在程序中对某些代码进行标注说明，增强程序的可读性。  
   单行注释：以#号开头，再加一个空格，后面跟上注释内容  
   TODO注释：# TODO 注释内容 备忘功能，可以记录待开发的程序  
   多行注释：一对连续的三个双引号  
   ”””注释内容“””
2. 计算机的三大件  
   CPU、内存、硬盘
3. 程序执行原理？  
   程序没运行之前保存在硬盘上，运行之后加载到内存，然后CPU执行内存中程序代码
4. 变量的作用？如何定义变量？  
   变量是用来存储数据的，在 Python 中，每个变量在使用前都必须赋值，变量赋值以后该变量才会被创建，变量在定义的时候不需要指定类型，系统会根据值自动推导类型
5. 变量有哪些类型？如何查看变量类型？  
   变量分为**数字型和非数字型**  
   数字型：**整型（int）、浮点型（float）、布尔型（bool）和复数型**（用于科学计算）  
   非数字型：**字符串（string）、列表（list）、元组（tuple）、字典（dict）**

使用type函数查看数据类型

1. 格式化输出的格式有哪些？  
   % 被称为 格式化操作符，专门用于处理字符串中的格式

%s 字符串

%d 有符号十进制整数，%02d 表示输出的整数显示位数，不足的地方使用 0 补全

%f 浮点数，%.2f 表示小数点后只显示两位

%% 输出 %

## 02\_Python基础\_day03

1. 什么是标识符？标识符的定义规则？  
   程序员定义的变量名、函数名。  
   **标示符可以由 字母、下划线 和 数字 组成**

**不能以数字开头**

**不能与关键字重名**

1. Python中关键字（keyword）的概念？以及如何查看关键字？  
   Python内部已经占用的标识符，具有特殊的功能和含义  
   import keyword   
   print(keyword.kwlist)
2. if判断语句语法规则？  
   if 条件1:  
    满足条件1要做的事情  
   elif 条件2：  
    满足条件2要做的事情  
   else:  
    其他
3. 逻辑运算符有哪三种？它们有什么特点？  
   逻辑或：or 全假则为假，一真则为真  
   逻辑与：and 全真才为真，一假则为假  
   逻辑非：not 非真即假，非假即真
4. 如何生产一个随机整数  
   import random  
   random.randint(1,10)
5. 程序的三大流程  
   顺序：从上往下，顺序一行一行执行  
   分支：就是有不同的条件判断，决定要执行的分支  
   循环：让特定的代码重复执行，只要你满足我的条件，就一直循环，不满足则退出
6. 赋值运算符  
   一个等号（=）表示赋值运算符，还可以把运算符和等号连在一起，更简化，例如+=、-=、\*=、/=….
7. 循环  
   初始条件设置 —— 通常是重复执行的 计数器

while 判断条件是否满足:  
条件满足时，做的事情1

处理条件(计数器 + 1)  
条件不满足则跳出循环  
  
一定要注意**修改计数器，防止出现死循环**
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1. while循环的基本格式  
   初始化计数器  
   while 条件:  
    满足条件要重复执行的代码  
    ……  
    修改计数器
2. 明白break和continue两个关键字的作用，两者的区别是什么？  
   break和continue都是专门用在循环中关键字，  
   break是退出当前循环，不再执行当前循环后续代码  
   continue是退出本次循环，继续下一次循环  
   break和continue都只针对当前循环有效
3. 字符串中常见的转义字符有哪些？  
   \t制表符，输出文本时保持垂直方向对齐  
   \n换行符 \\输出反斜杠  
   \r回车 \’输出单引号 \”输出双引号
4. 函数的概念和作用？  
   函数，就是把具有独立功能的代码块组织为一个小模块，在需要的时候调用，函数的命名符合标识符的命名规则，函数只有先定义才可以被调用。  
   函数的作用，在开发程序时，使用函数可以**提高编写的效率以及代码的重用**，避免重复造轮子
5. 形参和实参分别是什么？  
   形参指的是形式参数，在**定义**函数的时候，用来接收参数的，可以在函数内部作为变量使用  
   实参指的是实际参数，在**调用**函数的时候，用来把数据传到函数内部。
6. 函数返回值关键字是什么？有什么注意事项？  
   函数返回值是return关键字，函数完成工作后，最后给调用者的一个结果。  
   一旦执行到return，函数内部return后续的代码将不再执行,并且不会输出内容。

## 02\_Python基础\_day05

1. 列表的概念以及基本格式  
   列表用于存储一串信息，是使用频率最高的数据类型。(数组)  
   列表用[]定义，数据之间使用逗号隔开，列表的索引从0开始，有序的数据集合。列表一般都保存相同的数据类型。
2. 列表的添加、修改、统计或者删除某个元素  
   列表的添加有三种方式：insert(key, value)、append(value)、extend(list)  
   修改时通过下标重新赋值即可，列表[下标] = 新的值  
   查找下标是index(值)，默认是查找第一次出现的索引位置  
   删除方法：remove(数据)、pop(下标)、clear()，也可以通过del关键字删除
3. 列表的排序  
   统计：len(列表) count(值)获取数据出现的次数
4. 列表和元组的区别？  
   列表和元组非常类似，**列表的值可以修改，元组的值不可以修改**  
   列表用[]定义，元组使用()定义
5. 访问元组中某个元素  
   元组[索引]
6. 字典的定义格式  
   字典使用{}定义，一般用来描述一个物体的完整信息，用键值对来存储数据，键是索引，值是数据，值可以是任意类型，但键必须是**字符串、数字或者元组（不可变类型）**
7. 字典和列表的不同  
   列表是有序的对象集合，字典是无序的对象集合  
   列表定义通过[]，字典定义通过{}

## 02\_Python基础\_day06

1. 字符串的定义  
   字符串就是一串字符，用一对儿单引号或者双引号括起来
2. 字符串切片  
   切片就是使用索引值，从一个大的字符串中切出小的字符串，适用于字符串、元组、列表。基本语法是 字符串[开始索引:结束索引:步长]，默认步长为1，索引从0开始，如果倒序切片，索引从-1开始。
3. Python内置的公共方法  
   len、del、max、min、cmp
4. 列表”+”和extend、append的区别  
   两个列表相加得到了一个全新的列表  
   extend(列表)，是给原来的列表又扩展了一个新的列表  
   append(数据)，是给原来的列表追加了新元素，如果传的是列表，则把列表当成一个数据追加给原来的列表。

列表1 += 列表2

1. 成员运算符  
   in、not in
2. for else 完整语法

for 变量 in 集合:

循环体代码

else:

**没有通过 break 退出循环，循环结束后，会执行的代码**

## 02\_Python基础\_day07

1. 变量的引用  
   变量中记录数据的地址，就叫做引用。在Python中函数的参数和返回值都是引用传递，可以使用id()函数查看变量在内存中地址。
2. 不可变类型和可变类型  
   不可变类型：在内存中的数据不允许被修改，包含：数字类型（整型、浮点型、布尔型、复数型），元组，字符串  
   可变类型：在内存中的数据可以被修改，包含：列表，字典，这个修改必须是通过**方法**来修改的，如果给不可变类型重新赋值，一样会改变变量的引用。
3. 局部变量和全局变量  
   局部变量：在函数**内部定义**的变量，只能在函数内部使用，函数执行完毕之后将被系统回收，生命周期也将结束。  
   全局变量：在函数**外部定义**的变量，所有函数内部都可以使用。在函数内部不能直接修改全局变量的值，如果修改了就相当于又重新创建了一个新的局部变量。可以通过global关键字声明一下，明确表明这个是全局变量。全局变量的定义要在所有函数定义的上面，这样可以保证所有函数都可以使用。建议以g\_或者gl\_为前缀命名全局变量。
4. 函数缺省参数  
   定义函数时，可以给某个参数指定一个默认值，具有默认值的参数就叫做缺省参数，调用函数的时候如果没有传缺省参数的值，那么会调用参数的默认值。缺省参数放在后面。
5. 多值参数  
   有时可能需要 一个函数 能够处理的参数 个数 是不确定的，这个时候，就可以使用 多值参数

python 中有 两种 多值参数：

参数名前增加 一个 \* 可以接收 元组， \*args

参数名前增加 两个 \* 可以接收 字典， \*\*kwargs keyword

1. 函数的递归  
   函数调用自身的编程技巧称为递归，说白了就是函数自己调用自己，递归必须有终止条件，否则将出现死循环。就好比打开一扇门里面还有门，再打开还有门，一直打开全部的门，直到没门了，然后一层一层退出来。

## 03\_面向对象\_day01

1. 面向对象的简称？  
   面向对象编程 —— Object Oriented Programming 简写 OOP，是一种编程思想或者方式
2. 面向对象和面向过程的区别？  
   面向过程是早期的一个编程思想，所有的步骤从头到尾逐步实现，把某些功能独立的代码块封装成函数，然后顺序的调用不同的函数，注重步骤与过程，不注重职责分工，适合开发简单的项目。  
   面向对象**相比函数是一个更大的封装**，面向对象注重对象和职责，不同的对象承担不同的职责，适合开发比较复杂的项目。
3. 类和对象的概念？  
   **类和对象是面向对象的两大核心概念**，  
   类是对一群具有相同**特征**或者**行为**的事物的一个统称，是抽象的，不能直接使用。就好比图纸或者模板，根据这个模板可以创建很多个对象  
   **对象是由类创建出来的一个具体存在，可以直接使用。**
4. **类和对象的关系？  
   类是模板，对象是根据类这个模板创建出来的，应该 先有类，再有对象**

**类只有一个，而对象可以有很多个，不同的对象之间属性可能会各不相同**

**类中定义了什么属性和方法，对象中就有什么属性和方法，不可能多，也不可能少**

1. 属性和方法是什么？  
   对对象的特征描述，通常可以定义成属性

对象具有的行为（动词），通常可以定义成方法

1. 如何定义类并创建对象？  
   class 类名:

def 方法1(self, 参数列表):

pass

类名符合**大驼峰**命名，方法第一个参数必须是**self**，self 就表示 当前调用方法的对象自己在方法内部，可以通过 self. 访问对象的属性，也可以通过 self. 调用其他的对象方法  
创建一个对象如下：  
对象变量 = 类名() 自动分配内存空间，自动初始化方法（定义属性）

1. \_\_init\_\_()方法的作用  
   初始化方法，在对象创建的时候会自动执行，主要用来**定义类的属性**
2. \_\_str\_\_()方法的作用  
   返回对象的描述信息，print 函数输出对象变量时，能够打印自定义的内容，必须返回字符串
3. \_\_del\_\_()方法的作用  
   对象被从内存中销毁前，会被自动调用
4. 面向对象的三大特点  
   **封装**、继承、多态
5. 如何理解面向对象的封装？  
   面向对象编程的第一步，就是要把**属性和方法封装到类**中，外界使用类创建对象，然后让对象调用方法，对象方法的细节都封装在类的内部。
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1. 私有属性、私有方法；伪私有属性和方法  
   私有属性：对象不希望公开的属性，语法是在属性前面加上\_\_属性名  
   私有方法：对象不希望公开的方法，语法是在方法前面加上\_\_方法名  
   伪私有属性和方法是指在Python中并没有真正意义上的私有，而是把属性或者方法名前面加上了\_类名，可以通过\_类名\_\_属性名的形式访问，但是不推荐。
2. 继承的作用，以及语法  
   继承实现了代码的重用，子类可以拥有父类的所有方法和属性。  
   class 子类名(父类名):  
    pass

继承具有传递性，子类可以拥有所有与子类有继承关系的父类方法和属性。

1. 重写父类方法，如何调用重写的父类方法？  
   当父类的方法实现不能满足子类需求时，可以对方法进行**重写**(override)  
   重写父类方法有两种情况：  
   覆盖父类的方法，子类中创建一个跟父类同名的方法;  
   对父类方法进行扩展，使用super().父类方法调用，另外可以通过父类名.父类方法()的形式去访问，但是不推荐。
2. 多继承的概念以及语法  
   多继承：子类可以拥有多个父类，并且具有所有父类的属性和方法。多个父类之间应尽量避免同名的方法和属性。

class 子类名(父类名1, 父类名2...)

pass

1. 多态的概念。  
   不同的子类对象调用相同的父类方法，产生不同的执行结果

多态可以增加代码的灵活度，以**继承和重写父类方法**为前提，是调用方法的技巧，不会影响到类的内部设计
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1. 类属性和实例属性的概念。  
   类属性是给类对象(类是一个特殊的对象)中定义的属性，通常用来记录与这个类相关的特征，类属性不会用于记录具体对象的特征。类属性的定义是在初始化方法之外的  
   实例对象的属性叫做实例属性，在初始化方法内部定义
2. 类属性和实例属性的访问  
   类属性的访问是**类名.类属性**  
   实例属性的访问是实例**对象.属性名**，也可以在类内部使用self.属性名访问
3. 类方法的定义和使用

@classmethod  
def 类方法名(cls):

pass  
需要装饰器@classmethod来标识，第一个参数必须是cls，代表当前类对象本身。可以通过**类名.类方法()**来调用

1. 静态方法的定义和使用  
   既不需要访问实例属性或者调用实例方法，也不需要访问类属性或者调用类方法。  
   @staticmethod

def 静态方法名():

pass  
需要用装饰器 @staticmethod 来标识，告诉解释器这是一个静态方法

通过**类名.静态方法()**调用

1. 类方法，静态方法和实例方法的区别  
   类方法就是针对类对象定义的方法，在类方法内部可以直接访问类属性或者调用其他的 类方法，使用@classmethod标识，需要传递cls参数，代表类对象本身。  
   静态方法是既不需要访问实例属性或者调用实例方法，也不需要访问类属性或者调用类方法。使用@staticmethod标识。

实例方法，没有特殊的修饰符，第一个参数是self，代表当前对象的引用

1. 单例模式的定义  
   只有一个实例

|  |
| --- |
| class MusicPlayer(object):  # 记录第一个被创建对象的引用  instance = None  # 记录是否执行过初始化动作  init\_flag = False  def \_\_new\_\_(cls, \*args, \*\*kwargs):  # 1. 判断类属性是否是空对象  if cls.instance is None:  # 2. 调用父类的方法，为第一个对象分配空间  cls.instance = super().\_\_new\_\_(cls)  # 3. 返回类属性保存的对象引用  return cls.instance  def \_\_init\_\_(self):  if not MusicPlayer.init\_flag:  print("初始化音乐播放器")  MusicPlayer.init\_flag = True |

1. \_\_new\_\_和\_\_init\_\_方法的调用顺序  
   先执行\_\_new\_\_方法，会返回为创建对象的引用，然后才会执行\_\_init\_\_方法
2. 了解异常的概念  
   程序在运行时，如果 Python 解释器 遇到 到一个错误，会停止程序的执行，并且提示一些错误信息，这就是异常
3. try except 捕获异常
4. else finally在异常中的作用  
   else是没有发生异常才会执行  
   finally是无论有没有异常都会执行
5. 如何抛出自定义异常（主动抛出异常）

创建一个 Exception 的对象，使用 raise 关键字抛出异常对象

## 03\_面向对象\_day04

1. 模块的概念，如何导入模块  
   每一个以扩展名py结尾的Python源代码文件都是一个模块, 在模块中定义的全局变量 、函数、类 都是提供给外界直接使用的工具，模块相当于是一个工具包

导入模块的两种方式：

① import 模块名1, 模块名2

import 模块名1

import 模块名2

② from 模块 import 工具/\*

给模块起别名使用as关键字，模块别名使用大驼峰命名法

1. 理解包的概念  
   包是一个包含多个模块的特殊目录,目录下有一个特殊的文件\_\_init\_\_.py  
   使用 import 包名 可以一次性导入包中所有的模块
2. 文件的概念，文件的打开、读取、写入、关闭  
   计算机的文件，就是存储在某种长期储存设备上的一段数据  
   open 打开文件，并且返回文件操作对象

read 将文件内容读取到内存

write 将指定内容写入文件

close 关闭文件

1. 文件打开方式  
   ![C:\Users\chenxq\Desktop\文件读写权限.png](data:image/png;base64,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)
2. 按行读取文件内容  
   使用readline方法可以一次读取一行内容，方法执行后，会把文件指针移动到下一行，准备再次读取，适合读取大文件内容。
3. 文件的常用操作  
   rename 重命名文件 os.rename(源文件名, 目标文件名)

remove 删除文件 os.remove(文件名)

1. 目录的常用操作  
   listdir 目录列表 os.listdir(目录名)

mkdir 创建目录 os.mkdir(目录名)

rmdir 删除目录 os.rmdir(目录名)

getcwd 获取当前目录 os.getcwd()

chdir 修改工作目录 os.chdir(目标目录)

path.isdir 判断是否是目录 os.path.isdir(目录路径)

**path.isfile 判断是否是目录 os.path.isfile(文件路径)**

1. 设置文件编码为UTF-8的方式  
   Python2.x默认字符集为ASCII编码，不支持中文，Python3.x默认字符集为UTF-8编码  
   # \*-\* coding:utf8 \*-\*  
   # coding=utf8
2. eval函数的作用  
   将字符串当成有效的表达式来求值并返回计算结果

## 04\_项目实战

1. pygame的初始化和退出  
   pygame.init() pygame.quit() exit()
2. pygame.Rect(x,y,width,height) 描述矩形的类  
   包含以下属性(x、y、size、width、height、left、right、top、bottom、center、centerx、centery)
3. screen = pygame.display.set\_mode(resolution=(0,0), flags=0, depth=0) 初始化游戏显示窗口  
   返回的是一个屏幕数据对象，需要使用变量记录屏幕的结果，后续的图形都是绘制在屏幕窗口上
4. pygame.image.load(图形地址) 把图片从硬盘加载到内存
5. screen.blit(img) 方法可以在画布上绘制很多图像
6. pygame.display.update() 刷新屏幕内容显示，可以放在所有的blit方法之后
7. pygame.time.Clock 游戏时钟，可以控制刷新帧率  
   clock = pygame.time.Clock()  
   clock.tick(60) 一般在电脑上每秒绘制 60次，就能够达到非常连续高品质的动画效果
8. pygame.event.get() 可以获得用户当前所做动作的事件列表，返回的是一个列表
9. 在游戏开发中，通常把 显示图像的对象 叫做精灵 Sprite

精灵组是用来控制组内的精灵的，一个精灵组可以包含多个精灵对象，当调用精灵组对象的update()方法，可以自动调用组内每一个精灵的update()方法，调用精灵组对象的 draw(屏幕对象)方法可以将 组内每一个精灵 的 image 绘制在 rect 位置.  
pygame.sprite.Sprite —— 精灵类，存储 图像数据 image 和 位置 rect 的 对象

pygame.sprite.Group —— 精灵组类 控制所有精灵

1. 常量的定义：不会变化的值，在Python中没有真正意义的常量，只是通过命名约定

定义常量和定义变量的语法完全一样，都是使用赋值语句，常量的命名应该所有字母都使用大写，单词与单词之间使用下划线连接

1. 在 pygame 中可以使用 pygame.time.set\_timer() 来添加 定时器  
   set\_timer(eventid, milliseconds)
2. pygame.key.get\_pressed() 返回 所有按键元组
3. 碰撞检测  
   pygame.sprite.groupcollide()

两个精灵组 中 所有的精灵 的碰撞检测

pygame.sprite.spritecollide()

判断 某个精灵 和 指定精灵组 中的精灵的碰撞