https://docs.djangoproject.com/en/1.11/intro/tutorial01/

django-admin startproject mydjango

**Note**

You’ll need to avoid naming projects after built-in Python or Django components. In particular, this means you should avoid using names like **django** (which will conflict with Django itself) or **test** (which conflicts with a built-in Python package)

.

**Where should this code live?**

If your background is in plain old PHP (with no use of modern frameworks), you’re probably used to putting code under the Web server’s document root (in a place such as **/var/www**). With Django, you don’t do that. It’s not a good idea to put any of this Python code within your Web server’s document root, because it risks the possibility that people may be able to view your code over the Web. That’s not good for security.

Put your code in some directory **outside** of the document root, such as **/home/mycode**.

Let’s look at what [**startproject**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-startproject) created:

mysite/

manage.py

mysite/

\_\_init\_\_.py

settings.py

urls.py

wsgi.py

These files are:

* The outer **mysite/** root directory is just a container for your project. Its name doesn’t matter to Django; you can rename it to anything you like.
* **manage.py**: A command-line utility that lets you interact with this Django project in various ways. You can read all the details about **manage.py** in [django-admin and manage.py](https://docs.djangoproject.com/en/1.11/ref/django-admin/).
* The inner **mysite/** directory is the actual Python package for your project. Its name is the Python package name you’ll need to use to import anything inside it (e.g. **mysite.urls**).
* **mysite/\_\_init\_\_.py**: An empty file that tells Python that this directory should be considered a Python package. If you’re a Python beginner, read [more about packages](https://docs.python.org/3/tutorial/modules.html#tut-packages) in the official Python docs.
* **mysite/settings.py**: Settings/configuration for this Django project. [Django settings](https://docs.djangoproject.com/en/1.11/topics/settings/) will tell you all about how settings work.
* **mysite/urls.py**: The URL declarations for this Django project; a “table of contents” of your Django-powered site. You can read more about URLs in [URL dispatcher](https://docs.djangoproject.com/en/1.11/topics/http/urls/).
* **mysite/wsgi.py**: An entry-point for WSGI-compatible web servers to serve your project. See [How to deploy with WSGI](https://docs.djangoproject.com/en/1.11/howto/deployment/wsgi/)for more details.

The development server

python manage.py runserver

(thư mục mydjango ngoài cùng)

**Note**

Ignore the warning about unapplied database migrations for now; we’ll deal with the database shortly.

python manage.py runserver 8080

**$** python manage.py runserver 0:8000

**0** is a shortcut for **0.0.0.0**. Full docs for the development server can be found in the [**runserver**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-runserver) reference.

**Projects vs. apps**

What’s the difference between a project and an app? An app is a Web application that does something – e.g., a Weblog system, a database of public records or a simple poll app. A project is a collection of configuration and apps for a particular website. A project can contain multiple apps. An app can be in multiple projects.

Your apps can live anywhere on your [Python path](https://docs.python.org/3/tutorial/modules.html#tut-searchpath). In this tutorial, we’ll create our poll app right next to your **manage.py** file so that it can be imported as its own top-level module, rather than a submodule of **mysite**.

To create your app, make sure you’re in the same directory as **manage.py** and type this command:

**$** python manage.py startapp polls

That’ll create a directory **polls**, which is laid out like this:

polls/

\_\_init\_\_.py

admin.py

apps.py

migrations/

\_\_init\_\_.py

models.py

tests.py

views.py

Let’s write the first view. Open the file **polls/views.py** and put the following Python code in it:

polls/views.py

**from** **django.http** **import** HttpResponse

**def** index(request):

**return** HttpResponse("Hello, world. You're at the polls index.")

This is the simplest view possible in Django. To call the view, we need to map it to a URL - and for this we need a URLconf.

To create a URLconf in the polls directory, create a file called **urls.py**.

In the **polls/urls.py** file include the following code:

polls/urls.py

**from** **django.conf.urls** **import** url

**from** **.** **import** views

urlpatterns = [

url(r'^$', views.index, name='index'),

]

The next step is to point the root URLconf at the **polls.urls** module. In **mysite/urls.py**, add an import for **django.conf.urls.include** and insert an [**include()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.include) in the **urlpatterns** list, so you have:

mysite/urls.py

**from** **django.conf.urls** **import** include, url

**from** **django.contrib** **import** admin

urlpatterns = [

url(r'^polls/', include('polls.urls')),

url(r'^admin/', admin.site.urls),

]

The [**include()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.include) function allows referencing other URLconfs. Note that the regular expressions for the [**include()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.include) function doesn’t have a **$** (end-of-string match character) but rather a trailing slash. Whenever Django encounters [**include()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.include), it chops off whatever part of the URL matched up to that point and sends the remaining string to the included URLconf for further processing.

The idea behind [**include()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.include) is to make it easy to plug-and-play URLs. Since polls are in their own URLconf (**polls/urls.py**), they can be placed under “/polls/”, or under “/fun\_polls/”, or under “/content/polls/”, or any other path root, and the app will still work.

**When to use**[**include()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.include)

You should always use **include()** when you include other URL patterns. **admin.site.urls** is the only exception to this.

**Doesn’t match what you see?**

If you’re seeing **include(admin.site.urls)** instead of just **admin.site.urls**, you’re probably using a version of Django that doesn’t match this tutorial version. You’ll want to either switch to the older tutorial or the newer Django version.

python manage.py runserver

Go to <http://localhost:8000/polls/> in your browser, and you should see the text “Hello, world. You’re at the polls index.”, which you defined in the **index** view.

The [**url()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) function is passed four arguments, two required: **regex** and **view**, and two optional: **kwargs**, and **name**. At this point, it’s worth reviewing what these arguments are for.

### [url()](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) argument: regex[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial01/#url-argument-regex)

The term “regex” is a commonly used short form meaning “regular expression”, which is a syntax for matching patterns in strings, or in this case, url patterns. Django starts at the first regular expression and makes its way down the list, comparing the requested URL against each regular expression until it finds one that matches.

Note that these regular expressions do not search GET and POST parameters, or the domain name. For example, in a request to **https://www.example.com/myapp/**, the URLconf will look for **myapp/**. In a request to **https://www.example.com/myapp/?page=3**, the URLconf will also look for **myapp/**.

In fact, complex regexes can have poor lookup performance, so you probably shouldn’t rely on the full power of regexes.

Finally, a performance note: these regular expressions are compiled the first time the URLconf module is loaded. They’re super fast (as long as the lookups aren’t too complex as noted above).

### [url()](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) argument: view[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial01/#url-argument-view)

When Django finds a regular expression match, Django calls the specified view function, with an [**HttpRequest**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpRequest) object as the first argument and any “captured” values from the regular expression as other arguments. If the regex uses simple captures, values are passed as positional arguments; if it uses named captures, values are passed as keyword arguments. We’ll give an example of this in a bit.

### [url()](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) argument: kwargs[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial01/#url-argument-kwargs)

Arbitrary **keyword arguments** can be passed in a dictionary to the target view. We aren’t going to use this feature of Django in the tutorial.

### [url()](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) argument: name[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial01/#url-argument-name)

Naming your URL lets you refer to it unambiguously from elsewhere in Django, especially from within templates. This powerful feature allows you to make global changes to the URL patterns of your project while only touching a single file.

<https://docs.djangoproject.com/en/1.11/intro/tutorial02/>

## Database setup[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial02/#database-setup)

 open up **mysite/settings.py**. It’s a normal Python module with module-level variables representing Django settings.

If you wish to use another database, install the appropriate [database bindings](https://docs.djangoproject.com/en/1.11/topics/install/#database-installation) and change the following keys in the[**DATABASES**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-DATABASES) **'default'** item to match your database connection settings:

* [**ENGINE**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-DATABASE-ENGINE) – Either **'django.db.backends.sqlite3'**, **'django.db.backends.postgresql'**,**'django.db.backends.mysql'**, or **'django.db.backends.oracle'**. Other backends are [also available](https://docs.djangoproject.com/en/1.11/ref/databases/#third-party-notes).
* [**NAME**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-NAME) – The name of your database. If you’re using SQLite, the database will be a file on your computer; in that case, [**NAME**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-NAME) should be the full absolute path, including filename, of that file. The default value, **os.path.join(BASE\_DIR,'db.sqlite3')**, will store the file in your project directory.

If you are not using SQLite as your database, additional settings such as [**USER**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-USER), [**PASSWORD**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-PASSWORD), and [**HOST**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-HOST) must be added. For more details, see the reference documentation for [**DATABASES**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-DATABASES).

**For databases other than SQLite**

If you’re using a database besides SQLite, make sure you’ve created a database by this point. Do that with “**CREATE DATABASE database\_name;**” within your database’s interactive prompt.

Also make sure that the database user provided in **mysite/settings.py** has “create database” privileges. This allows automatic creation of a [test database](https://docs.djangoproject.com/en/1.11/topics/testing/overview/#the-test-database) which will be needed in a later tutorial.

If you’re using SQLite, you don’t need to create anything beforehand - the database file will be created automatically when it is needed.

While you’re editing **mysite/settings.py**, set [**TIME\_ZONE**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TIME_ZONE) to your time zone.

Also, note the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) setting at the top of the file. That holds the names of all Django applications that are activated in this Django instance. Apps can be used in multiple projects, and you can package and distribute them for use by others in their projects.

By default, [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) contains the following apps, all of which come with Django:

* [**django.contrib.admin**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#module-django.contrib.admin) – The admin site. You’ll use it shortly.
* [**django.contrib.auth**](https://docs.djangoproject.com/en/1.11/topics/auth/#module-django.contrib.auth) – An authentication system.
* [**django.contrib.contenttypes**](https://docs.djangoproject.com/en/1.11/ref/contrib/contenttypes/#module-django.contrib.contenttypes) – A framework for content types.
* [**django.contrib.sessions**](https://docs.djangoproject.com/en/1.11/topics/http/sessions/#module-django.contrib.sessions) – A session framework.
* [**django.contrib.messages**](https://docs.djangoproject.com/en/1.11/ref/contrib/messages/#module-django.contrib.messages) – A messaging framework.
* [**django.contrib.staticfiles**](https://docs.djangoproject.com/en/1.11/ref/contrib/staticfiles/#module-django.contrib.staticfiles) – A framework for managing static files.

Some of these applications make use of at least one database table, though, so we need to create the tables in the database before we can use them. To do that, run the following command:

**$** python manage.py migrate

The [**migrate**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-migrate) command looks at the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) setting and creates any necessary database tables according to the database settings in your **mysite/settings.py** file and the database migrations shipped with the app (we’ll cover those later). You’ll see a message for each migration it applies. If you’re interested, run the command-line client for your database and type **\dt** (PostgreSQL), **SHOW TABLES;** (MySQL), **.schema** (SQLite), or **SELECT TABLE\_NAME FROMUSER\_TABLES;** (Oracle) to display the tables Django created.

**For the minimalists**

Like we said above, the default applications are included for the common case, but not everybody needs them. If you don’t need any or all of them, feel free to comment-out or delete the appropriate line(s) from[**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) before running [**migrate**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-migrate). The [**migrate**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-migrate) command will only run migrations for apps in[**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS).

## Creating models

A model is the single, definitive source of truth about your data. It contains the essential fields and behaviors of the data you’re storing. Django follows the [DRY Principle](https://docs.djangoproject.com/en/1.11/misc/design-philosophies/#dry). The goal is to define your data model in one place and automatically derive things from it.

This includes the migrations - unlike in Ruby On Rails, for example, migrations are entirely derived from your models file, and are essentially just a history that Django can roll through to update your database schema to match your current models.

polls/models.py

**from** **django.db** **import** models

**class** **Question**(models.Model):

question\_text = models.CharField(max\_length=200)

pub\_date = models.DateTimeField('date published')

**class** **Choice**(models.Model):

question = models.ForeignKey(Question, on\_delete=models.CASCADE)

choice\_text = models.CharField(max\_length=200)

votes = models.IntegerField(default=0)

Finally, note a relationship is defined, using [**ForeignKey**](https://docs.djangoproject.com/en/1.11/ref/models/fields/#django.db.models.ForeignKey). That tells Django each **Choice** is related to a single **Question**. Django supports all the common database relationships: many-to-one, many-to-many, and one-to-one.

## Activating models

**Philosophy**

Django apps are “pluggable”: You can use an app in multiple projects, and you can distribute apps, because they don’t have to be tied to a given Django installation.

To include the app in our project, we need to add a reference to its configuration class in the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) setting. The**PollsConfig** class is in the **polls/apps.py** file, so its dotted path is **'polls.apps.PollsConfig'**. Edit the **mysite/settings.py** file and add that dotted path to the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) setting. It’ll look like this:

mysite/settings.py

INSTALLED\_APPS = [

'polls.apps.PollsConfig',

'django.contrib.admin',

'django.contrib.auth',

'django.contrib.contenttypes',

'django.contrib.sessions',

'django.contrib.messages',

'django.contrib.staticfiles',

]

Now Django knows to include the **polls** app. Let’s run another command:

**$** python manage.py makemigrations polls

By running **makemigrations**, you’re telling Django that you’ve made some changes to your models (in this case, you’ve made new ones) and that you’d like the changes to be stored as a migration.

By running **makemigrations**, you’re telling Django that you’ve made some changes to your models (in this case, you’ve made new ones) and that you’d like the changes to be stored as a migration.

**$** python manage.py sqlmigrate polls 0001

If you’re interested, you can also run [**python manage.py check**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-check); this checks for any problems in your project without making migrations or touching the database.

Now, run [**migrate**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-migrate) again to create those model tables in your database:

**$** python manage.py migrate

Now, run [**migrate**](https://docs.djangoproject.com/en/1.11/ref/django-admin/#django-admin-migrate) again to create those model tables in your database:

**$** python manage.py migrate

The reason that there are separate commands to make and apply migrations is because you’ll commit migrations to your version control system and ship them with your app; they not only make your development easier, they’re also useable by other developers and in production.

Read the [django-admin documentation](https://docs.djangoproject.com/en/1.11/ref/django-admin/) for full information on what the **manage.py** utility can do.

## Playing with the API[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial02/#playing-with-the-api)

**$** python manage.py shell

We’re using this instead of simply typing “python”, because **manage.py** sets the **DJANGO\_SETTINGS\_MODULE** environment variable, which gives Django the Python import path to your **mysite/settings.py** file.

**>>> from** **polls.models** **import** Question, Choice *# Import the model classes we just wrote.*

# No questions are in the system yet.

**>>>** Question.objects.all()

<QuerySet []>

# Create a new Question.

# Support for time zones is enabled in the default settings file, so

# Django expects a datetime with tzinfo for pub\_date. Use timezone.now()

# instead of datetime.datetime.now() and it will do the right thing.

**>>> from** **django.utils** **import** timezone

**>>>** q = Question(question\_text="What's new?", pub\_date=timezone.now())

# Save the object into the database. You have to call save() explicitly.

**>>>** q.save()

# Now it has an ID. Note that this might say "1L" instead of "1", depending

# on which database you're using. That's no biggie; it just means your

# database backend prefers to return integers as Python long integer

# objects.

**>>>** q.id

1

# Access model field values via Python attributes.

**>>>** q.question\_text

"What's new?"

**>>>** q.pub\_date

datetime.datetime(2012, 2, 26, 13, 0, 0, 775217, tzinfo=<UTC>)

# Change values by changing the attributes, then calling save().

**>>>** q.question\_text = "What's up?"

**>>>** q.save()

# objects.all() displays all the questions in the database.

**>>>** Question.objects.all()

<QuerySet [<Question: Question object>]>

Let’s fix that by editing the **Question** model (in the **polls/models.py** file) and adding a [**\_\_str\_\_()**](https://docs.djangoproject.com/en/1.11/ref/models/instances/#django.db.models.Model.__str__) method to both **Question** and**Choice**:

polls/models.py

**from** **django.db** **import** models

**from** **django.utils.encoding** **import** python\_2\_unicode\_compatible

@python\_2\_unicode\_compatible *# only if you need to support Python 2*

**class** **Question**(models.Model):

*# ...*

**def** \_\_str\_\_(self):

**return** self.question\_text

@python\_2\_unicode\_compatible *# only if you need to support Python 2*

**class** **Choice**(models.Model):

*# ...*

**def** \_\_str\_\_(self):

**return** self.choice\_text

## Introducing the Django Admin[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial02/#introducing-the-django-admin)

### Creating an admin user[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial02/#creating-an-admin-user)

First we’ll need to create a user who can login to the admin site. Run the following command:

**$** python manage.py createsuperuser

Enter your desired username and press enter.

Username: admin

You will then be prompted for your desired email address:

Email address: admin@example.com

The final step is to enter your password. You will be asked to enter your password twice, the second time as a confirmation of the first.

Password: \*\*\*\*\*\*\*\*\*\*

Password (again): \*\*\*\*\*\*\*\*\*

Superuser created successfully.

Now, open a Web browser and go to “/admin/” on your local domain – e.g., <http://127.0.0.1:8000/admin/>. You should see the admin’s login screen:

### Make the poll app modifiable in the admin[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial02/#make-the-poll-app-modifiable-in-the-admin)

But where’s our poll app? It’s not displayed on the admin index page.

Just one thing to do: we need to tell the admin that **Question** objects have an admin interface. To do this, open the **polls/admin.py** file, and edit it to look like this:

polls/admin.py

**from** **django.contrib** **import** admin

**from** **.models** **import** Question

admin.site.register(Question)

### Explore the free admin functionality

Now that we’ve registered **Question**, Django knows that it should be displayed on the admin index page:

Click “Questions”. Now you’re at the “change list” page for questions. This page displays all the questions in the database and lets you choose one to change it. There’s the “What’s up?” question we created earlier:

Click the “What’s up?” question to edit it:

The bottom part of the page gives you a couple of options:

* Save – Saves changes and returns to the change-list page for this type of object.
* Save and continue editing – Saves changes and reloads the admin page for this object.
* Save and add another – Saves changes and loads a new, blank form for this type of object.
* Delete – Displays a delete confirmation page.

# Writing your first Django app, part 3

A view is a “type” of Web page in your Django application that generally serves a specific function and has a specific template. For example, in a blog application, you might have the following views:

* Blog homepage – displays the latest few entries.
* Entry “detail” page – permalink page for a single entry.
* Year-based archive page – displays all months with entries in the given year.
* Month-based archive page – displays all days with entries in the given month.
* Day-based archive page – displays all entries in the given day.
* Comment action – handles posting comments to a given entry.

In our poll application, we’ll have the following four views:

* Question “index” page – displays the latest few questions.
* Question “detail” page – displays a question text, with no results but with a form to vote.
* Question “results” page – displays results for a particular question.
* Vote action – handles voting for a particular choice in a particular question.

In Django, web pages and other content are delivered by views. Each view is represented by a simple Python function (or method, in the case of class-based views). Django will choose a view by examining the URL that’s requested (to be precise, the part of the URL after the domain name).

## Writing more views

Now let’s add a few more views to **polls/views.py**. These views are slightly different, because they take an argument:

polls/views.py

**def** detail(request, question\_id):

**return** HttpResponse("You're looking at question **%s**." % question\_id)

**def** results(request, question\_id):

response = "You're looking at the results of question **%s**."

**return** HttpResponse(response % question\_id)

**def** vote(request, question\_id):

**return** HttpResponse("You're voting on question **%s**." % question\_id)

Wire these new views into the **polls.urls** module by adding the following [**url()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) calls:

polls/urls.py

**from** **django.conf.urls** **import** url

**from** **.** **import** views

urlpatterns = [

*# ex: /polls/*

url(r'^$', views.index, name='index'),

*# ex: /polls/5/*

url(r'^(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

*# ex: /polls/5/results/*

url(r'^(?P<question\_id>[0-9]+)/results/$', views.results, name='results'),

*# ex: /polls/5/vote/*

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

]

ake a look in your browser, at “/polls/34/”. It’ll run the **detail()** method and display whatever ID you provide in the URL. Try “/polls/34/results/” and “/polls/34/vote/” too – these will display the placeholder results and voting pages.

When somebody requests a page from your website – say, “/polls/34/”, Django will load the **mysite.urls** Python module because it’s pointed to by the [**ROOT\_URLCONF**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-ROOT_URLCONF) setting. It finds the variable named **urlpatterns** and traverses the regular expressions in order. After finding the match at **'^polls/'**, it strips off the matching text (**"polls/"**) and sends the remaining text – **"34/"** – to the ‘polls.urls’ URLconf for further processing. There it matches **r'^(?P<question\_id>[0-9]+)/$'**, resulting in a call to the **detail()** view like so:

detail(request=<HttpRequest object>, question\_id='34')

The **question\_id='34'** part comes from **(?P<question\_id>[0-9]+)**. Using parentheses around a pattern “captures” the text matched by that pattern and sends it as an argument to the view function; **?P<question\_id>** defines the name that will be used to identify the matched pattern; and **[0-9]+** is a regular expression to match a sequence of digits (i.e., a number).

Because the URL patterns are regular expressions, there really is no limit on what you can do with them. And there’s no need to add URL cruft such as **.html** – unless you want to, in which case you can do something like this:

url(r'^polls/latest\.html$', views.index),

But, don’t do that. It’s silly.

## Write views that actually do something[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#write-views-that-actually-do-something)

Each view is responsible for doing one of two things: returning an [**HttpResponse**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponse) object containing the content for the requested page, or raising an exception such as [**Http404**](https://docs.djangoproject.com/en/1.11/topics/http/views/#django.http.Http404). The rest is up to you.

Your view can read records from a database, or not. It can use a template system such as Django’s – or a third-party Python template system – or not. It can generate a PDF file, output XML, create a ZIP file on the fly, anything you want, using whatever Python libraries you want.

All Django wants is that [**HttpResponse**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponse). Or an exception.

Because it’s convenient, let’s use Django’s own database API, which we covered in [Tutorial 2](https://docs.djangoproject.com/en/1.11/intro/tutorial02/). Here’s one stab at a new **index()** view, which displays the latest 5 poll questions in the system, separated by commas, according to publication date:

polls/views.py

**from** **django.http** **import** HttpResponse

**from** **.models** **import** Question

**def** index(request):

latest\_question\_list = Question.objects.order\_by('-pub\_date')[:5]

output = ', '.join([q.question\_text **for** q **in** latest\_question\_list])

**return** HttpResponse(output)

*# Leave the rest of the views (detail, results, vote) unchanged*

There’s a problem here, though: the page’s design is hard-coded in the view. If you want to change the way the page looks, you’ll have to edit this Python code. So let’s use Django’s template system to separate the design from Python by creating a template that the view can use.

First, create a directory called **templates** in your **polls** directory. Django will look for templates in there.

Your project’s [**TEMPLATES**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES) setting describes how Django will load and render templates. The default settings file configures a **DjangoTemplates** backend whose [**APP\_DIRS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES-APP_DIRS) option is set to **True**. By convention **DjangoTemplates** looks for a “templates” subdirectory in each of the [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS).

Within the **templates** directory you have just created, create another directory called **polls**, and within that create a file called **index.html**. In other words, your template should be at **polls/templates/polls/index.html**. Because of how the **app\_directories** template loader works as described above, you can refer to this template within Django simply as **polls/index.html**.

**Template namespacing**

Now we might be able to get away with putting our templates directly in **polls/templates** (rather than creating another **polls** subdirectory), but it would actually be a bad idea. Django will choose the first template it finds whose name matches, and if you had a template with the same name in a differentapplication, Django would be unable to distinguish between them. We need to be able to point Django at the right one, and the easiest way to ensure this is by namespacing them. That is, by putting those templates inside another directory named for the application itself.

Put the following code in that template:

polls/templates/polls/index.html

{% **if** latest\_question\_list %}

<**ul**>

{% **for** question **in** latest\_question\_list %}

<**li**><**a** href="/polls/{{ question.id }}/">{{ question.question\_text }}</**a**></**li**>

{% **endfor** %}

</**ul**>

{% **else** %}

<**p**>No polls are available.</**p**>

{% **endif** %}

Now let’s update our **index** view in **polls/views.py** to use the template:

polls/views.py

**from** **django.http** **import** HttpResponse

**from** **django.template** **import** loader

**from** **.models** **import** Question

**def** index(request):

latest\_question\_list = Question.objects.order\_by('-pub\_date')[:5]

template = loader.get\_template('polls/index.html')

context = {

'latest\_question\_list': latest\_question\_list,

}

**return** HttpResponse(template.render(context, request))

That code loads the template called **polls/index.html** and passes it a context. The context is a dictionary mapping template variable names to Python objects.

Load the page by pointing your browser at “/polls/”, and you should see a bulleted-list containing the “What’s up” question from [Tutorial 2](https://docs.djangoproject.com/en/1.11/intro/tutorial02/). The link points to the question’s detail page.

### A shortcut: [render()](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.render)[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#a-shortcut-render)

It’s a very common idiom to load a template, fill a context and return an [**HttpResponse**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponse) object with the result of the rendered template. Django provides a shortcut. Here’s the full **index()** view, rewritten:

polls/views.py

**from** **django.shortcuts** **import** render

**from** **.models** **import** Question

**def** index(request):

latest\_question\_list = Question.objects.order\_by('-pub\_date')[:5]

context = {'latest\_question\_list': latest\_question\_list}

**return** render(request, 'polls/index.html', context)

Note that once we’ve done this in all these views, we no longer need to import [**loader**](https://docs.djangoproject.com/en/1.11/topics/templates/#module-django.template.loader) and [**HttpResponse**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponse) (you’ll want to keep **HttpResponse** if you still have the stub methods for **detail**, **results**, and **vote**).

The [**render()**](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.render) function takes the request object as its first argument, a template name as its second argument and a dictionary as its optional third argument. It returns an [**HttpResponse**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponse) object of the given template rendered with the given context.

## Raising a 404 error[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#raising-a-404-error)

Now, let’s tackle the question detail view – the page that displays the question text for a given poll. Here’s the view:

polls/views.py

**from** **django.http** **import** Http404

**from** **django.shortcuts** **import** render

**from** **.models** **import** Question

*# ...*

**def** detail(request, question\_id):

**try**:

question = Question.objects.get(pk=question\_id)

**except** Question.DoesNotExist:

**raise** Http404("Question does not exist")

**return** render(request, 'polls/detail.html', {'question': question})

The new concept here: The view raises the [**Http404**](https://docs.djangoproject.com/en/1.11/topics/http/views/#django.http.Http404) exception if a question with the requested ID doesn’t exist.

We’ll discuss what you could put in that **polls/detail.html** template a bit later, but if you’d like to quickly get the above example working, a file containing just:

polls/templates/polls/detail.html

{{ question }}

will get you started for now.

### A shortcut: [get\_object\_or\_404()](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.get_object_or_404)[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#a-shortcut-get-object-or-404)

It’s a very common idiom to use [**get()**](https://docs.djangoproject.com/en/1.11/ref/models/querysets/#django.db.models.query.QuerySet.get) and raise [**Http404**](https://docs.djangoproject.com/en/1.11/topics/http/views/#django.http.Http404) if the object doesn’t exist. Django provides a shortcut. Here’s the **detail()** view, rewritten:

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**from** **.models** **import** Question

*# ...*

**def** detail(request, question\_id):

question = get\_object\_or\_404(Question, pk=question\_id)

**return** render(request, 'polls/detail.html', {'question': question})

The [**get\_object\_or\_404()**](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.get_object_or_404) function takes a Django model as its first argument and an arbitrary number of keyword arguments, which it passes to the [**get()**](https://docs.djangoproject.com/en/1.11/ref/models/querysets/#django.db.models.query.QuerySet.get) function of the model’s manager. It raises [**Http404**](https://docs.djangoproject.com/en/1.11/topics/http/views/#django.http.Http404) if the object doesn’t exist.

**Philosophy**

Why do we use a helper function [**get\_object\_or\_404()**](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.get_object_or_404) instead of automatically catching the[**ObjectDoesNotExist**](https://docs.djangoproject.com/en/1.11/ref/exceptions/#django.core.exceptions.ObjectDoesNotExist) exceptions at a higher level, or having the model API raise [**Http404**](https://docs.djangoproject.com/en/1.11/topics/http/views/#django.http.Http404) instead of[**ObjectDoesNotExist**](https://docs.djangoproject.com/en/1.11/ref/exceptions/#django.core.exceptions.ObjectDoesNotExist)?

Because that would couple the model layer to the view layer. One of the foremost design goals of Django is to maintain loose coupling. Some controlled coupling is introduced in the [**django.shortcuts**](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#module-django.shortcuts) module.

There’s also a [**get\_list\_or\_404()**](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.get_list_or_404) function, which works just as [**get\_object\_or\_404()**](https://docs.djangoproject.com/en/1.11/topics/http/shortcuts/#django.shortcuts.get_object_or_404) – except using [**filter()**](https://docs.djangoproject.com/en/1.11/ref/models/querysets/#django.db.models.query.QuerySet.filter)instead of [**get()**](https://docs.djangoproject.com/en/1.11/ref/models/querysets/#django.db.models.query.QuerySet.get). It raises [**Http404**](https://docs.djangoproject.com/en/1.11/topics/http/views/#django.http.Http404) if the list is empty.

## Use the template system[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#use-the-template-system)

Back to the **detail()** view for our poll application. Given the context variable **question**, here’s what the **polls/detail.html** template might look like:

polls/templates/polls/detail.html

<**h1**>{{ question.question\_text }}</**h1**>

<**ul**>

{% **for** choice **in** question.choice\_set.all %}

<**li**>{{ choice.choice\_text }}</**li**>

{% **endfor** %}

</**ul**>

The template system uses dot-lookup syntax to access variable attributes. In the example of **{{question.question\_text }}**, first Django does a dictionary lookup on the object **question**. Failing that, it tries an attribute lookup – which works, in this case. If attribute lookup had failed, it would’ve tried a list-index lookup.

Method-calling happens in the [**{% for %}**](https://docs.djangoproject.com/en/1.11/ref/templates/builtins/#std:templatetag-for) loop: **question.choice\_set.all** is interpreted as the Python code**question.choice\_set.all()**, which returns an iterable of **Choice** objects and is suitable for use in the [**{% for %}**](https://docs.djangoproject.com/en/1.11/ref/templates/builtins/#std:templatetag-for)tag.

See the [template guide](https://docs.djangoproject.com/en/1.11/topics/templates/) for more about templates.

## Removing hardcoded URLs in templates[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#removing-hardcoded-urls-in-templates)

Remember, when we wrote the link to a question in the **polls/index.html** template, the link was partially hardcoded like this:

<**li**><**a** href="/polls/{{ question.id }}/">{{ question.question\_text }}</**a**></**li**>

The problem with this hardcoded, tightly-coupled approach is that it becomes challenging to change URLs on projects with a lot of templates. However, since you defined the name argument in the [**url()**](https://docs.djangoproject.com/en/1.11/ref/urls/#django.conf.urls.url) functions in the **polls.urls** module, you can remove a reliance on specific URL paths defined in your url configurations by using the **{% url %}** template tag:

<**li**><**a** href="{% **url** 'detail' question.id %}">{{ question.question\_text }}</**a**></**li**>

The way this works is by looking up the URL definition as specified in the **polls.urls** module. You can see exactly where the URL name of ‘detail’ is defined below:

...

*# the 'name' value as called by the {% url %} template tag*

url(r'^(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

...

If you want to change the URL of the polls detail view to something else, perhaps to something like **polls/specifics/12/** instead of doing it in the template (or templates) you would change it in **polls/urls.py**:

...

*# added the word 'specifics'*

url(r'^specifics/(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

...

## Namespacing URL names[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial03/#namespacing-url-names)

The tutorial project has just one app, **polls**. In real Django projects, there might be five, ten, twenty apps or more. How does Django differentiate the URL names between them? For example, the **polls** app has a **detail** view, and so might an app on the same project that is for a blog. How does one make it so that Django knows which app view to create for a url when using the **{% url %}** template tag?

The answer is to add namespaces to your URLconf. In the **polls/urls.py** file, go ahead and add an **app\_name** to set the application namespace:

polls/urls.py

**from** **django.conf.urls** **import** url

**from** **.** **import** views

app\_name = 'polls'

urlpatterns = [

url(r'^$', views.index, name='index'),

url(r'^(?P<question\_id>[0-9]+)/$', views.detail, name='detail'),

url(r'^(?P<question\_id>[0-9]+)/results/$', views.results, name='results'),

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

]

Now change your **polls/index.html** template from:

polls/templates/polls/index.html

<**li**><**a** href="{% **url** 'detail' question.id %}">{{ question.question\_text }}</**a**></**li**>

to point at the namespaced detail view:

polls/templates/polls/index.html

<**li**><**a** href="{% **url** 'polls:detail' question.id %}">{{ question.question\_text }}</**a**></**li**>

# Writing your first Django app, part 4[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial04/#writing-your-first-django-app-part-4)

This tutorial begins where [Tutorial 3](https://docs.djangoproject.com/en/1.11/intro/tutorial03/) left off. We’re continuing the Web-poll application and will focus on simple form processing and cutting down our code.

## Write a simple form

Let’s update our poll detail template (“polls/detail.html”) from the last tutorial, so that the template contains an HTML **<form>** element:

polls/templates/polls/detail.html

<**h1**>{{ question.question\_text }}</**h1**>

{% **if** error\_message %}<**p**><**strong**>{{ error\_message }}</**strong**></**p**>{% **endif** %}

<**form** action="{% **url** 'polls:vote' question.id %}" method="post">

{% **csrf\_token** %}

{% **for** choice **in** question.choice\_set.all %}

<**input** type="radio" name="choice" id="choice{{ forloop.counter }}" value="{{ choice.id }}" />

<**label** for="choice{{ forloop.counter }}">{{ choice.choice\_text }}</**label**><**br** />

{% **endfor** %}

<**input** type="submit" value="Vote" />

</**form**>

A quick rundown:

* The above template displays a radio button for each question choice. The **value** of each radio button is the associated question choice’s ID. The **name** of each radio button is **"choice"**. That means, when somebody selects one of the radio buttons and submits the form, it’ll send the POST data **choice=#** where # is the ID of the selected choice. This is the basic concept of HTML forms.
* We set the form’s **action** to **{% url 'polls:vote' question.id %}**, and we set **method="post"**. Using **method="post"** (as opposed to **method="get"**) is very important, because the act of submitting this form will alter data server-side. Whenever you create a form that alters data server-side, use **method="post"**. This tip isn’t specific to Django; it’s just good Web development practice.
* **forloop.counter** indicates how many times the [**for**](https://docs.djangoproject.com/en/1.11/ref/templates/builtins/#std:templatetag-for) tag has gone through its loop
* Since we’re creating a POST form (which can have the effect of modifying data), we need to worry about Cross Site Request Forgeries. Thankfully, you don’t have to worry too hard, because Django comes with a very easy-to-use system for protecting against it. In short, all POST forms that are targeted at internal URLs should use the [**{% csrf\_token %}**](https://docs.djangoproject.com/en/1.11/ref/templates/builtins/#std:templatetag-csrf_token)template tag.

Now, let’s create a Django view that handles the submitted data and does something with it. Remember, in [Tutorial 3](https://docs.djangoproject.com/en/1.11/intro/tutorial03/), we created a URLconf for the polls application that includes this line:

polls/urls.py

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

We also created a dummy implementation of the **vote()** function. Let’s create a real version. Add the following to **polls/views.py**:

This code includes a few things we haven’t covered yet in this tutorial:

* [**request.POST**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpRequest.POST) is a dictionary-like object that lets you access submitted data by key name. In this case,**request.POST['choice']** returns the ID of the selected choice, as a string. [**request.POST**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpRequest.POST) values are always strings.

Note that Django also provides [**request.GET**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpRequest.GET) for accessing GET data in the same way – but we’re explicitly using [**request.POST**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpRequest.POST) in our code, to ensure that data is only altered via a POST call.

* **request.POST['choice']** will raise [**KeyError**](https://docs.python.org/3/library/exceptions.html#KeyError) if **choice** wasn’t provided in POST data. The above code checks for[**KeyError**](https://docs.python.org/3/library/exceptions.html#KeyError) and redisplays the question form with an error message if **choice** isn’t given.
* After incrementing the choice count, the code returns an [**HttpResponseRedirect**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponseRedirect) rather than a normal[**HttpResponse**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponse). [**HttpResponseRedirect**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponseRedirect) takes a single argument: the URL to which the user will be redirected (see the following point for how we construct the URL in this case).

As the Python comment above points out, you should always return an [**HttpResponseRedirect**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponseRedirect) after successfully dealing with POST data. This tip isn’t specific to Django; it’s just good Web development practice.

* We are using the [**reverse()**](https://docs.djangoproject.com/en/1.11/ref/urlresolvers/#django.urls.reverse) function in the [**HttpResponseRedirect**](https://docs.djangoproject.com/en/1.11/ref/request-response/#django.http.HttpResponseRedirect) constructor in this example. This function helps avoid having to hardcode a URL in the view function. It is given the name of the view that we want to pass control to and the variable portion of the URL pattern that points to that view. In this case, using the URLconf we set up in [Tutorial 3](https://docs.djangoproject.com/en/1.11/intro/tutorial03/), this [**reverse()**](https://docs.djangoproject.com/en/1.11/ref/urlresolvers/#django.urls.reverse) call will return a string like
* '/polls/3/results/'

After somebody votes in a question, the **vote()** view redirects to the results page for the question. Let’s write that view:

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**def** results(request, question\_id):

question = get\_object\_or\_404(Question, pk=question\_id)

**return** render(request, 'polls/results.html', {'question': question})

Now, create a **polls/results.html** template:

polls/templates/polls/results.html

<**h1**>{{ question.question\_text }}</**h1**>

<**ul**>

{% **for** choice **in** question.choice\_set.all %}

<**li**>{{ choice.choice\_text }} -- {{ choice.votes }} vote{{ choice.votes|pluralize }}</**li**>

{% **endfor** %}

</**ul**>

<**a** href="{% **url** 'polls:detail' question.id %}">Vote again?</**a**>

**Note**

The code for our **vote()** view does have a small problem. It first gets the **selected\_choice** object from the database, then computes the new value of **votes**, and then saves it back to the database. If two users of your website try to vote at exactly the same time, this might go wrong: The same value, let’s say 42, will be retrieved for **votes**. Then, for both users the new value of 43 is computed and saved, but 44 would be the expected value.

This is called a race condition. If you are interested, you can read [Avoiding race conditions using F()](https://docs.djangoproject.com/en/1.11/ref/models/expressions/#avoiding-race-conditions-using-f) to learn how you can solve this issue.

## Use generic views: Less code is better[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial04/#use-generic-views-less-code-is-better)

The **detail()** (from [Tutorial 3](https://docs.djangoproject.com/en/1.11/intro/tutorial03/)) and **results()** views are very simple – and, as mentioned above, redundant. The **index()** view, which displays a list of polls, is similar.

These views represent a common case of basic Web development: getting data from the database according to a parameter passed in the URL, loading a template and returning the rendered template. Because this is so common, Django provides a shortcut, called the “generic views” system.

Generic views abstract common patterns to the point where you don’t even need to write Python code to write an app.

Let’s convert our poll app to use the generic views system, so we can delete a bunch of our own code. We’ll just have to take a few steps to make the conversion. We will:

1. Convert the URLconf.
2. Delete some of the old, unneeded views.
3. Introduce new views based on Django’s generic views.

Read on for details.

**Why the code-shuffle?**

Generally, when writing a Django app, you’ll evaluate whether generic views are a good fit for your problem, and you’ll use them from the beginning, rather than refactoring your code halfway through. But this tutorial intentionally has focused on writing the views “the hard way” until now, to focus on core concepts.

You should know basic math before you start using a calculator.

### Amend URLconf[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial04/#amend-urlconf)

First, open the **polls/urls.py** URLconf and change it like so:

polls/urls.py

**from** **django.conf.urls** **import** url

**from** **.** **import** views

app\_name = 'polls'

urlpatterns = [

url(r'^$', views.IndexView.as\_view(), name='index'),

url(r'^(?P<pk>[0-9]+)/$', views.DetailView.as\_view(), name='detail'),

url(r'^(?P<pk>[0-9]+)/results/$', views.ResultsView.as\_view(), name='results'),

url(r'^(?P<question\_id>[0-9]+)/vote/$', views.vote, name='vote'),

]

Note that the name of the matched pattern in the regexes of the second and third patterns has changed from **<question\_id>** to **<pk>**.

### Amend views[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial04/#amend-views)

Next, we’re going to remove our old **index**, **detail**, and **results** views and use Django’s generic views instead. To do so, open the **polls/views.py** file and change it like so:

polls/views.py

**from** **django.shortcuts** **import** get\_object\_or\_404, render

**from** **django.http** **import** HttpResponseRedirect

**from** **django.urls** **import** reverse

**from** **django.views** **import** generic

**from** **.models** **import** Choice, Question

**class** **IndexView**(generic.ListView):

template\_name = 'polls/index.html'

context\_object\_name = 'latest\_question\_list'

**def** get\_queryset(self):

*"""Return the last five published questions."""*

**return** Question.objects.order\_by('-pub\_date')[:5]

**class** **DetailView**(generic.DetailView):

model = Question

template\_name = 'polls/detail.html'

**class** **ResultsView**(generic.DetailView):

model = Question

template\_name = 'polls/results.html'

**def** vote(request, question\_id):

... *# same as above, no changes needed.*

We’re using two generic views here: [**ListView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.list.ListView) and [**DetailView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.detail.DetailView). Respectively, those two views abstract the concepts of “display a list of objects” and “display a detail page for a particular type of object.”

* Each generic view needs to know what model it will be acting upon. This is provided using the **model** attribute.
* The [**DetailView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.detail.DetailView) generic view expects the primary key value captured from the URL to be called **"pk"**, so we’ve changed **question\_id** to **pk** for the generic views.

By default, the [**DetailView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.detail.DetailView) generic view uses a template called **<app name>/<model name>\_detail.html**. In our case, it would use the template **"polls/question\_detail.html"**. The **template\_name** attribute is used to tell Django to use a specific template name instead of the autogenerated default template name. We also specify the **template\_name**for the **results** list view – this ensures that the results view and the detail view have a different appearance when rendered, even though they’re both a [**DetailView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.detail.DetailView) behind the scenes.

Similarly, the [**ListView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.list.ListView) generic view uses a default template called **<app name>/<model name>\_list.html**; we use **template\_name** to tell [**ListView**](https://docs.djangoproject.com/en/1.11/ref/class-based-views/generic-display/#django.views.generic.list.ListView) to use our existing **"polls/index.html"** template.

In previous parts of the tutorial, the templates have been provided with a context that contains the **question** and **latest\_question\_list** context variables. For **DetailView** the **question** variable is provided automatically – since we’re using a Django model (**Question**), Django is able to determine an appropriate name for the context variable. However, for ListView, the automatically generated context variable is **question\_list**. To override this we provide the **context\_object\_name** attribute, specifying that we want to use **latest\_question\_list** instead. As an alternative approach, you could change your templates to match the new default context variables – but it’s a lot easier to just tell Django to use the variable you want.

Run the server, and use your new polling app based on generic views.

For full details on generic views, see the [generic views documentation](https://docs.djangoproject.com/en/1.11/topics/class-based-views/).

# Writing your first Django app, part 5

This tutorial begins where [Tutorial 4](https://docs.djangoproject.com/en/1.11/intro/tutorial04/) left off. We’ve built a Web-poll application, and we’ll now create some automated tests for it.

# Writing your first Django app, part 6

This tutorial begins where [Tutorial 5](https://docs.djangoproject.com/en/1.11/intro/tutorial05/) left off. We’ve built a tested Web-poll application, and we’ll now add a stylesheet and an image.

Aside from the HTML generated by the server, web applications generally need to serve additional files — such as images, JavaScript, or CSS — necessary to render the complete web page. In Django, we refer to these files as “static files”.

For small projects, this isn’t a big deal, because you can just keep the static files somewhere your web server can find it. However, in bigger projects – especially those comprised of multiple apps – dealing with the multiple sets of static files provided by each application starts to get tricky.

That’s what **django.contrib.staticfiles** is for: it collects static files from each of your applications (and any other places you specify) into a single location that can easily be served in production.

## Customize your app’s look and feel

First, create a directory called **static** in your **polls** directory. Django will look for static files there, similarly to how Django finds templates inside **polls/templates/**.

Django’s [**STATICFILES\_FINDERS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-STATICFILES_FINDERS) setting contains a list of finders that know how to discover static files from various sources. One of the defaults is **AppDirectoriesFinder** which looks for a “static” subdirectory in each of the[**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS), like the one in **polls** we just created. The admin site uses the same directory structure for its static files.

Within the **static** directory you have just created, create another directory called **polls** and within that create a file called **style.css**. In other words, your stylesheet should be at **polls/static/polls/style.css**. Because of how the **AppDirectoriesFinder** staticfile finder works, you can refer to this static file in Django simply as **polls/style.css**, similar to how you reference the path for templates.

**Static file namespacing**

Just like templates, we might be able to get away with putting our static files directly in **polls/static**(rather than creating another **polls** subdirectory), but it would actually be a bad idea. Django will choose the first static file it finds whose name matches, and if you had a static file with the same name in a differentapplication, Django would be unable to distinguish between them. We need to be able to point Django at the right one, and the easiest way to ensure this is by namespacing them. That is, by putting those static files inside another directory named for the application itself.

Put the following code in that stylesheet (**polls/static/polls/style.css**):

polls/static/polls/style.css

**li** **a** {

**color**: **green**;

}

Next, add the following at the top of **polls/templates/polls/index.html**:

polls/templates/polls/index.html

{% **load** static %}

<**link** rel="stylesheet" type="text/css" href="{% **static** 'polls/style.css' %}" />

The **{% static %}** template tag generates the absolute URL of static files.

That’s all you need to do for development. Reload **http://localhost:8000/polls/** and you should see that the question links are green (Django style!) which means that your stylesheet was properly loaded.

## Adding a background-image

Next, we’ll create a subdirectory for images. Create an **images** subdirectory in the **polls/static/polls/** directory. Inside this directory, put an image called **background.gif**. In other words, put your image in**polls/static/polls/images/background.gif**.

Then, add to your stylesheet (**polls/static/polls/style.css**):

polls/static/polls/style.css

**body** {

**background**: **white** url("images/background.gif") **no-repeat** **right** **bottom**;

}

Reload **http://localhost:8000/polls/** and you should see the background loaded in the bottom right of the screen.

**Warning**

Of course the **{% static %}** template tag is not available for use in static files like your stylesheet which aren’t generated by Django. You should always use **relative paths** to link your static files between each other, because then you can change [**STATIC\_URL**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-STATIC_URL) (used by the [**static**](https://docs.djangoproject.com/en/1.11/ref/templates/builtins/#std:templatetag-static) template tag to generate its URLs) without having to modify a bunch of paths in your static files as well.

These are the **basics**. For more details on settings and other bits included with the framework see [the static files howto](https://docs.djangoproject.com/en/1.11/howto/static-files/) and[the staticfiles reference](https://docs.djangoproject.com/en/1.11/ref/contrib/staticfiles/). [Deploying static files](https://docs.djangoproject.com/en/1.11/howto/static-files/deployment/) discusses how to use static files on a real server.

# Writing your first Django app, part 7

This tutorial begins where [Tutorial 6](https://docs.djangoproject.com/en/1.11/intro/tutorial06/) left off. We’re continuing the Web-poll application and will focus on customizing Django’s automatically-generated admin site that we first explored in [Tutorial 2](https://docs.djangoproject.com/en/1.11/intro/tutorial02/).

## Customize the admin form

By registering the **Question** model with **admin.site.register(Question)**, Django was able to construct a default form representation. Often, you’ll want to customize how the admin form looks and works. You’ll do this by telling Django the options you want when you register the object.

Let’s see how this works by reordering the fields on the edit form. Replace the **admin.site.register(Question)** line with:

You’ll follow this pattern – create a model admin class, then pass it as the second argument to **admin.site.register()**– any time you need to change the admin options for a model.

This particular change above makes the “Publication date” come before the “Question” field:

![Fields have been reordered](data:image/png;base64,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)

And speaking of forms with dozens of fields, you might want to split the form up into fieldsets:

polls/admin.py

**from** **django.contrib** **import** admin

**from** **.models** **import** Question

**class** **QuestionAdmin**(admin.ModelAdmin):

fieldsets = [

(**None**, {'fields': ['question\_text']}),

('Date information', {'fields': ['pub\_date']}),

]

admin.site.register(Question, QuestionAdmin)

The first element of each tuple in [**fieldsets**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.fieldsets) is the title of the fieldset. Here’s what our form looks like now:
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## Adding related objects

OK, we have our Question admin page, but a **Question** has multiple **Choice**s, and the admin page doesn’t display choices.

Yet.

There are two ways to solve this problem. The first is to register **Choice** with the admin just as we did with **Question**. That’s easy:

polls/admin.py

**from** **django.contrib** **import** admin

**from** **.models** **import** Choice, Question

*# ...*

admin.site.register(Choice)

In that form, the “Question” field is a select box containing every question in the database. Django knows that a [**ForeignKey**](https://docs.djangoproject.com/en/1.11/ref/models/fields/#django.db.models.ForeignKey) should be represented in the admin as a **<select>** box. In our case, only one question exists at this point.

Also note the “Add Another” link next to “Question.” Every object with a **ForeignKey** relationship to another gets this for free. When you click “Add Another”, you’ll get a popup window with the “Add question” form. If you add a question in that window and click “Save”, Django will save the question to the database and dynamically add it as the selected choice on the “Add choice” form you’re looking at.

But, really, this is an inefficient way of adding **Choice** objects to the system. It’d be better if you could add a bunch of Choices directly when you create the **Question** object. Let’s make that happen.

Remove the **register()** call for the **Choice** model. Then, edit the **Question** registration code to read:

polls/admin.py

**from** **django.contrib** **import** admin

**from** **.models** **import** Choice, Question

**class** **ChoiceInline**(admin.StackedInline):

model = Choice

extra = 3

**class** **QuestionAdmin**(admin.ModelAdmin):

fieldsets = [

(**None**, {'fields': ['question\_text']}),

('Date information', {'fields': ['pub\_date'], 'classes': ['collapse']}),

]

inlines = [ChoiceInline]

admin.site.register(Question, QuestionAdmin)

This tells Django: “**Choice** objects are edited on the **Question** admin page. By default, provide enough fields for 3 choices.”

Load the “Add question” page to see how that looks:
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One small problem, though. It takes a lot of screen space to display all the fields for entering related **Choice** objects. For that reason, Django offers a tabular way of displaying inline related objects; you just need to change the **ChoiceInline**declaration to read:

polls/admin.py

**class** **ChoiceInline**(admin.TabularInline):

*#...*

With that **TabularInline** (instead of **StackedInline**), the related objects are displayed in a more compact, table-based format:
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Note that there is an extra “Delete?” column that allows removing rows added using the “Add Another Choice” button and rows that have already been saved.

## Customize the admin change list

Now that the Question admin page is looking good, let’s make some tweaks to the “change list” page – the one that displays all the questions in the system.

## By default, Django displays the str() of each object. But sometimes it’d be more helpful if we could display individual fields. To do that, use the [list\_display](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_display) admin option, which is a tuple of field names to display, as columns, on the change list page for the object:

polls/admin.py

**class** **QuestionAdmin**(admin.ModelAdmin):

*# ...*

list\_display = ('question\_text', 'pub\_date')

Just for good measure, let’s also include the **was\_published\_recently()** method from [Tutorial 2](https://docs.djangoproject.com/en/1.11/intro/tutorial02/):

polls/admin.py

**class** **QuestionAdmin**(admin.ModelAdmin):

*# ...*

list\_display = ('question\_text', 'pub\_date', 'was\_published\_recently')

You can click on the column headers to sort by those values – except in the case of the **was\_published\_recently**header, because sorting by the output of an arbitrary method is not supported. Also note that the column header for**was\_published\_recently** is, by default, the name of the method (with underscores replaced with spaces), and that each line contains the string representation of the output.

You can improve that by giving that method (in **polls/models.py**) a few attributes, as follows:

polls/models.py

**class** **Question**(models.Model):

*# ...*

**def** was\_published\_recently(self):

now = timezone.now()

**return** now - datetime.timedelta(days=1) <= self.pub\_date <= now

was\_published\_recently.admin\_order\_field = 'pub\_date'

was\_published\_recently.boolean = **True**

was\_published\_recently.short\_description = 'Published recently?'

For more information on these method properties, see [**list\_display**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_display).

Edit your **polls/admin.py** file again and add an improvement to the **Question** change list page: filters using the[**list\_filter**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_filter). Add the following line to **QuestionAdmin**:

list\_filter = ['pub\_date']

That adds a “Filter” sidebar that lets people filter the change list by the **pub\_date** field:
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The type of filter displayed depends on the type of field you’re filtering on. Because **pub\_date** is a [**DateTimeField**](https://docs.djangoproject.com/en/1.11/ref/models/fields/#django.db.models.DateTimeField), Django knows to give appropriate filter options: “Any date”, “Today”, “Past 7 days”, “This month”, “This year”.

This is shaping up well. Let’s add some search capability:

search\_fields = ['question\_text']

That adds a search box at the top of the change list. When somebody enters search terms, Django will search the **question\_text** field. You can use as many fields as you’d like – although because it uses a **LIKE** query behind the scenes, limiting the number of search fields to a reasonable number will make it easier for your database to do the search.

Now’s also a good time to note that change lists give you free pagination. The default is to display 100 items per page. [**Change list pagination**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_per_page), [**search boxes**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.search_fields), [**filters**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_filter), [**date-hierarchies**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.date_hierarchy), and [**column-header-ordering**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.ModelAdmin.list_display) all work together like you think they should.

## Customize the admin look and feel[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial07/#customize-the-admin-look-and-feel)

Clearly, having “Django administration” at the top of each admin page is ridiculous. It’s just placeholder text.

That’s easy to change, though, using Django’s template system. The Django admin is powered by Django itself, and its interfaces use Django’s own template system.

### Customizing your project’s templates[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial07/#customizing-your-project-s-templates)

Create a **templates** directory in your project directory (the one that contains **manage.py**). Templates can live anywhere on your filesystem that Django can access. (Django runs as whatever user your server runs.) However, keeping your templates within the project is a good convention to follow.

Open your settings file (**mysite/settings.py**, remember) and add a [**DIRS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES-DIRS) option in the [**TEMPLATES**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES) setting:

mysite/settings.py

TEMPLATES = [

{

'BACKEND': 'django.template.backends.django.DjangoTemplates',

'DIRS': [os.path.join(BASE\_DIR, 'templates')],

'APP\_DIRS': **True**,

'OPTIONS': {

'context\_processors': [

'django.template.context\_processors.debug',

'django.template.context\_processors.request',

'django.contrib.auth.context\_processors.auth',

'django.contrib.messages.context\_processors.messages',

],

},

},

]

[**DIRS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES-DIRS) is a list of filesystem directories to check when loading Django templates; it’s a search path.

**Organizing templates**

Just like the static files, we could have all our templates together, in one big templates directory, and it would work perfectly well. However, templates that belong to a particular application should be placed in that application’s template directory (e.g. **polls/templates**) rather than the project’s (**templates**). We’ll discuss in more detail in the [reusable apps tutorial](https://docs.djangoproject.com/en/1.11/intro/reusable-apps/) why we do this.

Now create a directory called **admin** inside **templates**, and copy the template **admin/base\_site.html** from within the default Django admin template directory in the source code of Django itself (**django/contrib/admin/templates**) into that directory.

**Where are the Django source files?**

If you have difficulty finding where the Django source files are located on your system, run the following command:

**$** python -c "import django; print(django.\_\_path\_\_)"

Then, just edit the file and replace **{{ site\_header|default:\_('Django administration') }}** (including the curly braces) with your own site’s name as you see fit. You should end up with a section of code like:

{% **block** branding %}

<**h1** id="site-name"><**a** href="{% **url** 'admin:index' %}">Polls Administration</**a**></**h1**>

{% **endblock** %}

We use this approach to teach you how to override templates. In an actual project, you would probably use the [**django.contrib.admin.AdminSite.site\_header**](https://docs.djangoproject.com/en/1.11/ref/contrib/admin/#django.contrib.admin.AdminSite.site_header) attribute to more easily make this particular customization.

his template file contains lots of text like **{% block branding %}** and **{{ title }}**. The **{%** and **{{** tags are part of Django’s template language. When Django renders **admin/base\_site.html**, this template language will be evaluated to produce the final HTML page, just like we saw in [Tutorial 3](https://docs.djangoproject.com/en/1.11/intro/tutorial03/).

### Customizing your application’s templates[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial07/#customizing-your-application-s-templates)

Astute readers will ask: But if [**DIRS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES-DIRS) was empty by default, how was Django finding the default admin templates? The answer is that, since [**APP\_DIRS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-TEMPLATES-APP_DIRS) is set to **True**, Django automatically looks for a **templates/** subdirectory within each application package, for use as a fallback (don’t forget that **django.contrib.admin** is an application).

Our poll application is not very complex and doesn’t need custom admin templates. But if it grew more sophisticated and required modification of Django’s standard admin templates for some of its functionality, it would be more sensible to modify the application’s templates, rather than those in the project. That way, you could include the polls application in any new project and be assured that it would find the custom templates it needed.

See the [template loading documentation](https://docs.djangoproject.com/en/1.11/topics/templates/#template-loading) for more information about how Django finds its templates.

## Customize the admin index page

On a similar note, you might want to customize the look and feel of the Django admin index page.

By default, it displays all the apps in [**INSTALLED\_APPS**](https://docs.djangoproject.com/en/1.11/ref/settings/#std:setting-INSTALLED_APPS) that have been registered with the admin application, in alphabetical order. You may want to make significant changes to the layout. After all, the index is probably the most important page of the admin, and it should be easy to use.

The template to customize is **admin/index.html**. (Do the same as with **admin/base\_site.html** in the previous section – copy it from the default directory to your custom template directory). Edit the file, and you’ll see it uses a template variable called **app\_list**. That variable contains every installed Django app. Instead of using that, you can hard-code links to object-specific admin pages in whatever way you think is best.

## What’s next?[¶](https://docs.djangoproject.com/en/1.11/intro/tutorial07/#what-s-next)

The beginner tutorial ends here. In the meantime, you might want to check out some pointers on [where to go from here](https://docs.djangoproject.com/en/1.11/intro/whatsnext/).

If you are familiar with Python packaging and interested in learning how to turn polls into a “reusable app”, check out [Advanced tutorial: How to write reusable apps](https://docs.djangoproject.com/en/1.11/intro/reusable-apps/).