Assignment

**Name: mathiyarasu  
Register Number: 23215134**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## QUESTION 1

1. Write a program tha t creates an integer array of 15 elements, stores the values into a file, and then retrieves them to display on the console.

### Code Solution

import pickle  
  
numbers = [1, 2, 3, 4, 5]  
with open('numbers.txt', 'wb') as file:  
 pickle.dump(numbers, file)  
  
with open('numbers.txt', 'rb') as file:  
 loaded\_numbers = pickle.load(file)  
  
print(loaded\_numbers)

### FINAL Output
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## QUESTION 2

2. Write a program to input two integers and divide them. Use a try -catch block to handle the DivideByZeroException and display an appropriate message. Further, if the data type of the elements do not match with defined type then throw an exception too.

### Code Solution

def find\_second\_largest\_smallest(arr):  
 arr.sort()  
 return arr[1], arr[-2]  
  
arr = [10, 20, 4, 45, 99]  
second\_smallest, second\_largest = find\_second\_largest\_smallest(arr)  
print("Second smallest number is", second\_smallest)  
print("Second largest number is", second\_largest)

### FINAL Output
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## QUESTION 3

3. Create a list of integers , save it into a file, and then read the file to retrieve the list a nd display the string on the console.

### Code Solution

from sys import stdout  
  
class ArrayList:  
 def \_\_init\_\_(self):  
 self.array = []  
  
 def add(self, element):  
 self.array.append(element)  
  
 def display(self):  
 for element in self.array:  
 stdout.write(str(element) + " ")  
  
array\_list = ArrayList()  
array\_list.add(10.5)  
array\_list.add("Hello")  
array\_list.add(20)  
array\_list.display()

### FINAL Output
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## QUESTION 4

4. Implement a program that demonstrates multiple catch blocks to handle exceptions like IndexOutOfRangeException , NullReferenceExceptio n.

### Code Solution

def linear\_search(array, target):  
 for i in range(len(array)):  
 for j in range(len(array[i])):  
 if array[i][j] == target:  
 return f"Element {target} found at index [{i}][{j}]"  
 return f"Element {target} not found in the array"  
  
array = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]  
target = 5  
print(linear\_search(array, target))

### FINAL Output
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## QUESTION 5

5. Write a C# program to create an ArrayList , add eleme nts of different data types (float , string, int), and display all elements using a loop.

### Code Solution

def sum\_lower\_triangle(matrix):  
 n = len(matrix)  
 total\_sum = 0  
 for i in range(n):  
 for j in range(n):  
 if i > j:  
 total\_sum += matrix[i][j]  
 return total\_sum  
  
matrix = [  
 [1, 2, 3, 4],  
 [5, 6, 7, 8],  
 [9, 10, 11, 12],  
 [13, 14, 15, 16]  
]  
  
result = sum\_lower\_triangle(matrix)  
print(result)

### FINAL Output
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## QUESTION 6

6. Write a program in C# to create a Hashtable with integer keys and integer values. Insert three key -value pairs and display them using a loop.

### Code Solution

def calculate\_diagonal\_sum(matrix):  
 size = len(matrix)  
 diagonal\_sum = 0  
 for i in range(size):  
 diagonal\_sum += matrix[i][i]  
 for i in range(size):  
 diagonal\_sum += matrix[i][size - i - 1]  
 if size % 2 == 1:  
 diagonal\_sum -= matrix[size // 2][size // 2]  
 return diagonal\_sum  
  
matrix = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]  
print(calculate\_diagonal\_sum(matrix))

### FINAL Output
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## QUESTION 7

7. Write a program to implement LinkedList< T>, insert e lements at the beginning , and print the list using a loop.

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 for i in range(2, int(n\*\*0.5) + 1):  
 if n % i == 0:  
 return False  
 return True  
  
def find\_non\_primes(arr):  
 non\_primes = [num for num in arr if not is\_prime(num)]  
 return non\_primes  
  
arr = [2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]  
print(find\_non\_primes(arr))

### FINAL Output
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## QUESTION 8

8. Write a program to implement Stack , insert five elements and remove them .

### Code Solution

class DivideByZeroException(Exception):  
 pass  
  
def divide\_numbers(a, b):  
 if not isinstance(a, int) or not isinstance(b, int):  
 raise TypeError("Both numbers must be integers")  
 try:  
 if b == 0:  
 raise DivideByZeroException("Cannot divide by zero")  
 return a / b  
 except DivideByZeroException as e:  
 print(e)  
 except TypeError as e:  
 print(e)  
  
a = 4  
b = 2  
result = divide\_numbers(a, b)  
if result is not None:  
 print(f"{a} divided by {b} is {result}")

### FINAL Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABkCAIAAADxM8PYAAAHMUlEQVR4nO3cbWiVZR8A8PusJms63Gi0yVBylpqxAhNfyA+Gw5dMRssXln6RBJ0iUqkRhoL4jsVEx9aWmJYlah8EUQwCaxZRfcgaTh1o6Jhrrrl5NjZseh6eDhzG83TOjtOyx+f3+3Tu6/z3//+vmwO7uO7rnCAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAgP9hH374YVlZWexywIABFy5c6D2SWJ/x/5H/Tvv5U01NTTNmzAjuhzu9PwDAP1NKknETJky4devWjz/++Bf38+AoKCioqanp6uqqr69/9dVX/7F1MzMzDxw4EA6Hf/vtt+3bt6ekJPuRAADieThIQmpqanV19bfffjtw4MDgLty8eXPkyJF/Xfy9EolE7j7Jm2++WVVVNX369OLi4n379n3//ff19fV/w3zvtG5lZeXgwYNHjRr1xBNPnDhxoqmp6b333rvLHgCAvq1du/bzzz9funRpMjtYGRkZ5eXlV65c6erqCofDsQdelZWVkT98/PHHseAFCxa0t7cPGDAgejlt2rSOjo6MjIx48Qnyp6enV1dXh8PhhoaGbdu2paamJo6Pp6mpqbS09PTp052dnSdOnHj00Uejfd64cSMtLS0aM3PmzPb29kGDBiV5A5ubmxcuXJg4Jt58s7Ky9u/f39bWFn03Ozs7yaLJ1M3Ly/v999/z8/Ojl2VlZWfPnk0+PwDwp/p+HvTkk0++8cYbS5YsCZKzZ8+evLy88ePH5+bmfvXVV7HxpUuXhkKhnTt39g7+7LPPbt++XVhYGL0sLi4+fPhwOByOF58g//vvv5+bmztixIjCwsLZs2evXLkycXwC69ev37p169ChQ9PS0jZs2BDts6enZ+bMmdGAkpKSffv2dXR0JJMtKysrMzOzoaEhcVi8+a5bt27IkCEjRowI/aGlpSWZoknWLSgoaGlpuXjxYmpqamlp6bx580aPHh1bRwIAf9UCq6qqatOmTZcuXUomXXZ29ty5c1euXHn16tX29vZr164lju/u7j548GBxcfG/W0lJKSoq2rNnTz/yZ2RkLFiwYPXq1c3NzefOndu1a1c05532E7Vq1apjx461trZWVVVFF3/d3d0HDhyYP39+EASPPPJIUVFReXl5MqmCINi5c+eZM2e+/PLLoF86OzuHDh36zDPP3OnpqGTq5uTktLa2lpSU1NXVzZ49e/ny5aFQKD09vX+tAgBJncF67bXXBg0a9N/bKvHk5+ffvn378uXLScZHd5iOHz/+0EMPTZo06caNG6dPn+5H/mHDhoVCobq6utjIL7/80r9+giCI7RK1trZmZWVFX1dXV3/zzTfp6emzZs367rvvzp8/n0yqLVu2TJ069fnnn+/3ua6NGzempqYePHiwp6ensrJyy5YtPT0996puZ2fnmDFjli9fvmjRopqamueee+7mzZvXr1/vX6sAQFQfmyIvv/zyuHHjenp6IpFIRUXFs88+G4lE5syZEy8+HA6npKQMHjw4CIJQKPT4448nzh8EwQ8//HD16tXJkye/8soribevEuT/9ddfgyCIPUcLhULDhw/vXz+9jRw58uLFi9HXP/30U11d3axZs0pKSnbv3p3Mn7/zzjuLFi0qLCyMrvb6p7u7+6233hoyZMjixYtXrFixePHie1i3trY2CII1a9bU1NQEQTBx4sSff/75npzxB4D/Z30ssF566aXYkqW0tPTMmTOhUOjIkSPx4i9cuHDlypUVK1ZkZmaWl5cXFBQk08TevXuLiopefPHF/fv3J46Ml7+lpeWLL74oKysbPnx4KBS6y37y8/PT0tLGjh27atWqioqK2PgHH3ywevXqgoKCY8eO9Znk9ddfX7Zs2ZQpU3rvq/VbJBKpra1ta2vrPbs7rfvUU081Nzd/+umnsZFz5859/fXXO3bsyMnJGTdu3Ntvv+1XuADgb5XktwhfeOGF+vr6tra2rVu3bt68OfYPu7a2NtJL71VadnZ2Y2Pj0aNHe+eJFx8vf25u7ieffNLY2BiN37hxY+L4eCoqKhoaGrq7u8+ePVtaWtr7rYyMjI6Ojh07diRzu3o3H4lE+jzkHm++p06dio40NTW9++67sW9H9qPu008/fe3atUOHDvWOz8vLO378eFdXV2Nj45o1a5KZGgDAPZOTk9PZ2Tl69Oj73QgAwAPhscceO3ny5N69e+93IwAAD4TKysqWlpaPPvroLn/LHgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIkvQvl1p48SYBQY0AAAAASUVORK5CYII=)

## QUESTION 9

9. Write a program to calculate and display the tota l number of elements in an object and jagged array.

### Code Solution

def divide\_numbers(a, b):  
 try:  
 result = a / b  
 return result  
 except ZeroDivisionError:  
 print("Cannot divide by zero")  
 except TypeError:  
 print("Invalid input type")  
  
def index\_out\_of\_range():  
 try:  
 numbers = [1, 2, 3]  
 print(numbers[5])  
 except IndexError:  
 print("Index out of range")  
  
def null\_reference\_exception():  
 try:  
 numbers = None  
 print(numbers[0])  
 except TypeError:  
 print("Null reference exception")  
  
divide\_numbers(10, 0)  
divide\_numbers(10, 'a')  
index\_out\_of\_range()  
null\_reference\_exception()

### FINAL Output
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## QUESTION 10

10. Write a program to identify and display all non-prime numbers present in an integer array.

### Code Solution

class Stack:  
 def \_\_init\_\_(self):  
 self.stack = []  
  
 def insert(self, value):  
 self.stack.append(value)  
  
 def remove(self):  
 if not self.is\_empty():  
 return self.stack.pop()  
 else:  
 return None  
  
 def is\_empty(self):  
 return len(self.stack) == 0  
  
 def display(self):  
 print(self.stack)  
  
s = Stack()  
s.insert(1)  
s.insert(2)  
s.insert(3)  
s.insert(4)  
s.insert(5)  
s.display()  
print(s.remove())  
print(s.remove())  
print(s.remove())  
print(s.remove())  
print(s.remove())  
s.display()

### FINAL Output
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## QUESTION 11

11. Write a program to find and displ ay the second largest and smallest numbers in an array.

### Code Solution

def binary\_search(arr, target):  
 low = 0  
 high = len(arr) - 1  
 while low <= high:  
 mid = (low + high) // 2  
 if arr[mid] == target:  
 return mid  
 elif arr[mid] < target:  
 low = mid + 1  
 else:  
 high = mid - 1  
 return -1  
  
arr = [2, 5, 8, 12, 16, 23, 38, 56, 72, 91]  
target = 23  
result = binary\_search(arr, target)  
if result != -1:  
 print("Element is present at index", result)  
else:  
 print("Element is not present in array")

### FINAL Output
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## QUESTION 12

12. Write a program to calcu late and display the sum of prime and odd numbers in an array separately.

### Code Solution

def calculate\_elements(obj):  
 count = 0  
 for key in obj:  
 if isinstance(obj[key], list):  
 count += len(obj[key])  
 else:  
 count += 1  
 return count  
  
def calculate\_jagged\_array\_elements(arr):  
 count = 0  
 for sub\_arr in arr:  
 count += len(sub\_arr)  
 return count  
  
obj = {  
 "a": 1,  
 "b": 2,  
 "c": [1, 2, 3],  
 "d": [4, 5],  
 "e": 6  
}  
  
arr = [[1, 2, 3], [4, 5], [6, 7, 8, 9]]  
  
print("Total number of elements in object:", calculate\_elements(obj))  
print("Total number of elements in jagged array:", calculate\_jagged\_array\_elements(arr))

### FINAL Output
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## QUESTION 13

13. Write a program to count the number of even and prime numbers in a one -dimensional array.

### Code Solution

class Node:  
 def \_\_init\_\_(self, data=None):  
 self.data = data  
 self.next = None  
  
class LinkedList:  
 def \_\_init\_\_(self):  
 self.head = None  
  
 def insert\_at\_beginning(self, data):  
 new\_node = Node(data)  
 new\_node.next = self.head  
 self.head = new\_node  
  
 def print\_list(self):  
 current = self.head  
 while current:  
 print(current.data, end=" ")  
 current = current.next  
 print()  
  
linked\_list = LinkedList()  
linked\_list.insert\_at\_beginning(10)  
linked\_list.insert\_at\_beginning(20)  
linked\_list.insert\_at\_beginning(30)  
linked\_list.print\_list()

### FINAL Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABkCAIAAADxM8PYAAADTElEQVR4nO3avyv9exzA8c9RopOBQYoFRQwmJsXXoixKsuAoI5lQFgabMjHJoAyIf4BZDikSg2OwGI5DikWSQz7f4ZRc9+bH8e263R6P7fP69Hn2Hl99egcBAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA8P+ytLQUhmE6nU4kEr29vS/zwsLC5eXl29vb6+vr6enpnJyc9zt1dXVbW1v39/enp6c9PT1Zd4IgqK6u3tvbOzw8fD3MogMA8JPy8vL6+/ufnp4qKioyk9XV1Y2NjdLS0ubm5ru7u5GRkfcLi4uLfX190Wg0Fos9Pj5WVVVl1xkYGDg4OFhYWHizYH21AwDw83Jzc5+fn3/9+hUEQVlZ2ePjY2VlZebVzMxMIpH4fOrq6ioWi2XRiUQia2trxcXFk5OTrxesb54HAOAHRKPR8fHx4+PjvLy8IAja2touLi4yW9fg4GAqlXp+fs7Pz/9MqqioKJ1Ot7S0fKfzZsH6znkAAP6sT11U2t3dvbu7m5ycnJ+fT6fTQRCUlJTc3Nx0d3efnJy0t7cPDQ1FIpFoNPqZ2uzs7NHR0ebm5jc7r/2pDgDAvyc/P7+pqSmZTI6OjgZB0NXVFYZhPB5vamoKgqC+vv7h4SESiXzYmZqaOj8/Ly8vzzxm3XnzByvrDgDAD5ubm1tZWQmCoKamJgzDxsbGzHxoaGh/f//DzycmJi4vL2tra18m2XX+vmBl3QEA+DEFBQWtra2Xl5cdHR2ZSTwe39nZKSkpaWhoSCaTmUvr7xgeHk6lUjU1NW/mX+3844KVdQcA4AecnZ2FYXh9fb29vd3Z2fkyLysrW19fv7+/T6VSY2NjH3bCv0omk9l19vf3X3de1qyvdgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAgOA/4jcy7Kef2MVH4QAAAABJRU5ErkJggg==)

## QUESTION 14

14. Implement a program to search for a specific element in an array using binary search .

### Code Solution

class Student:  
 def \_\_init\_\_(self, name, marks):  
 self.name = name  
 self.marks = marks  
  
class StudentManagement:  
 def \_\_init\_\_(self):  
 self.students = [  
 Student('John', [90, 85, 95]),  
 Student('Alice', [95, 90, 85]),  
 Student('Bob', [85, 95, 90]),  
 ]  
 self.student\_dict = {student.name: student.marks for student in self.students}  
  
 def find\_highest\_mark(self):  
 highest\_mark = max(max(student.marks) for student in self.students)  
 return highest\_mark  
  
 def search\_by\_name(self, name):  
 return self.student\_dict.get(name)  
  
student\_management = StudentManagement()  
print(student\_management.find\_highest\_mark())  
print(student\_management.search\_by\_name('John'))

### FINAL Output
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## QUESTION 15

15. Write a program to calculate the sum of the lower triangle elements of a square matrix.

### Code Solution

class HashTable:  
 def \_\_init\_\_(self):  
 self.size = 10  
 self.table = [[] for \_ in range(self.size)]  
  
 def hash\_function(self, key):  
 return key % self.size  
  
 def insert(self, key, value):  
 index = self.hash\_function(key)  
 for pair in self.table[index]:  
 if pair[0] == key:  
 pair[1] = value  
 return  
 self.table[index].append([key, value])  
  
 def display(self):  
 for index, pairs in enumerate(self.table):  
 if pairs:  
 print(f"Index {index}:")  
 for pair in pairs:  
 print(f"Key: {pair[0]}, Value: {pair[1]}")  
  
hash\_table = HashTable()  
hash\_table.insert(1, 10)  
hash\_table.insert(2, 20)  
hash\_table.insert(11, 30)  
hash\_table.display()

### FINAL Output
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## QUESTION 16

16. Write a C# program to perform linear search on a sorted jagged array .

### Code Solution

import os  
  
def create\_array():  
 array = [10, 20, 30, 40, 50, 60, 70, 80, 90, 100, 110, 120, 130, 140, 150]  
 return array  
  
def store\_in\_file(array):  
 file = open("array.txt", "w")  
 for element in array:  
 file.write(str(element) + "\n")  
 file.close()  
  
def retrieve\_from\_file():  
 file = open("array.txt", "r")  
 array = []  
 for line in file:  
 array.append(int(line.strip()))  
 file.close()  
 return array  
  
def display\_array(array):  
 for element in array:  
 print(element)  
  
def main():  
 array = create\_array()  
 store\_in\_file(array)  
 retrieved\_array = retrieve\_from\_file()  
 display\_array(retrieved\_array)  
 os.remove("array.txt")  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 main()

### FINAL Output
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## QUESTION 17

17. Create a Student class with properties (ID, Father\_ Name, Marks). Store multiple students in an object array and sort them by Marks. Further, s tore sorted students in a Linked List<T> and display them.

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 if n == 2:  
 return True  
 if n % 2 == 0:  
 return False  
 i = 3  
 while i \* i <= n:  
 if n % i == 0:  
 return False  
 i += 2  
 return True  
  
def count\_even\_and\_prime(arr):  
 even\_count = 0  
 prime\_count = 0  
 for num in arr:  
 if num % 2 == 0:  
 even\_count += 1  
 if is\_prime(num):  
 prime\_count += 1  
 return even\_count, prime\_count  
  
arr = [2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]  
even\_count, prime\_count = count\_even\_and\_prime(arr)  
print("Even count:", even\_count)  
print("Prime count:", prime\_count)

### FINAL Output
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## QUESTION 18

18. Write a program to count the number of prime and odd numbers in a one -dimensional array.

### Code Solution

import os  
  
class Directory:  
 def \_\_init\_\_(self):  
 self.files = {}  
  
 def add\_file(self, filename):  
 self.files[filename] = os.stat(filename)  
  
 def get\_file\_details(self, filename):  
 if filename in self.files:  
 return self.files[filename]  
 else:  
 return None  
  
def search\_file(filenames, target\_file):  
 directory = Directory()  
 for filename in filenames:  
 if os.path.exists(filename):  
 directory.add\_file(filename)  
 return directory.get\_file\_details(target\_file)  
  
filenames = ['file1.txt', 'file2.txt', 'file3.txt', 'file4.txt', 'file5.txt']  
target\_file = 'file5.txt'  
  
file\_details = search\_file(filenames, target\_file)  
if file\_details is not None:  
 print(f"File name: {target\_file}")  
 print(f"File size: {file\_details.st\_size} bytes")  
 print(f"File modified time: {file\_details.st\_mtime}")  
else:  
 print(f"File {target\_file} not found")

### FINAL Output
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## QUESTION 19

19. Write a C# program to implement a 3x3 matrix using a multi -dimensional array , fill it with random numbers, and sort each row. Further, s tore matrix values in a Sorted List<T> to remove duplicates and display unique values.

### Code Solution

class Product:  
 def \_\_init\_\_(self, id, name, price):  
 self.id = id  
 self.name = name  
 self.price = price  
  
class Queue:  
 def \_\_init\_\_(self):  
 self.queue = []  
  
 def enqueue(self, product):  
 self.queue.append(product)  
  
 def dequeue(self):  
 if len(self.queue) < 1:  
 return None  
 return self.queue.pop(0)  
  
 def size(self):  
 return len(self.queue)  
  
products = [  
 Product(1, 'Product A', 100),  
 Product(2, 'Product B', 50),  
 Product(3, 'Product C', 200),  
 Product(4, 'Product D', 150),  
 Product(5, 'Product E', 75)  
]  
  
products.sort(key=lambda x: x.price)  
  
queue = Queue()  
  
for product in products:  
 queue.enqueue(product)  
  
while queue.size() > 0:  
 product = queue.dequeue()  
 print(f'ID: {product.id}, Name: {product.name}, Price: {product.price}')

### FINAL Output
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## QUESTION 20

20. Write a C# program to implement a program that reads an array of filenames and searches for a specific file in the system. Further, s tore valid file names in a Directory collection and allow the user to retrieve details about a specific file.

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 if n <= 3:  
 return True  
 if n % 2 == 0 or n % 3 == 0:  
 return False  
 i = 5  
 while i \* i <= n:  
 if n % i == 0 or n % (i + 2) == 0:  
 return False  
 i += 6  
 return True  
  
def count\_prime\_and\_odd(arr):  
 prime\_count = 0  
 odd\_count = 0  
 for num in arr:  
 if is\_prime(num):  
 prime\_count += 1  
 if num % 2 != 0:  
 odd\_count += 1  
 return prime\_count, odd\_count  
  
arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 13, 17, 19, 23]  
prime, odd = count\_prime\_and\_odd(arr)  
print("Prime numbers count:", prime)  
print("Odd numbers count:", odd)

### FINAL Output
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## QUESTION 21

21. Write a C# program to create a 2D array of student marks and search for the highest mark. Further, store student names and marks in a Dictionary<K,V> and allow searching by name.

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 if n <= 3:  
 return True  
 if n % 2 == 0 or n % 3 == 0:  
 return False  
 i = 5  
 while i \* i <= n:  
 if n % i == 0 or n % (i + 2) == 0:  
 return False  
 i += 6  
 return True  
  
def is\_odd(n):  
 return n % 2 != 0  
  
def sum\_of\_primes\_and\_odds(array):  
 sum\_of\_primes = 0  
 sum\_of\_odds = 0  
 for num in array:  
 if is\_prime(num):  
 sum\_of\_primes += num  
 if is\_odd(num):  
 sum\_of\_odds += num  
 return sum\_of\_primes, sum\_of\_odds  
  
array = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]  
sum\_of\_primes, sum\_of\_odds = sum\_of\_primes\_and\_odds(array)  
print("Sum of primes:", sum\_of\_primes)  
print("Sum of odds:", sum\_of\_odds)

### FINAL Output
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## QUESTION 22

22. Write a C# program to implement Binary Search in a jagged array of employee IDs. Further, s tore IDs in a Stack<T> , push/pop operations for LIFO retrieval.

### Code Solution

class Node:  
 def \_\_init\_\_(self, data=None):  
 self.data = data  
 self.next = None  
  
class LinkedList:  
 def \_\_init\_\_(self):  
 self.head = None  
  
 def append(self, data):  
 if not self.head:  
 self.head = Node(data)  
 else:  
 current = self.head  
 while current.next:  
 current = current.next  
 current.next = Node(data)  
  
 def display(self):  
 elements = []  
 current\_node = self.head  
 while current\_node:  
 elements.append(current\_node.data)  
 current\_node = current\_node.next  
 return elements  
  
class Student:  
 def \_\_init\_\_(self, ID, Father\_Name, Marks):  
 self.ID = ID  
 self.Father\_Name = Father\_Name  
 self.Marks = Marks  
  
students = [  
 Student(1, 'John', 85),  
 Student(2, 'Mike', 90),  
 Student(3, 'Tom', 78),  
 Student(4, 'Alex', 92),  
 Student(5, 'Sam', 88)  
]  
  
students.sort(key=lambda x: x.Marks)  
  
linked\_list = LinkedList()  
for student in students:  
 linked\_list.append((student.ID, student.Father\_Name, student.Marks))  
  
sorted\_students = linked\_list.display()  
for student in sorted\_students:  
 print(f"ID: {student[0]}, Father's Name: {student[1]}, Marks: {student[2]}")

### FINAL Output
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## QUESTION 23

23. Write a C# program to create a Product class (ID, Name, Price) and store o bjects in an array by price. Further, u se a Queue<T> to manage product processing (FIFO order).

### Code Solution

import random  
import sys  
  
class Node:  
 def \_\_init\_\_(self, data):  
 self.data = data  
 self.next = None  
  
class SortedList:  
 def \_\_init\_\_(self):  
 self.head = None  
  
 def add(self, data):  
 if not self.head:  
 self.head = Node(data)  
 elif data < self.head.data:  
 new\_node = Node(data)  
 new\_node.next = self.head  
 self.head = new\_node  
 else:  
 current = self.head  
 while current.next and current.next.data < data:  
 current = current.next  
 if current.next and current.next.data == data:  
 return  
 new\_node = Node(data)  
 new\_node.next = current.next  
 current.next = new\_node  
  
 def display(self):  
 current = self.head  
 while current:  
 print(current.data, end=" ")  
 current = current.next  
 print()  
  
def sort\_row(row):  
 return sorted(row)  
  
def main():  
 matrix = [[random.randint(1, 100) for \_ in range(3)] for \_ in range(3)]  
 print("Original Matrix:")  
 for row in matrix:  
 print(row)  
  
 sorted\_matrix = [sort\_row(row) for row in matrix]  
 print("\nSorted Matrix:")  
 for row in sorted\_matrix:  
 print(row)  
  
 sorted\_list = SortedList()  
 for row in sorted\_matrix:  
 for num in row:  
 sorted\_list.add(num)  
  
 print("\nUnique Values:")  
 sorted\_list.display()  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 main()

### FINAL Output
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## QUESTION 24

24. Write a program to calculate the sum of the diagonal elements of a square matrix.

### Code Solution

class Stack:  
 def \_\_init\_\_(self):  
 self.stack = []  
  
 def push(self, value):  
 self.stack.append(value)  
  
 def pop(self):  
 if not self.is\_empty():  
 return self.stack.pop()  
 return None  
  
 def is\_empty(self):  
 return len(self.stack) == 0  
  
 def size(self):  
 return len(self.stack)  
  
class Employee:  
 def \_\_init\_\_(self, id):  
 self.id = id  
  
class BinarySearch:  
 def search(self, array, target):  
 low = 0  
 high = len(array) - 1  
 while low <= high:  
 mid = (low + high) // 2  
 if array[mid] == target:  
 return mid  
 elif array[mid] < target:  
 low = mid + 1  
 else:  
 high = mid - 1  
 return -1  
  
def main():  
 employee\_ids = [10, 20, 30, 40, 50, 60, 70, 80, 90, 100]  
 stack = Stack()  
 binary\_search = BinarySearch()  
 for id in employee\_ids:  
 stack.push(id)  
 target\_id = 50  
 index = binary\_search.search(employee\_ids, target\_id)  
 if index != -1:  
 print("Employee ID found at index:", index)  
 else:  
 print("Employee ID not found")  
 print("Stack size:", stack.size())  
 while not stack.is\_empty():  
 print("Popped ID:", stack.pop())  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 main()

### FINAL Output
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