Assignment

**Name: mathiyarasu  
Register Number: 23215154**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## QUESTION 1

1. Write a program tha t creates an integer array of 15 elements, stores the values into a file, and then retrieves them to display on the console.

### Code Solution

import pickle  
  
numbers = [1, 2, 3, 4, 5]  
with open('numbers.txt', 'wb') as file:  
 pickle.dump(numbers, file)  
  
with open('numbers.txt', 'rb') as file:  
 retrieved\_numbers = pickle.load(file)  
  
print(retrieved\_numbers)

### FINAL Output
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## QUESTION 2

2. Write a program to input two integers and divide them. Use a try -catch block to handle the DivideByZeroException and display an appropriate message. Further, if the data type of the elements do not match with defined type then throw an exception too.

### Code Solution

def sum\_diagonal\_elements(matrix):  
 size = len(matrix)  
 sum = 0  
 for i in range(size):  
 sum += matrix[i][i]  
 return sum  
  
matrix = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]  
print(sum\_diagonal\_elements(matrix))

### FINAL Output
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## QUESTION 3

3. Create a list of integers , save it into a file, and then read the file to retrieve the list a nd display the string on the console.

### Code Solution

class ArrayList:  
 def \_\_init\_\_(self):  
 self.elements = []  
  
 def add(self, element):  
 self.elements.append(element)  
  
 def display(self):  
 for element in self.elements:  
 print(element)  
  
array\_list = ArrayList()  
array\_list.add(10.5)  
array\_list.add("Hello")  
array\_list.add(20)  
array\_list.display()

### FINAL Output
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## QUESTION 4

4. Implement a program that demonstrates multiple catch blocks to handle exceptions like IndexOutOfRangeException , NullReferenceExceptio n.

### Code Solution

def calculate\_lower\_triangle\_sum(matrix):  
 size = len(matrix)  
 sum = 0  
 for i in range(size):  
 for j in range(size):  
 if j <= i:  
 sum += matrix[i][j]  
 return sum  
  
matrix = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]  
result = calculate\_lower\_triangle\_sum(matrix)  
print(result)

### FINAL Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyAAAABkCAIAAADxM8PYAAACCklEQVR4nO3arcqiQRgG4EFXXhGPQTF4DKYv2g02i2ARq2AxewyC1Z9s8BQEwSKCYtNgsGhXXnHDBy64Yd3dsOzudcX7YR4mDjcTAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAPBvGY1Gj8fjdrttt9tarfYyLZVK9/t9tVr9odsBAPy1oiiq1+txHBcKhWeYSqXW6/V8PvfAAgB4SoT3XK/X8XicSCRyudwz7HQ6p9NpOBy+uQQAgG8ymUy3291sNlEUfSbFYvF8PhcKhWazqcECAHj6Et6wWCxKpVIcx+12+3a7fYaDwaDX6+33+3c2AADwKp1Of3x8HI/HdrsdQmg0GsvlMplMhhA0WAAAv67f708mkxDCbDZ7fKdarf7GbgCA/0w2my2Xy6fTqVKpvIw0WAAAP/cH63A45PP5y+Wy2+1ardZ0Ov3hEQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAgPC+rzqnfNAnMiFRAAAAAElFTkSuQmCC)

## QUESTION 5

5. Write a C# program to create an ArrayList , add eleme nts of different data types (float , string, int), and display all elements using a loop.

### Code Solution

def find\_second\_largest\_smallest(array):  
 array.sort()  
 second\_largest = array[-2]  
 second\_smallest = array[1]  
 return second\_largest, second\_smallest  
  
array = [10, 50, 20, 70, 30, 40, 60]  
second\_largest, second\_smallest = find\_second\_largest\_smallest(array)  
print("Second largest: ", second\_largest)  
print("Second smallest: ", second\_smallest)

### FINAL Output
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## QUESTION 6

6. Write a program in C# to create a Hashtable with integer keys and integer values. Insert three key -value pairs and display them using a loop.

### Code Solution

def linear\_search(arr, target):  
 for i in range(len(arr)):  
 for j in range(len(arr[i])):  
 if arr[i][j] == target:  
 return f"Element {target} found at index [{i}][{j}]"  
 return f"Element {target} not found"  
  
arr = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]  
target = 5  
print(linear\_search(arr, target))

### FINAL Output
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## QUESTION 7

7. Write a program to implement LinkedList< T>, insert e lements at the beginning , and print the list using a loop.

### Code Solution

class Node:  
 def \_\_init\_\_(self, data=None):  
 self.data = data  
 self.next = None  
  
class LinkedList:  
 def \_\_init\_\_(self):  
 self.head = None  
  
 def insert\_at\_beginning(self, data):  
 new\_node = Node(data)  
 new\_node.next = self.head  
 self.head = new\_node  
  
 def print\_list(self):  
 current = self.head  
 while current:  
 print(current.data, end=" ")  
 current = current.next  
 print()  
  
linked\_list = LinkedList()  
linked\_list.insert\_at\_beginning(10)  
linked\_list.insert\_at\_beginning(20)  
linked\_list.insert\_at\_beginning(30)  
linked\_list.print\_list()

### FINAL Output
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## QUESTION 8

8. Write a program to implement Stack , insert five elements and remove them .

### Code Solution

def demonstrate\_exceptions():  
 try:  
 my\_list = [1, 2, 3]  
 print(my\_list[10])  
 except IndexError as e:  
 print("Index out of range: ", str(e))  
  
 try:  
 my\_dict = {"a": 1, "b": 2}  
 print(my\_dict["c"])  
 except KeyError as e:  
 print("Key not found: ", str(e))  
  
 try:  
 my\_var = None  
 print(my\_var.upper())  
 except AttributeError as e:  
 print("Attribute error: ", str(e))  
  
demonstrate\_exceptions()

### FINAL Output
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## QUESTION 9

9. Write a program to calculate and display the tota l number of elements in an object and jagged array.

### Code Solution

import os  
  
array = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15]  
file\_name = "array.txt"  
  
file = open(file\_name, "w")  
for value in array:  
 file.write(str(value) + "\n")  
file.close()  
  
file = open(file\_name, "r")  
retrieved\_array = []  
for line in file:  
 retrieved\_array.append(int(line.strip()))  
file.close()  
  
os.remove(file\_name)  
  
for value in retrieved\_array:  
 print(value)

### FINAL Output
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## QUESTION 10

10. Write a program to identify and display all non-prime numbers present in an integer array.

### Code Solution

def binary\_search(arr, target):  
 low = 0  
 high = len(arr) - 1  
 while low <= high:  
 mid = (low + high) // 2  
 if arr[mid] == target:  
 return mid  
 elif arr[mid] < target:  
 low = mid + 1  
 else:  
 high = mid - 1  
 return -1  
  
arr = [2, 5, 8, 12, 16, 23, 38, 56, 72, 91]  
target = 23  
result = binary\_search(arr, target)  
print("Element is present at index", result)

### FINAL Output
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## QUESTION 11

11. Write a program to find and displ ay the second largest and smallest numbers in an array.

### Code Solution

def divide\_numbers(num1, num2):  
 try:  
 if not isinstance(num1, int) or not isinstance(num2, int):  
 raise TypeError("Both numbers must be integers")  
 result = num1 / num2  
 return result  
 except ZeroDivisionError:  
 return "Error: Division by zero is not allowed"  
 except TypeError as e:  
 return str(e)  
  
num1 = 6  
num2 = 0  
print(divide\_numbers(num1, num2))  
  
num1 = 6  
num2 = 3  
print(divide\_numbers(num1, num2))  
  
num1 = 6  
num2 = '3'  
print(divide\_numbers(num1, num2))

### FINAL Output
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## QUESTION 12

12. Write a program to calcu late and display the sum of prime and odd numbers in an array separately.

### Code Solution

class Hashtable:  
 def \_\_init\_\_(self):  
 self.size = 10  
 self.table = [[] for \_ in range(self.size)]  
  
 def hash\_function(self, key):  
 return key % self.size  
  
 def insert(self, key, value):  
 index = self.hash\_function(key)  
 for pair in self.table[index]:  
 if pair[0] == key:  
 pair[1] = value  
 return  
 self.table[index].append([key, value])  
  
 def display(self):  
 for index, pairs in enumerate(self.table):  
 if pairs:  
 print(f"Index {index}:")  
 for pair in pairs:  
 print(f"Key: {pair[0]}, Value: {pair[1]}")  
  
hashtable = Hashtable()  
hashtable.insert(1, 10)  
hashtable.insert(2, 20)  
hashtable.insert(11, 30)  
hashtable.display()

### FINAL Output
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## QUESTION 13

13. Write a program to count the number of even and prime numbers in a one -dimensional array.

### Code Solution

import os  
  
class Directory:  
 def \_\_init\_\_(self):  
 self.files = {}  
  
 def add\_file(self, filename):  
 self.files[filename] = os.stat(filename)  
  
 def get\_file\_details(self, filename):  
 if filename in self.files:  
 return self.files[filename]  
 else:  
 return None  
  
def search\_file(filenames, target\_file):  
 directory = Directory()  
 for filename in filenames:  
 if os.path.isfile(filename):  
 directory.add\_file(filename)  
 if filename == target\_file:  
 return directory  
 return directory  
  
filenames = ['file1.txt', 'file2.txt', 'file3.txt']  
target\_file = 'file3.txt'  
  
directory = search\_file(filenames, target\_file)  
file\_details = directory.get\_file\_details(target\_file)  
  
print(file\_details)

### FINAL Output
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## QUESTION 14

14. Implement a program to search for a specific element in an array using binary search .

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 if n <= 3:  
 return True  
 if n % 2 == 0 or n % 3 == 0:  
 return False  
 i = 5  
 while i \* i <= n:  
 if n % i == 0 or n % (i + 2) == 0:  
 return False  
 i += 6  
 return True  
  
def find\_non\_primes(arr):  
 non\_primes = []  
 for num in arr:  
 if not is\_prime(num):  
 non\_primes.append(num)  
 return non\_primes  
  
arr = [2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]  
non\_primes = find\_non\_primes(arr)  
print(non\_primes)

### FINAL Output
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## QUESTION 15

15. Write a program to calculate the sum of the lower triangle elements of a square matrix.

### Code Solution

def is\_prime(n):  
 if n < 2:  
 return False  
 for i in range(2, int(n\*\*0.5) + 1):  
 if n % i == 0:  
 return False  
 return True  
  
def is\_odd(n):  
 return n % 2 != 0  
  
def calculate\_sums(array):  
 prime\_sum = 0  
 odd\_sum = 0  
 for num in array:  
 if is\_prime(num):  
 prime\_sum += num  
 if is\_odd(num):  
 odd\_sum += num  
 return prime\_sum, odd\_sum  
  
array = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 13]  
prime\_sum, odd\_sum = calculate\_sums(array)  
print("Sum of prime numbers: ", prime\_sum)  
print("Sum of odd numbers: ", odd\_sum)

### FINAL Output
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## QUESTION 16

16. Write a C# program to perform linear search on a sorted jagged array .

### Code Solution

class Stack:  
 def \_\_init\_\_(self):  
 self.stack = []  
  
 def insert(self, value):  
 self.stack.append(value)  
  
 def remove(self):  
 if len(self.stack) < 1:  
 return None  
 return self.stack.pop()  
  
 def display(self):  
 return self.stack  
  
s = Stack()  
s.insert(1)  
s.insert(2)  
s.insert(3)  
s.insert(4)  
s.insert(5)  
print("Stack elements: ", s.display())  
print("Removed element: ", s.remove())  
print("Stack elements after removal: ", s.display())  
print("Removed element: ", s.remove())  
print("Stack elements after removal: ", s.display())  
print("Removed element: ", s.remove())  
print("Stack elements after removal: ", s.display())  
print("Removed element: ", s.remove())  
print("Stack elements after removal: ", s.display())  
print("Removed element: ", s.remove())  
print("Stack elements after removal: ", s.display())

### FINAL Output
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## QUESTION 17

17. Create a Student class with properties (ID, Father\_ Name, Marks). Store multiple students in an object array and sort them by Marks. Further, s tore sorted students in a Linked List<T> and display them.

### Code Solution

class Object:  
 def \_\_init\_\_(self, elements):  
 self.elements = elements  
  
 def total\_elements(self):  
 count = 0  
 for element in self.elements:  
 if isinstance(element, list):  
 count += len(element)  
 else:  
 count += 1  
 return count  
  
class JaggedArray:  
 def \_\_init\_\_(self, array):  
 self.array = array  
  
 def total\_elements(self):  
 count = 0  
 for row in self.array:  
 count += len(row)  
 return count  
  
object1 = Object([1, 2, [3, 4, 5], 6, [7, 8]])  
jagged\_array1 = JaggedArray([[1, 2, 3], [4, 5], [6, 7, 8, 9]])  
  
print("Total elements in object:", object1.total\_elements())  
print("Total elements in jagged array:", jagged\_array1.total\_elements())

### FINAL Output
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## QUESTION 18

18. Write a program to count the number of prime and odd numbers in a one -dimensional array.

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 if n == 2:  
 return True  
 if n % 2 == 0:  
 return False  
 i = 3  
 while i \* i <= n:  
 if n % i == 0:  
 return False  
 i += 2  
 return True  
  
def count\_prime\_and\_odd(arr):  
 prime\_count = 0  
 odd\_count = 0  
 for num in arr:  
 if is\_prime(num):  
 prime\_count += 1  
 if num % 2 != 0:  
 odd\_count += 1  
 return prime\_count, odd\_count  
  
arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 13]  
prime, odd = count\_prime\_and\_odd(arr)  
print("Prime numbers count:", prime)  
print("Odd numbers count:", odd)

### FINAL Output
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## QUESTION 19

19. Write a C# program to implement a 3x3 matrix using a multi -dimensional array , fill it with random numbers, and sort each row. Further, s tore matrix values in a Sorted List<T> to remove duplicates and display unique values.

### Code Solution

import random  
import sys  
  
class Matrix:  
 def \_\_init\_\_(self, rows, cols):  
 self.rows = rows  
 self.cols = cols  
 self.matrix = [[0 for \_ in range(cols)] for \_ in range(rows)]  
  
 def fill\_with\_random\_numbers(self):  
 for i in range(self.rows):  
 for j in range(self.cols):  
 self.matrix[i][j] = random.randint(1, 100)  
  
 def sort\_each\_row(self):  
 for i in range(self.rows):  
 self.matrix[i].sort()  
  
 def store\_in\_sorted\_list(self):  
 sorted\_list = []  
 for i in range(self.rows):  
 for j in range(self.cols):  
 if self.matrix[i][j] not in sorted\_list:  
 sorted\_list.append(self.matrix[i][j])  
 sorted\_list.sort()  
 return sorted\_list  
  
matrix = Matrix(3, 3)  
matrix.fill\_with\_random\_numbers()  
matrix.sort\_each\_row()  
sorted\_list = matrix.store\_in\_sorted\_list()  
print(matrix.matrix)  
print(sorted\_list)

### FINAL Output
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## QUESTION 20

20. Write a C# program to implement a program that reads an array of filenames and searches for a specific file in the system. Further, s tore valid file names in a Directory collection and allow the user to retrieve details about a specific file.

### Code Solution

from collections import deque  
  
class Product:  
 def \_\_init\_\_(self, id, name, price):  
 self.id = id  
 self.name = name  
 self.price = price  
  
 def \_\_repr\_\_(self):  
 return f'Product({self.id}, {self.name}, {self.price})'  
  
class ProductManager:  
 def \_\_init\_\_(self):  
 self.products = []  
  
 def add\_product(self, product):  
 self.products.append(product)  
  
 def sort\_products\_by\_price(self):  
 self.products.sort(key=lambda x: x.price)  
  
 def process\_products(self):  
 queue = deque(self.products)  
 while queue:  
 product = queue.popleft()  
 print(product)  
  
product1 = Product(1, 'Product A', 10.99)  
product2 = Product(2, 'Product B', 5.99)  
product3 = Product(3, 'Product C', 7.99)  
  
manager = ProductManager()  
manager.add\_product(product1)  
manager.add\_product(product2)  
manager.add\_product(product3)  
  
manager.sort\_products\_by\_price()  
manager.process\_products()

### FINAL Output
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## QUESTION 21

21. Write a C# program to create a 2D array of student marks and search for the highest mark. Further, store student names and marks in a Dictionary<K,V> and allow searching by name.

### Code Solution

def is\_prime(n):  
 if n <= 1:  
 return False  
 if n <= 3:  
 return True  
 if n % 2 == 0 or n % 3 == 0:  
 return False  
 i = 5  
 while i \* i <= n:  
 if n % i == 0 or n % (i + 2) == 0:  
 return False  
 i += 6  
 return True  
  
def count\_even\_prime(arr):  
 even\_count = 0  
 prime\_count = 0  
 for num in arr:  
 if num % 2 == 0:  
 even\_count += 1  
 if is\_prime(num):  
 prime\_count += 1  
 return even\_count, prime\_count  
  
arr = [2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12]  
even\_count, prime\_count = count\_even\_prime(arr)  
print("Even count:", even\_count)  
print("Prime count:", prime\_count)

### FINAL Output
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## QUESTION 22

22. Write a C# program to implement Binary Search in a jagged array of employee IDs. Further, s tore IDs in a Stack<T> , push/pop operations for LIFO retrieval.

### Code Solution

class Student:  
 def \_\_init\_\_(self, name, marks):  
 self.name = name  
 self.marks = marks  
  
class StudentMarks:  
 def \_\_init\_\_(self):  
 self.students = []  
  
 def add\_student(self, name, marks):  
 self.students.append(Student(name, marks))  
  
 def find\_highest\_mark(self):  
 highest\_mark = 0  
 for student in self.students:  
 if student.marks > highest\_mark:  
 highest\_mark = student.marks  
 return highest\_mark  
  
 def find\_student\_by\_name(self, name):  
 for student in self.students:  
 if student.name == name:  
 return student  
 return None  
  
student\_marks = StudentMarks()  
student\_marks.add\_student("John", 90)  
student\_marks.add\_student("Emma", 95)  
student\_marks.add\_student("Michael", 92)  
  
highest\_mark = student\_marks.find\_highest\_mark()  
print("Highest Mark:", highest\_mark)  
  
student = student\_marks.find\_student\_by\_name("Emma")  
if student:  
 print("Student Name:", student.name)  
 print("Student Marks:", student.marks)  
else:  
 print("Student not found")  
  
students\_dict = {}  
for student in student\_marks.students:  
 students\_dict[student.name] = student.marks  
  
print("Students Dictionary:", students\_dict)  
  
student\_mark = students\_dict.get("John")  
if student\_mark:  
 print("Student Mark:", student\_mark)  
else:  
 print("Student not found")

### FINAL Output
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## QUESTION 23

23. Write a C# program to create a Product class (ID, Name, Price) and store o bjects in an array by price. Further, u se a Queue<T> to manage product processing (FIFO order).

### Code Solution

class Node:  
 def \_\_init\_\_(self, data=None):  
 self.data = data  
 self.next = None  
  
class LinkedList:  
 def \_\_init\_\_(self):  
 self.head = None  
  
 def append(self, data):  
 if not self.head:  
 self.head = Node(data)  
 else:  
 current = self.head  
 while current.next:  
 current = current.next  
 current.next = Node(data)  
  
 def display(self):  
 elements = []  
 current\_node = self.head  
 while current\_node:  
 elements.append(current\_node.data)  
 current\_node = current\_node.next  
 return elements  
  
class Student:  
 def \_\_init\_\_(self, ID, Father\_Name, Marks):  
 self.ID = ID  
 self.Father\_Name = Father\_Name  
 self.Marks = Marks  
  
 def \_\_repr\_\_(self):  
 return f"ID: {self.ID}, Father's Name: {self.Father\_Name}, Marks: {self.Marks}"  
  
students = [  
 Student(1, "John", 85),  
 Student(2, "Mike", 90),  
 Student(3, "Emma", 78),  
 Student(4, "David", 92),  
 Student(5, "Sophia", 88)  
]  
  
students.sort(key=lambda x: x.Marks)  
  
linked\_list = LinkedList()  
for student in students:  
 linked\_list.append(student)  
  
sorted\_students = linked\_list.display()  
for student in sorted\_students:  
 print(student)

### FINAL Output
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## QUESTION 24

24. Write a program to calculate the sum of the diagonal elements of a square matrix.

### Code Solution

class Stack:  
 def \_\_init\_\_(self):  
 self.stack = []  
  
 def push(self, value):  
 self.stack.append(value)  
  
 def pop(self):  
 if self.is\_empty():  
 return None  
 return self.stack.pop()  
  
 def is\_empty(self):  
 return len(self.stack) == 0  
  
 def peek(self):  
 if self.is\_empty():  
 return None  
 return self.stack[-1]  
  
 def size(self):  
 return len(self.stack)  
  
  
class Employee:  
 def \_\_init\_\_(self, id):  
 self.id = id  
  
  
def binary\_search(arr, target):  
 low = 0  
 high = len(arr) - 1  
 while low <= high:  
 mid = (low + high) // 2  
 if arr[mid] == target:  
 return mid  
 elif arr[mid] < target:  
 low = mid + 1  
 else:  
 high = mid - 1  
 return -1  
  
  
def main():  
 employee\_ids = [10, 20, 30, 40, 50, 60, 70, 80, 90, 100]  
 stack = Stack()  
 for id in employee\_ids:  
 stack.push(id)  
  
 target\_id = 50  
 index = binary\_search(employee\_ids, target\_id)  
 if index != -1:  
 print("Employee ID found at index:", index)  
 else:  
 print("Employee ID not found")  
  
 print("Stack size:", stack.size())  
 print("Popped ID:", stack.pop())  
 print("Stack size after pop:", stack.size())  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 main()

### FINAL Output

![](data:image/png;base64,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)