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Initial Design

In my initial design phase I decided from the start to use Bubble Sort for sorting both the array and linked list. I figured since Bubble Sort is a simple yet effective sorting algorithm that it would be the best option for this program. Initially I started implementing the array first instead of the linked list. I assumed that the array portion of the program would be easier but soon discovered that was not the case.

Changes/Problems/Refinement

One problem I encountered when running the final program was my run times were very long. I then realized that most of the time was spent printing out the large array and linked list. When running for time I simply commented out the printing statements to maximize my run times.

Methods

Array

*randomArray(int low, int range, int max)* method generates a set of random numbers and assigns them to an array then calls my bubbleSort() method/algorithm

*bubbleSort(int randArray[])* method makes use of the bubble sort algorithm and sorts the array

*numGreaterArr(randArray, 50, range)* method checks to see how many integers are larger than the value 50 within the specified range. As per the assignment, if that value > 5 then the array is sorted into a non-decreasing order while deleting the 5th element and inserting the value 10 to its appropriate spot. If the value < 5 then the array is sorted in a non-increasing order while deleting the 2nd element and inserting the value 10 to its appropriate spot.

Linked List

*randLinkedList(int low, int range, int max)* method generates a set of random numbers and inputs them into a linked list

*numGreaterList(int val, int range)* is similar to the *numGreaterArr()* method but instead of an array it is for a linked list. It checks if values in the list are greater than 50 and if that number is greater than 5 the linked list is sorted in a non-decreasing order while deleting the 5th element and inserting the value 10 to its appropriate spot. Then if the values greater than 50 are less than 5, the linked list is sorted in a non-increasing order while deleting the 2nd element and inserting the value 10 to its appropriate spot.

*sortLinkedListIn()* sorts the linked list in an increasing order

*sortLinkedListDe()* sorts the linked list in a decreasing order

![](data:image/png;base64,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)*display()* simply outputs the array to the console

*deleteAtPosition(pos)* method deletes integer at val

*insertAtPosition(val, pos)* method inserts val at pos

This image explains what happens to the runtime of the program as the input values get larger

Part 7 – Theoretical Complexity

I used Bubble Sort for sorting through both the array and doubly linked list. Bubble sort uses 2 for-loops which, as discussed in class, is O(n^2). Throughout my testing process, I have come to the conclusion that Bubble Sort is efficient and practical when the numbers used aren’t substantially large.

When given the range from 1-100 the program is compiled almost instantaneously. But as soon as the numbers exceed 10,000 the program takes significantly longer to compile and finish. The second largest value I tested, given my machine’s hardware specs, was 50,000 and that took 427747ms (7.12 minutes) to compile and finish running (without printing out the linked list and array). The largest value that I tested was 100,000 and that took 2584338ms (43.07 minutes) to compile and finish running (without printing out the linked list and array).

Part 8 – Empirical Measurements

Bubble Sort (Array) Non-Increasing and Non-Decreasing

Number of times two values are compared: 9

Number of times two values are swapped: 3n^2 + 2n

Final formula: **3n^2 + 2n + 9**

Bubble Sort (Doubly Linked List) Non-Increasing and Non-Decreasing

Number of times two values are compared: 8

Number of times two values are swapped: 3n^2 + 2n

Final Formula: **3n^2 + 2n + 8**

Part 9 – Comparison (7 and 8)

From part 7, it is very noticeable that the jump from 50,000 to 100,000 was almost squared in terms of time (milliseconds) per the big oh of bubble sort.

Sample Output:

Enter a maximum value to generate numbers to:

10000

Enter a maximum number of values to generate:

10000

How many times do you want the program to loop?

10

22840ms for [0] Doubly Linked List

181ms for [0] Array

27694ms for [1] Doubly Linked List

176ms for [1] Array

23113ms for [2] Doubly Linked List

143ms for [2] Array

20302ms for [3] Doubly Linked List

141ms for [3] Array

19886ms for [4] Doubly Linked List

142ms for [4] Array

24139ms for [5] Doubly Linked List

141ms for [5] Array

22135ms for [6] Doubly Linked List

149ms for [6] Array

23202ms for [7] Doubly Linked List

140ms for [7] Array

25315ms for [8] Doubly Linked List

141ms for [8] Array

22356ms for [9] Doubly Linked List

141ms for [9] Array

Process finished with exit code 0

As seen above, when looped through 10 times, the Array function is completed in about the same amount of time whereas the Doubly Linked List function is completed within roughly 5000ms of the others. There is no correlation between the first and last runs of the Doubly Linked Lists and same for the Array, there does not seem to be any direct correlation as to if they run faster after going through a few iterations before.