# 配置解析

nginx不同模块保存配置的数据结构不同，因此不同模块在配置解析过程中的处理方式也不同。本文以http模块为例，分析配置解析的流程和http模块存储配置的数据结构。

## 核心数据结构

### ngx\_conf\_s

struct ngx\_conf\_s {

ngx\_array\_t \*args;

ngx\_cycle\_t \*cycle;

ngx\_conf\_file\_t \*conf\_file;

void \*ctx;

ngx\_uint\_t module\_type;

ngx\_uint\_t cmd\_type;

…

};

**args**：保存配置项数据的数组，包括配置项名称，配置项参数1，参数2等等。

**cycle**：指向cycle的指针。

**conf\_file**：配置文件的信息，比如配置文件的名称、配置文件大小等等。

**ctx**：指向cycle->conf\_ctx，4个\*的指针。

**module\_type**：当前需要解析哪一类模块的配置。

**cmd\_type**：当前需要解析哪一类的配置项，比如main、serv、loc。

## 关键函数

### ngx\_conf\_param

入参cf：一个ngx\_conf\_t的数据结构，这个函数唯一调用点就是在ngx\_init\_cycle。传入的是一个conf的局部变量。

出参char \*： 执行ngx\_conf\_parse返回的结果。

这个函数是对cycle->conf\_param的处理，其值来源于ngx\_conf\_param的全局变量。而这个全局变量的赋值在ngx\_get\_option。

在启动nginx设置了-g参数的时候，ngx\_conf\_param变量就会赋值，内容就是-g后面设定的nginx全局配置。函数里面用一个局部变量conf\_file来保存param里面的数据，相当于是把命令行设置的配置当作是一个临时的配置文件。然后传入ngx\_conf\_parse进行解析。

### ngx\_conf\_parse

入参cf：一个ngx\_conf\_t的数据结构。这个函数有很多的调用点，这里先分析从ngx\_init\_cycle调用的情况。

conf.ctx和cycle->conf\_ctx指向同一块内存。在这个阶段conf\_ctx仅仅是刚分配内存，然后调用定义了create\_conf方法的模块进行初始化。但大部分模块是没有定义create\_conf的，比如http。因此http模块在conf\_ctx中对应的内存空间是空的。

conf.cycle就是ngx\_init\_cycle初始化的cycle。

conf.module\_type为NGX\_CORE\_MODULE。

conf.cmd\_type为NGX\_MAIN\_CONF。

在ngx\_init\_cycle中conf所指向的内存在函数结束的时候是被释放了，每个模块配置解析得到的数据最终都存放在了cycle->conf\_ctx中。

入参filename：配置文件的名称。

出参char \*：

函数具体流程如下：

1. 如果传入了file\_name，则会读取file\_name对应的文件内容。从ngx\_init\_cycle调用ngx\_conf\_parse，传入的就是配置文件的路径。type字段用来标识解析的配置数据是来源于配置文件还是启动时设置的配置参数。
2. for循环调用ngx\_conf\_read\_token读取配置文件中的内容和ngx\_conf\_handler解析配置文件的内容。直到配置文件解析完成或者出现错误。

### ngx\_conf\_read\_token

入参cf：函数只有在ngx\_conf\_parse内部调用，cf就是ngx\_conf\_parse入参的cf。如果是解析配置文件的话，在ngx\_conf\_parse函数中对cf->conf\_file中fd、name、offset等字段进行赋值。

出参：NGX\_CONF\_OK表示配置数据读取成功。

NGX\_CONF\_ERROR表示配置数据读取出错。

NGX\_CONF\_FILE\_DONE表示配置文件读取完成。

NGX\_CONF\_BLOCK\_START表示一个配置块的开始，配置块就是用{ }包裹的配置内容。

NGX\_CONF\_BLOCK\_END表示一个配置块的结束。

函数的作用就是将配置文件中的内容读取到cf->conf\_file->buffer字段中。先看buffer的起始状态。在ngx\_conf\_parse函数中，申请了一块大小为4K的buffer用于配置解析需要。起始状态下：

buf.start = buf.pos = buf.last，buf.end = buf.last + 4K；

cf->conf\_file->file.offset = 0;

cf->conf\_file->line = 1；

根据上面描述，**第一次**执行for循环进入if (b->pos >= b->last)分支，各变量值情况如下：

len = b->pos – start = 0;表示buffer中已经保存的数据长度。

size = file\_size – cf->conf\_file->file.offset;这时候size就是配置文件的大小。

修正size的大小，如果size大小比buf剩余的空间要大，那么修正size大小为buf剩余空间。

调用ngx\_read\_file从配置文件中读取数据，读取大小为size。传入的offset则指定从文件的什么位置开始读取。数据读取完成之后，重新设置b->pos和b->last。数据读取完成之后，跳出if (b->pos >= b->last)分支，进入后续流程。

接下来就对读取到的数据进行格式分析。读取出来的4K数据中，可能包含一个或者多个完整的配置项，以及不完整的配置项。数据格式的分析需要执行多次for循环，每次for循环执行一次ch = \*b->>pos++;。每次遇到LF，说明以读取了完整的一行，因此cf->conf\_file->line++，同时还需要清空sharp\_comment标记（#注释符）。

先看if (last\_space)流程，因为need\_space初始值为0。当碰到**\**、**”**、**’**这三个符号的时候，last\_space会变为0，接下来的字符会进入else的流程。当出现另一半的**”**、**‘**的时候need\_space会被设置为1，表示一段完整的配置数据已经被读取，接下来要出现的必须是特定的几个字符，同时重置last\_space的状态。

found标记表示读取到一段完整的配置数据，注意这里并不一定是读取到一个完整的配置项，也有可能是某一个配置项中的某一个配置参数。因为在碰到‘ ‘和’/t’的时候，found都会被设置为1，只有当碰到’;’的时候才表示读取了一个完整的配置项内容。

每当读取都一段完整的配置数据，都会保存到cf->args数组中。当函数返回的时候数组中已经包含了一个完整配置项的所有配置数据。

ngx\_conf\_read\_token退出条件：

1. 碰到**;**，表示读取到一组完整的配置内容，返回NGX\_OK。
2. 碰到**{**，表示遇到配置块的开始，返回NGX\_CONF\_BLOCK\_START。
3. 碰到**}**，表示遇到配置块的结束，返回NGX\_CONF\_BLOCK\_END。
4. 异常情况，返回NGX\_ERROR。

其实当ngx\_conf\_read\_token正常返回的时候，表示已经读取到了一个可以调用解析函数解析的配置内容。

### ngx\_conf\_handler

入参cf：ngx\_conf\_parse传入的cf结构。

入参last：ngx\_conf\_read\_token函数的返回值。

出参：NGX\_OK表示某个配置项解析成功，NGX\_ERROR表示配置项解析失败。

这个函数的执行效率其实比较低下，每次都要遍历所有的模块，取出每个模块的配置项与cf->args数组中的配置项名称进行比较。注意几个判断条件：

1. 模块的配置项名称要匹配args中保存的配置项名称。
2. 配置项对应模块的类型要匹配cf->module\_type。cf->module\_type会随着ngx\_conf\_parse调用点不同而不同。在ngx\_init\_cycle流程中，cf->module\_type为NGX\_CORE\_MODULE。
3. 配置项的类型要匹配cf->cmd\_type。
4. 根据不同的cmd->type，对配置项的参数个数进行校验。

通过了上述各种校验之后，才调用每个配置项自定义的解析函数对配置进行解析。这里要注意局部变量conf的值，对于NGX\_MAIN\_CONF类型的配置项，conf实际就是cycle->conf\_ctx中指向某个模块保存配置数据的指针。

比如当读取到配置文件中”http”这个配置项，就找到了指向ngx\_http\_module配置数据结构的指针，但在ngx\_init\_cycle的流程里，这个指针目前还是空的，要在ngx\_http\_block函数中才会分配内存。

接下来就是调用每个配置项自定义的解析函数。根据自定义解析函数的返回值判断配置解析是成功还是失败。

# http模块配置解析

http模块配置解析的入口函数是ngx\_http\_block，即在配置文件中读到http这个配置之后调用的函数。其余的http模块配置及各http子模块的配置都是由该函数触发解析的。

http模块的配置分为:NGX\_HTTP\_MAIN\_CONF、NGX\_HTTP\_SRV\_CONF、NGX\_HTTP\_LOC\_CONF三种类型。各个http子模块中command数组里定义的各个配置项都有设置类型。很多配置项会同时设置多种类型，比如同时设置三种类型。这种写法表示该配置项既可以配置在http { … }配置块中，也可以配置在http配置块里面某个server的配置块，或者某个server里的某个location配置块中。如果配置在http配置块，则该配置项对于http配置块中所有的server和location都生效。如果配置在server配置块，则对于该server及其内部所有的location配置块生效。

解析http模块配置首先是解析NGX\_HTTP\_MAIN\_CONF，当从配置文件中读取到server、location配置项的时候则会去触发NGX\_HTTP\_SRV\_CONF和NGX\_HTTP\_LOC\_CONF。

## 核心数据结构

### ngx\_http\_conf\_ctx\_t

typedef struct {

void \*\*main\_conf;

void \*\*srv\_conf;

void \*\*loc\_conf;

} ngx\_http\_conf\_ctx\_t;

**main\_conf**：指针数组，数组成员是http每个子模块对应的main\_conf数据结构。

**srv\_conf**：指针数组，数组成员是http每个子模块对应的srv\_conf数据结构。

**loc\_conf**：指针数组，数组成员是http每个子模块对应的loc\_conf数据结构。

### ngx\_command\_s

struct ngx\_command\_s {

ngx\_str\_t name;

ngx\_uint\_t type;

char \*(\*set)(ngx\_conf\_t \*cf, ngx\_command\_t \*cmd, void \*conf);

ngx\_uint\_t conf;

ngx\_uint\_t offset;

void \*post;

};

**name**：配置项名称。

**type**：配置项类型或者叫配置项属性，NGX\_MAIN\_CONF、NGX\_CONF\_BLOCK、NGX\_CONF\_NOARGS等。

**set**：配置项对应的解析函数。在ngx\_conf\_handler中调用。

**conf**：表示配置项存储在哪个数据结构中。对于http配置，配置是存在main\_conf、srv\_conf还是loc\_conf中。

**offset**：配置项在数据结构中的偏移量。

**post**：配置解析之后需要进行的额外的自定义操作。

## 关键函数

### ngx\_http\_block

入参cf：ngx\_conf\_handler的入参cf，实际就是ngx\_init\_cycle中局部变量conf。

入参cmd：本次要解析的配置项的结构ngx\_command\_t。

入参conf：实际就是cycle->conf\_ctx中ngx\_http\_module对应的数组成员的指针。该指针最终指向ngx\_http\_conf\_ctx\_t数据结构。

出参：

函数入口实际就是给cycle->conf\_ctx中ngx\_http\_module所对应的成员指针赋值。然后调用所有NGX\_HTTP\_MODULE定义的create\_main\_conf、create\_srv\_conf、create\_loc\_conf给ngx\_http\_conf\_ctx\_t中main\_conf、srv\_conf、loc\_conf对应的成员赋值。

替换cf->ctx为ngx\_http\_conf\_ctx\_t，cf->ctx决定了接下来调用ngx\_conf\_parse解析的配置数据存放在哪里。同时修改cf->module\_type和cf->cmd\_type，这样接下来的ngx\_conf\_parse就只会解析http各个子模块中满足条件的配置项。这里cmd\_type是设置为NGX\_HTTP\_MAIN\_CONF。在ngx\_http\_core\_server函数中会被设置为NGX\_HTTP\_SRV\_CONF。

ngx\_conf\_parse的流程上面已经讲过，过程还是从配置文件中读取数据，然后分析数据，每得到一个完整的配置项，就调用ngx\_conf\_handler进行解析。需要注意的是，

这里ngx\_conf\_parse一旦执行完成，则表示所有http模块相关的配置项都解析完成。接下来要做的就是配置项合并的操作，详见配置项合并相关函数的解析。

配置解析处理完成之后就是各类数据结构的初始化操作，其中需要特别关注的是ngx\_http\_init\_phase\_handlers，这个函数处理了http的各个模块在各个不同的处理阶段定义自定义的处理函数，是开发http模块的核心之一，具体内容将在《Nginx HTTP处理流程》文档中说明。

### ngx\_http\_core\_server

### ngx\_http\_core\_location

### ngx\_http\_merge\_servers