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## 

## Introduction, Problem Statement & Motivation:

Employees tend to remain absent for variety of reasons; may be because of some health-related issues, personal reasons and there are ample of factors dependent behind it. Employers expect the tasks to be completed on time so none of the project timelines are deviated and they are within the scope & budget of the project.

Specially talking about the courier companies, on time delivery is the priority for customer satisfaction and if the company fails on this, there is a potential loss of business, trust and brand image. Absenteeism had been becoming an issue for this industry and companies are still facing issues to find the root causes.

In this project we will consider this major issue of absenteeism and determine strategies to dealing with such issues. Firstly, we will study the database that has the information of collected records of absenteeism from work during the period of July/07 to July/2010. Later, based on the analysis strategies would be determined to find out solutions.

## Data:

The given dataset is the information collected records of absenteeism from work during the period of July/07 to July/2010 in a Courier company. Absences certified with the International Classification of Diseases were stratified into 21 categories:

*I Certain infectious and parasitic diseases*

*II Neoplasms*

*III Diseases of the blood and blood-forming organs and certain disorders involving the immune mechanism*

*IV Endocrine, nutritional and metabolic diseases*

*V Mental and behavioural disorders*

*VI Diseases of the nervous system*

*VII Diseases of the eye and adnexa*

*VIII Diseases of the ear and mastoid process*

*IX Diseases of the circulatory system*

*X Diseases of the respiratory system*

*XI Diseases of the digestive system*

*XII Diseases of the skin and subcutaneous tissue*

*XIII Diseases of the musculoskeletal system and connective tissue*

*XIV Diseases of the genitourinary system*

*XV Pregnancy, childbirth and the puerperium*

*XVI Certain conditions originating in the perinatal period*

*XVII Congenital malformations, deformations and chromosomal abnormalities*

*XVIII Symptoms, signs and abnormal clinical and laboratory findings, not elsewhere classified*

*XIX Injury, poisoning and certain other consequences of external causes*

*XX External causes of morbidity and mortality*

*XXI Factors influencing health status and contact with health services.*

Apart from these categories, the database also has other attributes like:

-*Individual identification (ID)*

*- Month of absence*

*-Day of the week (Monday (2), Tuesday (3), Wednesday (4), Thursday (5), Friday (6))*

*-Seasons (summer (1), autumn (2), winter (3), spring (4))*

*-Transportation expense*

*-Distance from Residence to Work (kilometers)*

*-Service time*

*-Age*

*-Work load Average/day*

*-Hit target*

*- Disciplinary failure (yes=1; no=0)*

*- Education (high school (1), graduate (2), postgraduate (3), master and doctor (4))*

*- Son (number of children)*

*-Social drinker (yes=1; no=0)*

*- Social smoker (yes=1; no=0)*

*- Pet (number of pet)*

*- Weight*

*- Height*

*- Body mass index*

*- Absenteeism time in hours (target)*

**Exploring the Data:**

EDA techniques would be used for exploring the data to gain more insights. Before getting started we will first need to pre-process the data. Initially the data was imported and evaluated for any missing values. As indicated in the code below, several categorical variables were converted to factors and the target variable (absenteeism time in hours) was grouped and converted to categorical variable (which was further converted to factor). Data structure was then evaluated to validate proper conversion.

Groups for Hours of absenteeism were converted as follows:

*Group 0: Number of hours=0*

*Group 1: Number of hours=1*

*Group 2: Number of hours=2*

*Group 3: Number of hours=3*

*Group 4: 4<=Number of hours<=7*

*Group 5: Number of hours=8*

*Group 6: Number of hours=>9*

## 

## Data Pre-Processing & Exploratory Data Ananlysis

#setting the working directory  
setwd("C:\\Users\\zusha01\\Desktop\\HU Analytics\\Sem 3\\ANLY 530 Machine Learning 1\\Final Project")  
  
# Importing the dataset  
dataset <- read.csv('Absenteeism\_at\_work.csv')  
  
#Exploring the dataset  
head(dataset)

## ID Reason.for.absence Month.of.absence Day.of.the.week Seasons  
## 1 11 26 7 3 1  
## 2 36 0 7 3 1  
## 3 3 23 7 4 1  
## 4 7 7 7 5 1  
## 5 11 23 7 5 1  
## 6 3 23 7 6 1  
## Transportation.expense Distance.from.Residence.to.Work Service.time Age  
## 1 289 36 13 33  
## 2 118 13 18 50  
## 3 179 51 18 38  
## 4 279 5 14 39  
## 5 289 36 13 33  
## 6 179 51 18 38  
## Work.load.Average.day Hit.target Disciplinary.failure Education Son  
## 1 239.554 97 0 1 2  
## 2 239.554 97 1 1 1  
## 3 239.554 97 0 1 0  
## 4 239.554 97 0 1 2  
## 5 239.554 97 0 1 2  
## 6 239.554 97 0 1 0  
## Social.drinker Social.smoker Pet Weight Height Body.mass.index  
## 1 1 0 1 90 172 30  
## 2 1 0 0 98 178 31  
## 3 1 0 0 89 170 31  
## 4 1 1 0 68 168 24  
## 5 1 0 1 90 172 30  
## 6 1 0 0 89 170 31  
## Absenteeism.time.in.hours  
## 1 4  
## 2 0  
## 3 2  
## 4 4  
## 5 2  
## 6 2

#checking for NA  
sum(is.na(dataset))

## [1] 0

# Converting Categorical variables to factors  
dataset$ID <- as.factor(dataset$ID)  
dataset$Month.of.absence <- as.factor(dataset$Month.of.absence)  
dataset$Reason.for.absence <- as.factor(dataset$Reason.for.absence)  
dataset$Day.of.the.week <- as.factor(dataset$Day.of.the.week)  
dataset$Seasons <- as.factor(dataset$Seasons)  
dataset$Disciplinary.failure <- as.factor(dataset$Disciplinary.failure)  
dataset$Education <- as.factor(dataset$Education)  
dataset$Son <- as.factor(dataset$Son)  
dataset$Social.drinker <- as.factor(dataset$Social.drinker)  
dataset$Social.smoker <- as.factor(dataset$Social.smoker)  
dataset$Pet <- as.factor(dataset$Pet)  
  
# Encoding Absentism time in hours into categorical data  
dataset$Absenteeism <- ifelse(dataset$Absenteeism >= 4 & dataset$Absenteeism <=7, 4, dataset$Absenteeism)   
dataset$Absenteeism <- ifelse(dataset$Absenteeism == 8 , 5, dataset$Absenteeism)  
dataset$Absenteeism <- ifelse(dataset$Absenteeism >= 9 , 6, dataset$Absenteeism)   
dataset$Absenteeism <- as.factor(dataset$Absenteeism)  
  
#removing old absenteeism column  
dataset <- dataset[,-21]  
  
#evaluating the structure of the dataset  
str(dataset)

## 'data.frame': 740 obs. of 21 variables:  
## $ ID : Factor w/ 36 levels "1","2","3","4",..: 11 36 3 7 11 3 10 20 14 1 ...  
## $ Reason.for.absence : Factor w/ 28 levels "0","1","2","3",..: 26 1 23 8 23 23 22 23 20 22 ...  
## $ Month.of.absence : Factor w/ 13 levels "0","1","2","3",..: 8 8 8 8 8 8 8 8 8 8 ...  
## $ Day.of.the.week : Factor w/ 5 levels "2","3","4","5",..: 2 2 3 4 4 5 5 5 1 1 ...  
## $ Seasons : Factor w/ 4 levels "1","2","3","4": 1 1 1 1 1 1 1 1 1 1 ...  
## $ Transportation.expense : int 289 118 179 279 289 179 361 260 155 235 ...  
## $ Distance.from.Residence.to.Work: int 36 13 51 5 36 51 52 50 12 11 ...  
## $ Service.time : int 13 18 18 14 13 18 3 11 14 14 ...  
## $ Age : int 33 50 38 39 33 38 28 36 34 37 ...  
## $ Work.load.Average.day : num 240 240 240 240 240 ...  
## $ Hit.target : int 97 97 97 97 97 97 97 97 97 97 ...  
## $ Disciplinary.failure : Factor w/ 2 levels "0","1": 1 2 1 1 1 1 1 1 1 1 ...  
## $ Education : Factor w/ 4 levels "1","2","3","4": 1 1 1 1 1 1 1 1 1 3 ...  
## $ Son : Factor w/ 5 levels "0","1","2","3",..: 3 2 1 3 3 1 2 5 3 2 ...  
## $ Social.drinker : Factor w/ 2 levels "0","1": 2 2 2 2 2 2 2 2 2 1 ...  
## $ Social.smoker : Factor w/ 2 levels "0","1": 1 1 1 2 1 1 1 1 1 1 ...  
## $ Pet : Factor w/ 6 levels "0","1","2","4",..: 2 1 1 1 2 1 4 1 1 2 ...  
## $ Weight : int 90 98 89 68 90 89 80 65 95 88 ...  
## $ Height : int 172 178 170 168 172 170 172 168 196 172 ...  
## $ Body.mass.index : int 30 31 31 24 30 31 27 23 25 29 ...  
## $ Absenteeism : Factor w/ 7 levels "0","1","2","3",..: 5 1 3 5 3 3 6 5 7 6 ...

## 

## Exploratory Data Analysis:

The following questions could easily be addressed using EDA techniques based on the database:

1. **In which month are the hours of absenteeism the highest & lowest?**

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 3.5.2

#month of absence vs absenteeism  
ggplot(data=dataset, aes(x=dataset$Month.of.absence, y= dataset$Absenteeism.time.in.hours, fill= dataset$Month.of.absence)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Month of Absence vs Hours of Absenteesim")+xlab("Months")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")
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Based on the above, we can conclude the highest hours of absenteeism occur in the month of July and lowest in February.

1. **Do social drinkers and social smokers impact hours of absenteeism?**

#Social drinker vs Absenteeism  
ggplot(data=dataset, aes(x=dataset$Social.drinker, y= dataset$Absenteeism.time.in.hours, fill= dataset$Social.drinker)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Social Drinker vs Hours of Absenteesim")+xlab("Social Drinker")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")

#Social smoker vs Absenteeism  
ggplot(data=dataset, aes(x=dataset$Social.smoker, y= dataset$Absenteeism.time.in.hours, fill= dataset$Social.smoker)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Social Smoker vs Hours of Absenteesim")+xlab("Social Smoker")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")
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From above, we can conclude that social drinker and non-social smoker is absent more often compared to a non-social drinker and a social smoker.

1. **Does distance from residence to work and travel expense have any pattern to hours of absenteeism?**

#Distance from Residence vs Absenteeism  
ggplot(data=dataset, aes(x=dataset$Distance.from.Residence.to.Work, y= dataset$Absenteeism.time.in.hours, fill= dataset$Distance.from.Residence.to.Work)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Distance From Residence to Work vs Hours of Absenteesim")+xlab("Distance from Residence to Work")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")

#Transportation expense vs Absenteeism  
ggplot(data=dataset, aes(x=dataset$Transportation.expense, y= dataset$Absenteeism.time.in.hours, fill= dataset$Transportation.expense)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Transportation Expense vs Hours of Absenteesim")+xlab("Transportation Expense")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")
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It looks like employees staying close-by are absent more often compared to those living far.

1. **Does age, number of children and pets impact the hours of absenteeism?**

#Age vs Absenteesim  
ggplot(data=dataset, aes(x=dataset$Age, y= dataset$Absenteeism.time.in.hours, fill= dataset$Age)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Age vs Hours of Absenteesim")+xlab("Age")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")

#Children vs Absenteesim  
ggplot(data=dataset, aes(x=dataset$Son, y= dataset$Absenteeism.time.in.hours, fill= dataset$Son)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Children vs Hours of Absenteesim")+xlab("No. of Children")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")

#Pets vs Absenteesim  
ggplot(data=dataset, aes(x=dataset$Pet, y= dataset$Absenteeism.time.in.hours, fill= dataset$Pet)) +  
 geom\_bar(stat="sum") +  
 ggtitle("Pets vs Hours of Absenteesim")+xlab("No. of Pets")+ylab("Hours of Absenteeism")+  
 theme(legend.position="none")
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Employees with lower age, 1-2 children and 0-1 pets are absent more often compared to others.

These insights might be useful while hiring a new employee when their personal information is shared. But what happens if you already have an employee and you don’t want to lose him?

## Predictive Analytics:

Based on the above mention scenario, you would need to predict the number of hours of absenteeism when all the other information about the employee is provided. If we can predict this, then in most of the scenarios we could save our business being hampered by having some temp workers to cover it up.

Since the hours of absenteeism has been grouped to various categories, we would use classification techniques of machine learning to address this issue.

Different classification machine learning techniques have been tried like: K-Nearest Neighbor (KNN), Support Vector Machines (SVM -Linear & Kernel), Naïve Bayes, Decision Trees and Random Forest and further confusion matrix was created for each model and accuracy of the model was determined.

Before implementing any model, the data was divided in training set (80%) and test set (20%). Feature scaling technique was used to normalize the data. Initially the models used all the features to predict. Later, Gini Index was used for feature selection and model improvement was performed.

## Machine Learning - Classification Techniques

# Splitting the dataset into the Training set and Test set  
# install.packages('caTools')  
library(caTools)  
set.seed(12345)  
split = sample.split(dataset$Absenteeism, SplitRatio = 0.8)  
training\_set = subset(dataset, split == TRUE)  
test\_set = subset(dataset, split == FALSE)  
  
  
# Feature Scaling  
training\_set[,c(6:11, 18:20)] = scale(training\_set[,c(6:11, 18:20)])  
test\_set[,c(6:11, 18:20)] = scale(test\_set[,c(6:11, 18:20)])

## 

## KNN

#Finding the optimum number of k  
library(ISLR)

## Warning: package 'ISLR' was built under R version 3.5.2

library(caret)

## Warning: package 'caret' was built under R version 3.5.3

## Loading required package: lattice

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 3.5.2

set.seed(12345)  
ctrl <- trainControl(method="repeatedcv",repeats = 5)  
knnFit <- train(Absenteeism ~ ., data = training\_set, method = "knn", trControl = ctrl, preProcess = "center",tuneLength = 20)  
k <- knnFit$bestTune[,1]  
  
# Fitting K-NN to the Training set and Predicting the Test set results  
library(class)

## Warning: package 'class' was built under R version 3.5.3

y\_pred = knn(train = training\_set[, -21],  
 test = test\_set[, -21],  
 cl = training\_set[, 21],  
 k = k,  
 prob = TRUE)  
  
# Making the Confusion Matrix  
cm = table(test\_set[, 21], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 8 0 0 0 0 1 0  
## 1 0 5 6 2 2 3 0  
## 2 0 7 16 5 0 3 0  
## 3 0 2 4 7 2 7 0  
## 4 0 0 7 1 3 3 0  
## 5 3 1 6 7 2 22 1  
## 6 0 0 3 2 1 5 2

#Model Accuracy  
knn\_Accuracy <- sum(diag(cm))\*100/sum(cm)  
knn\_Accuracy

## [1] 42.28188

## SVM: Linear

# Fitting SVM to the Training set  
# install.packages('e1071')  
library(e1071)

## Warning: package 'e1071' was built under R version 3.5.3

classifier = svm(formula = Absenteeism ~ .,  
 data = training\_set,  
 type = 'C-classification',  
 kernel = 'linear')  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set[-21])  
  
# Making the Confusion Matrix  
cm = table(test\_set[, 21], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 5 7 2 1 3 0  
## 2 0 2 18 6 3 2 0  
## 3 0 0 5 6 3 7 1  
## 4 0 1 4 0 4 4 1  
## 5 0 0 0 3 2 30 7  
## 6 0 3 0 1 1 5 3

#Model Accuracy  
SVM\_Linear\_Accuracy <- sum(diag(cm))\*100/sum(cm)  
SVM\_Linear\_Accuracy

## [1] 50.33557

## SVM: Kernel

# Fitting Kernel SVM to the Training set  
# install.packages('e1071')  
library(e1071)  
classifier = svm(formula = Absenteeism ~ .,  
 data = training\_set,  
 type = 'C-classification',  
 kernel = 'radial')  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set[-21])  
  
# Making the Confusion Matrix  
cm = table(test\_set[, 21], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 0 0 0 0 0 9 0  
## 1 0 0 8 4 0 6 0  
## 2 0 0 18 5 0 8 0  
## 3 0 0 14 4 0 4 0  
## 4 0 0 5 2 0 7 0  
## 5 0 0 7 3 0 32 0  
## 6 0 0 3 0 0 10 0

#Model Accuracy  
SVM\_Kernel\_Accuracy <- sum(diag(cm))\*100/sum(cm)  
SVM\_Kernel\_Accuracy

## [1] 36.24161

## 

## Naive Bayes

# Fitting SVM to the Training set  
# install.packages('e1071')  
library(e1071)  
classifier = naiveBayes(x = training\_set[-21],  
 y = training\_set$Absenteeism)  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set[-21])  
  
# Making the Confusion Matrix  
cm = table(test\_set[, 21], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 5 4 4 4 0 1  
## 2 0 5 12 8 3 2 1  
## 3 0 2 8 5 2 3 2  
## 4 0 1 2 3 3 4 1  
## 5 0 2 5 3 3 21 8  
## 6 0 2 3 0 2 2 4

#Model Accuracy  
Naive\_Bayes\_Accuracy <- sum(diag(cm))\*100/sum(cm)  
Naive\_Bayes\_Accuracy

## [1] 39.59732

## Random Forest

# Fitting Random Forest Classification to the Training set  
# install.packages('randomForest')  
library(randomForest)

## Warning: package 'randomForest' was built under R version 3.5.3

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

set.seed(12345)  
classifier = randomForest(x = training\_set[-21],  
 y = training\_set$Absenteeism,  
 ntree = 500)  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set[-21])  
  
# Making the Confusion Matrix  
cm = table(test\_set[, 21], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 6 6 1 2 2 1  
## 2 0 4 15 7 1 4 0  
## 3 0 0 7 3 4 8 0  
## 4 0 1 3 1 3 5 1  
## 5 0 0 2 2 0 33 5  
## 6 0 0 2 2 0 8 1

#Model Accuracy  
Random\_Forest\_Accuracy <- sum(diag(cm))\*100/sum(cm)  
Random\_Forest\_Accuracy

## [1] 46.97987

# 

# Model Improvement

There are different approaches that can be taken to optimize an already existing model. The optimization of model does not necessarily need to increase the accuracy of the model but also should simplify the model and help in its usability.

Methods of Model Optimization

* Feature Selection

All the variables in the dataset might not always be useful to the model and they could act as suppressor in case they are highly correlated with the other variables. We implement a method called GINI Index method in our models which is a method of Feature Ranking. By ranking the features by importance, we identify and remove the features that have very high gini index (taking 50 as a cut-off)

* Hybrid Models / Dimensionality Reduction

An unsupervised algorithm could be used to reduce the dimension of the dataset by labelling each observation with the cluster it would belong to. And, unsupervised methods like PCA could be used to reduce the dimension of model by creating PCA’s.

Can we implement Unsupervised Algorithm to the problem?

Short answer is No. Since the data is labelled, the unsupervised learning becomes obsolete here as the outcome of the unsupervised learning is not rigid. However, the unsupervised model could be used to help us develop more features in the model.

* Tuning Hyper Parameters

This method was tried out in the base decision tree model, where the model had a hard time in converging due to the limited number of default iterations it goes through while training the model. Also based on the type of the problem statement (classification or regression), the type of activation function needs to be changed in supervised learning methods.

## FEATURE SELECTION

## USING GINI INDEX

library(randomForest)  
fit\_rf=randomForest(Absenteeism~., data=dataset)  
# Create an importance based on mean decreasing gini  
importance(fit\_rf)

## MeanDecreaseGini  
## ID 38.217417  
## Reason.for.absence 117.293441  
## Month.of.absence 56.449868  
## Day.of.the.week 45.785465  
## Seasons 24.020285  
## Transportation.expense 16.965968  
## Distance.from.Residence.to.Work 12.651311  
## Service.time 12.463135  
## Age 13.207693  
## Work.load.Average.day 43.615698  
## Hit.target 35.364419  
## Disciplinary.failure 28.471000  
## Education 3.463373  
## Son 9.353355  
## Social.drinker 3.317196  
## Social.smoker 1.267381  
## Pet 6.500636  
## Weight 13.820125  
## Height 12.769449  
## Body.mass.index 11.917768

# compare the feature importance with varImp() function  
varImp(fit\_rf)

## Overall  
## ID 38.217417  
## Reason.for.absence 117.293441  
## Month.of.absence 56.449868  
## Day.of.the.week 45.785465  
## Seasons 24.020285  
## Transportation.expense 16.965968  
## Distance.from.Residence.to.Work 12.651311  
## Service.time 12.463135  
## Age 13.207693  
## Work.load.Average.day 43.615698  
## Hit.target 35.364419  
## Disciplinary.failure 28.471000  
## Education 3.463373  
## Son 9.353355  
## Social.drinker 3.317196  
## Social.smoker 1.267381  
## Pet 6.500636  
## Weight 13.820125  
## Height 12.769449  
## Body.mass.index 11.917768

# Create a plot of importance scores by random forest  
varImpPlot(fit\_rf)

![](data:image/png;base64,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)

#Idenfitying feature with index >50  
which(fit\_rf$importance[,1]>50)

## Reason.for.absence Month.of.absence   
## 2 3

training\_set1 <- training\_set[,c(2,3,21)]  
test\_set1 <- test\_set[,c(2,3,21)]

## 

## IMPLEMETING FEATURE SELECTION:

There are two features that are deemed not useful from our finding above. Now, we will run our models again with the new train & test dataets.

## SVM

# Fitting SVM to the Training set  
# install.packages('e1071')  
library(e1071)  
classifier = svm(formula = Absenteeism ~ .,  
 data = training\_set1,  
 type = 'C-classification',  
 kernel = 'linear')  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set1[-3])  
  
# Making the Confusion Matrix  
cm = table(test\_set1[, 3], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 4 6 0 4 4 0  
## 2 0 2 23 0 3 3 0  
## 3 0 2 10 0 2 8 0  
## 4 0 2 4 0 3 5 0  
## 5 0 1 1 0 0 39 1  
## 6 0 0 0 1 0 9 3

#Model Accuracy  
SVM\_Improved <- sum(diag(cm))\*100/sum(cm)  
SVM\_Improved

## [1] 54.36242

##Random Forest: NOT IMPROVED

#Fitting Random Forest Classification to the Training set  
# install.packages('randomForest')  
library(randomForest)  
set.seed(12345)  
classifier = randomForest(x = training\_set1[-3],  
 y = training\_set1$Absenteeism,  
 ntree = 500)  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set1[-3])  
  
# Making the Confusion Matrix  
cm = table(test\_set1[, 3], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 4 5 4 1 3 1  
## 2 0 2 17 6 2 4 0  
## 3 0 2 8 4 1 7 0  
## 4 0 3 4 0 2 5 0  
## 5 0 2 2 3 1 28 6  
## 6 0 0 2 1 0 8 2

#Model Accuracy  
Random\_Improved <- sum(diag(cm))\*100/sum(cm)  
Random\_Improved

## [1] 44.2953

## 

## Naive Bayes

# Fitting SVM to the Training set  
# install.packages('e1071')  
library(e1071)  
classifier = naiveBayes(x = training\_set1[-3],  
 y = training\_set1$Absenteeism)  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set1[-3])  
  
# Making the Confusion Matrix  
cm = table(test\_set1[, 3], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 6 4 0 4 4 0  
## 2 0 5 20 2 1 2 1  
## 3 0 3 9 0 2 8 0  
## 4 0 1 3 0 5 5 0  
## 5 0 4 2 1 0 27 8  
## 6 0 0 0 3 0 7 3

#Model Accuracy  
Naive\_Improved <- sum(diag(cm))\*100/sum(cm)  
Naive\_Improved

## [1] 46.97987

## 

## KNN

#Finding the optimum number of k  
library(ISLR)  
library(caret)  
set.seed(12345)  
ctrl <- trainControl(method="repeatedcv",repeats = 5)  
knnFit <- train(Absenteeism ~ ., data = training\_set1, method = "knn", trControl = ctrl, preProcess = "center",tuneLength = 20)  
k <- knnFit$bestTune[,1]  
  
# Fitting K-NN to the Training set and Predicting the Test set results  
library(class)  
y\_pred = knn(train = training\_set1[, -3],  
 test = test\_set1[, -3],  
 cl = training\_set1[, 3],  
 k = k,  
 prob = TRUE)  
  
# Making the Confusion Matrix  
cm = table(test\_set1[, 3], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 4 5 0 3 5 1  
## 2 0 3 21 0 1 6 0  
## 3 0 1 12 1 0 8 0  
## 4 0 0 7 0 3 4 0  
## 5 4 2 7 1 0 27 1  
## 6 0 0 0 1 0 10 2

#Model Accuracy  
knn\_Improved <- sum(diag(cm))\*100/sum(cm)  
knn\_Improved

## [1] 44.96644

## 

## Decision Tree

# Fitting Decision Tree Classification to the Training set  
# install.packages('rpart')  
library(rpart)  
classifier = rpart(formula = Absenteeism ~ ., data = training\_set1, method = "class")  
  
# Predicting the Test set results  
y\_pred = predict(classifier, newdata = test\_set1[-3], type = 'class')  
  
# Making the Confusion Matrix  
cm = table(test\_set1[, 3], y\_pred)  
cm

## y\_pred  
## 0 1 2 3 4 5 6  
## 0 9 0 0 0 0 0 0  
## 1 0 6 6 0 2 4 0  
## 2 0 4 22 0 2 3 0  
## 3 0 5 10 0 0 7 0  
## 4 0 2 4 0 3 5 0  
## 5 0 4 3 0 1 34 0  
## 6 0 0 2 0 0 11 0

#Model Accuracy  
Decision\_Improved <- sum(diag(cm))\*100/sum(cm)  
Decision\_Improved

## [1] 49.66443

The optimized model gave us some interesting results. Firstly, we were able to run the decision tree as we took out two variables with large number of levels. Other than that, our Linear SVM model improved significantly in the accuracy.

## Results & Discussion

We implemented 5 machine learning techniques to the dataset about the absenteeism in the courier company. The results are tabulated as follows:

Base Model

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Model** | **KNN** | **SVM** | **Naïve Bayes** | **Random Forest** |
| Accuracy | 42.3% | Linear – 50.3%  Kernel – 36.2% | 39.6% | 47% |

Optimized Model

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Model** | **KNN** | **SVM** | **Naïve Bayes** | **Random Forest** | **Decision Tree** |
| Accuracy | 44.96% | Linear – 54.36% | 46.97% | 44.29% | 49.66% |