# Code Source

*/\*  
 \* TestPlateau.java 27 Avril 2021  
 \* IUT Rodez, pas de droits  
 \*/*import junit.framework.TestCase;  
import othello.Pion;  
import othello.Plateau;  
import othello.caracteristiques.Couleur;  
import othello.caracteristiques.Position;  
import othello.interfacejeu.console.InterfaceConsole;  
  
import java.util.ArrayList;  
import java.util.LinkedList;  
import java.util.*List*;  
  
import static othello.Plateau.*isValide*;  
  
public class TestPlateau extends TestCase {  
 */\*\* Plateau valide \*/* final static Plateau *damier* = new Plateau();  
  
 */\*\* Tableau contenant des positions invalides \*/* static final Position[] *POSITIONS\_INVALIDES* = {  
 new Position(-1, -1),  
 new Position(-1, 5),  
 new Position(4, -5),  
 new Position(9, 9),  
 new Position(10, 5),  
 new Position(8, 12),  
 new Position(74, -87),  
 new Position(80, 32) };  
  
 */\*\* Tableau contenant des positions valides \*/* static final Position[] *POSITIONS\_VALIDES* = {  
 new Position(7, 7),  
 new Position(0, 0),  
 new Position(3, 4),  
 new Position(4, 3),  
 new Position(3, 3),  
 new Position(4, 4),  
 new Position(4, 5),  
 new Position(4, 7),  
 new Position(2, 1) };  
  
 public void testIsValide() {  
 for (Position invalide : *POSITIONS\_INVALIDES*) {  
 *assertFalse*(*isValide*(invalide));  
 }  
  
 for (Position valide : *POSITIONS\_VALIDES*) {  
 *assertTrue*(*isValide*(valide));  
 }  
 }  
  
 public void testInitialiseDefaut() {  
 Plateau plateau = new Plateau();  
 plateau.initialiseDefaut();  
 *assertEquals*(*damier*, plateau);  
 }  
  
 public void testRemplirCase() {  
 Plateau p = new Plateau();  
 while (p.getPions().size() < 30) {  
 p.remplirCase(new Pion(  
 new Position((int) (Math.*random*() \* Plateau.*TAILLE\_RANGEE*),  
 (int) (Math.*random*() \* Plateau.*TAILLE\_RANGEE*)),  
 Couleur.*values*()[(int) (Math.*random*() \*  
 Couleur.*values*().length)]));  
 }  
 InterfaceConsole.*afficherPlateau*(p, new ArrayList<>());  
 }  
  
 public void testGetPion() {  
 Plateau p = new Plateau();  
  
 */\* Insertion d'un pion en 8H pour réaliser un test ci dessous \*/* p.remplirCase(new Pion(new Position(7, 7), Couleur.*NOIR*));  
 */\* Test sur le pion ajouté en 8H \*/  
 assertEquals*(new Pion(new Position(7, 7), Couleur.*NOIR*),  
 p.getPion(new Position(7, 7)));  
  
 */\* Verification que le pion en 4D soit bien de couleur blanche \*/  
 assertEquals*(new Pion(new Position(3, 3), Couleur.*BLANC*),  
 p.getPion(new Position(3, 3)));  
  
 */\* Verification que le pion en 3D soit bien inexistant (null) \*/  
 assertNull*(p.getPion(new Position(3, 2)));  
 }  
  
 public void testIsCaseVide() {  
 */\* Vérification sur des cases vides \*/  
 assertTrue*(*damier*.isCaseVide(new Position(3, 2)));  
 *assertTrue*(*damier*.isCaseVide(new Position(4, 5)));  
 *assertTrue*(*damier*.isCaseVide(new Position(0, 7)));  
 *assertTrue*(*damier*.isCaseVide(new Position(1, 5)));  
  
 */\* Vérification sur des cases non vides \*/  
 assertFalse*(*damier*.isCaseVide(new Position(3, 3)));  
 *assertFalse*(*damier*.isCaseVide(new Position(3, 4)));  
 *assertFalse*(*damier*.isCaseVide(new Position(4, 3)));  
 *assertFalse*(*damier*.isCaseVide(new Position(4, 4)));  
 }  
  
 public void testIsRempli() {  
 Plateau p = new Plateau();  
 */\* Test sur le plateau de base \*/  
 assertFalse*(p.isRempli());  
  
 */\* Ajout d'un pion mais damier reste non rempli \*/* p.remplirCase(new Pion(new Position(7, 7), Couleur.*NOIR*));  
 *assertFalse*(p.isRempli());  
  
 */\* Test sur un plateau plein \*/  
  
 /\* On rempli en entier le tableau de pions noirs \*/* for (Position c : p.getCasesVides()) {  
 p.remplirCase(new Pion(c, Couleur.*NOIR*));  
  
 }  
 */\* Verification que le tableau est bien plein \*/  
 assertTrue*(p.isRempli());  
 }  
  
 public void testGetPionsCouleur() {  
 Plateau p = new Plateau();  
 *List*<Pion> PIONS\_ATTENDU\_NOIR = new LinkedList<>();  
 *List*<Pion> PIONS\_ATTENDU\_BLANC = new LinkedList<>();  
 PIONS\_ATTENDU\_NOIR.add(new Pion(new Position(3, 4), Couleur.*NOIR*));  
 PIONS\_ATTENDU\_NOIR.add(new Pion(new Position(4, 3), Couleur.*NOIR*));  
 PIONS\_ATTENDU\_BLANC.add(new Pion(new Position(3, 3), Couleur.*BLANC*));  
 PIONS\_ATTENDU\_BLANC.add(new Pion(new Position(4, 4), Couleur.*BLANC*));  
  
 *assertEquals*(PIONS\_ATTENDU\_NOIR, p.getPions(Couleur.*NOIR*));  
 *assertEquals*(PIONS\_ATTENDU\_BLANC, p.getPions(Couleur.*BLANC*));  
  
 }  
  
 public void testGetPions() {  
 Plateau p = new Plateau();  
 *List*<Pion> PIONS\_ATTENDUS = new LinkedList<>();  
 PIONS\_ATTENDUS.add(new Pion(new Position(3, 3), Couleur.*BLANC*));  
 PIONS\_ATTENDUS.add(new Pion(new Position(4, 4), Couleur.*BLANC*));  
 PIONS\_ATTENDUS.add(new Pion(new Position(3, 4), Couleur.*NOIR*));  
 PIONS\_ATTENDUS.add(new Pion(new Position(4, 3), Couleur.*NOIR*));  
  
 *assertEquals*(PIONS\_ATTENDUS, p.getPions());  
  
 }  
  
 public void testGetCasesVides() {  
 Plateau p = new Plateau();  
  
 */\* Test sur un plateau contenant 4 pions donc 60 cases vides \*/  
 assertEquals*(60, p.getCasesVides().size());  
  
 */\* Test sur un plateau contenant 6 pions donc 58 cases vides \*/* p.remplirCase(new Pion(new Position(7, 7), Couleur.*NOIR*));  
 p.remplirCase(new Pion(new Position(1, 1), Couleur.*NOIR*));  
 *assertEquals*(58, p.getCasesVides().size());  
  
 */\* Test sur un plateau contenant 7 pions donc 57 cases vides \*/* p.remplirCase(new Pion(new Position(0, 0), Couleur.*NOIR*));  
 *assertEquals*(57, p.getCasesVides().size());  
 }  
  
 public void testGetCasesJouables() {  
 Plateau p = new Plateau();  
 *List*<Position> positionJouablesNoir = new LinkedList<>();  
 *List*<Position> positionJouablesBlanc = new LinkedList<>();  
 positionJouablesNoir.add(new Position(2, 3));  
 positionJouablesNoir.add(new Position(3, 2));  
 positionJouablesNoir.add(new Position(4, 5));  
 positionJouablesNoir.add(new Position(5, 4));  
  
 positionJouablesBlanc.add(new Position(2, 4));  
 positionJouablesBlanc.add(new Position(3, 5));  
 positionJouablesBlanc.add(new Position(4, 2));  
 positionJouablesBlanc.add(new Position(5, 3));  
  
  
 *assertEquals*(4, p.getCasesJouables(Couleur.*NOIR*).size());  
 *assertEquals*(positionJouablesNoir, p.getCasesJouables(Couleur.*NOIR*));  
 *assertEquals*(4, p.getCasesJouables(Couleur.*BLANC*).size());  
 *assertEquals*(positionJouablesBlanc, p.getCasesJouables(Couleur.*BLANC*));  
 }  
  
 public void testGetMeilleureCaseJouable() {  
 */\* Initialisation d'un plateau normal \*/* Plateau p = new Plateau();  
  
 */\* Ajout d'un pion blanc en 3D creant une possibilite de retourner 2  
 pions en un seul coup pour les noirs \*/* p.remplirCase(new Pion(new Position(2, 3), Couleur.*BLANC*));  
  
 */\* Initialisation de la meilleure position jouable par le joueur noir \*/* Position meilleurePosition = new Position(1, 3);  
  
 *assertEquals*(meilleurePosition,  
 p.getMeilleureCaseJouable(Couleur.*NOIR*));  
 }  
  
 public void testIsCaseJouable() {  
 Plateau p = new Plateau();  
 *List*<Position> positionsPossibles = p.getCasesJouables(Couleur.*NOIR*);  
 *assertTrue*(p.isCaseJouable(new Position(2, 3), positionsPossibles));  
 *assertTrue*(p.isCaseJouable(new Position(3, 2), positionsPossibles));  
 *assertTrue*(p.isCaseJouable(new Position(4, 5), positionsPossibles));  
 *assertTrue*(p.isCaseJouable(new Position(5, 4), positionsPossibles));  
 }  
  
 public void testPlacerPion() {  
 Plateau p = new Plateau();  
 */\* Pions possibles a plcaer : \*/* Pion aTester = new Pion(new Position(2, 3), Couleur.*NOIR*);  
 *assertTrue*(p.placerPion(aTester));  
 aTester = new Pion(new Position(2, 4), Couleur.*BLANC*);  
 *assertTrue*(p.placerPion(aTester));  
 aTester = new Pion(new Position(4, 5), Couleur.*NOIR*);  
 *assertTrue*(p.placerPion(aTester));  
 aTester = new Pion(new Position(4, 2), Couleur.*BLANC*);  
 *assertTrue*(p.placerPion(aTester));  
  
 */\* Pions impossibles a placer : \*/* aTester = new Pion(new Position(1, 2), Couleur.*BLANC*);  
 *assertFalse*(p.placerPion(aTester));  
 aTester = new Pion(new Position(7, 2), Couleur.*BLANC*);  
 *assertFalse*(p.placerPion(aTester));  
 }  
  
 public void testEquals() {  
 Plateau premier = new Plateau();  
 Plateau second = new Plateau();  
 */\* Test sur deux plateau initialisée par défaut : \*/  
 assertTrue*(premier.equals(second));  
 *assertTrue*(second.equals(premier));  
  
 */\* Test avec deux plateaux différents \*/* Pion aPlacer = new Pion(new Position(2, 3), Couleur.*NOIR*);  
 premier.placerPion(aPlacer);  
 *assertFalse*(premier.equals(second));  
 *assertFalse*(second.equals(premier));  
  
 */\* Test sur deux plateaux avec un pion supplémentaire chacun : \*/* second.placerPion(aPlacer);  
 *assertTrue*(premier.equals(second));  
 *assertTrue*(second.equals(premier));  
  
 }  
}

# Résultats

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAc8AAAGfCAYAAAA59lncAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAEd3SURBVHhe7d3PayPXvjb6p+4wEJWyRzsEu8EihmzZA2eDBkeZBGzHsQ8Egw64PXo1arCh5VGD7h9wffGetJsrbzzS5ZDYhqNgApFvt2QCgVYTNDFEFgT3KyeWktAkJ02XTug0waTuWquqpHKpZKv8o3dHfj6g01Wrai2tkvfR4++qMtGazaYJIiIi6tn/Yf9LREREPWJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUB/yvB8cfwcu41P8fz4V7uFiIjo5bn08Pyf//kfPH/+3N47SbbL4xchgzN/9Am+bX6D/Hcf+wZoIRVCKNT5Gs/U7DOCM80CUifGG0emZv2JrHWsvU9ERFfPNOsobWxgc3NTvXYqhn1EHKuXWu0bpbrdenkuPTx3d3fxX//1Xx0BKvdluzzem84gcoLz6Yuf1L7x+1P8/NuPatttcrWJZrMJw8ghiRiW9wy1v7sYsc84m38gtsfaWwbSt9ZQM3sLTAYsEdHl0rRBxOfncfPmTcxNjwCVfdTFd7IM1UcPDYxMz2FubhqjxkOU6pf73Xvp4fnBBx+of90B6gSn5Bw/zVdPivjyh8/FVvtivcGpaRref+sj3Hh9WO2/bEMLd5Asb+P+od1ARET/WuEQdPlvo4GjGyMY1TWRFToGB8KimGqqUySrYt1BqbTTqljrJauCdVepRsU6vrFRUqHsdunh+dprr+E//uM/1LYMzP/+7/9uBadsl8dPI4Oz8ksZB8++bgVot+CM6FG1H4RZy2C8tfSaQkH9llJDZry9JHv7QQFLegJZlJEe0xFKFezevTmxbCz6yqrTbzy/uUje/pK3cmUlS0TUDrjNEhD/cAS6yIemYYgcVTGqhHQdz5rtJV3LMxihuF2x5tEYsKrX8FGjVb3uV3TE5+YwPx/HoBjX7UoeGHIH6H/+53+qf3sJTlNM+PiPY3sPKkC/+P6zywtOGWJj25i1l16NHLCyJkrH4j2koznVJl/3PpjEXfeS7+qkPULb4doKsrFZTA3ZDS4nlo2zK1g7nOgYr+tcfPozIImI/Omj02rZ9mYcKG0+6qgQuwtjYDAkk1VUq2H5j71twCpSRaETPsLDRw250+FKwlNyAnR4eLin4JRkMMbfnMI7b7xrtwA1o3opwakcPkbVqf5EVacnRC14UAMiw4hlEz08UNTuO5aOIldcQMTz24hkFlLW+Kra7KLbXISe+hMRUYumj2LkxpFcse2oNL2VaC/kcu/o9DxmQvsvZ9nWTQbmv//7v/cUnA6/AJUuHJwtSeTEB+lUmbIK1CKL2BXb67ilQitV6PabS/uBoWZzFZN+wVnLYCIB9R6GsYflmH3AV+dcgvUnIiLJNCrYP7qBgQGxo4dcy68G6iJQVZV5DqGROEbDTjXadqXheV7eAL204Bx6G1FRyznLo16RxV3sibSqPr7AU0C1A5Rjw1DP9R7ex3ZZtXbqNpeu/SMYjpVhF6dAMc+qlIiuNfefo2zt7EN/79/UvUlZhX74HlDa2sLW1g4aAyIA9c5i5zTOn8HI/hXdevjI7ZX+73nKe6CPnjzAX18bOP89Tn0Fw3tFLEasC1eV3VgarUxK5mDM5NWyqd0gqr67qqqUD+6oZnnOXXSM5XC/z8LQIdYmxpCWbxBLitGqGF63+rjHa1WZ3rncjXTtL5dzW/NMimNZccxnPkREdLX4H8MmIiIK6JVctiUiInqVMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUAMTyIiooAYnkRERAFd2/B8cfwcu41P8fz4V7uFiIioN9cyPGVw5o8+wbfNb5D/7uMrD1DTLCAVCiHkeqUKpn30alnvPY5MzYRZy2Dc3u7GNGvIjLvmOp5BzXw5cyUiugymWUdpYwObm5vqtVMx7COXp8/Ds/NL3wnOpy9+UvvG70/x828/qm03d+gE5d83huU9A81mE0YuiWxiCYWXHEpaZBG7zV0sRjS75SQZrhP6GA7uWPNUc10H7hftE4iI/gQ0bRDx+XncvHkTc9MjQGUf9Uv+vu3b8PzqSRFf/vC52Gp/YN7g1DQN77/1EW68Pqz2X5qJGSRRxeNDe/8VICvOtVtpRHMGVifb4SoDd9G1T0T0pxMOQbc3Jasy3UGptNOqTOslq1LdKNXts0RxVbGOb2yUOsK3L8NTBmfllzIOnn3dCtBuwRnRo2rfTVaOS3oCWZSRHtMRShWsdrXs6SxpplTl6F3mvP3Av+8JxTyysVlMDVm7/uPa1WuhfUwu9dYy4633Gs/UrP4+5zrH3NwVsbOdSsnxxHvW7mO7nMTMhH2yj0LKmaN4OZ+J5/qd5Wi/ayIielmc4NssAfEPR6CL7/yTnsEIxe3KNI/GgFWlho8aKihlwO5XdMTn5jA/H8egp3/fhacpLvr4j2N7DypAv/j+s56DU9K0Sdw1cqI6tJdaVydV2CyNbWO2tfQKrKyJ0rF4D+lorrXMee+Dzr4WO0xFmOj5GTR3FxER8+g6rtNnBVg3DHupV8ctrNvnJVFO33OFkuvcvWUgfauHJecyqsNyvFWo4jI2jIh1wNfkqr2UK68vu2KN77l+WbWefk1ERFdPH51Wy7Y340Bp85HPsm0YA4MhIKSLqjQs/7G3xXdoUx4X39fhIzx81JA7HfouPGUwxt+cwjtvvGu3ADWj2nNwdnX4GFV3ACZEbXkgqrvIMGLZhG+ld5IVpjLYYtl8O/S6jauIPusLKmStpd4YZp1ytWPpt32uXGq9kxSV91lTco8nlQ9wWhezkLLmqCprm9/1n3pNREQvj6aPYuTGERr+GdiVpukYnZ7HTGj/+izb+gWodO7gbEkiJyo7p8qSVaX1EE5T1IO3VFCc9RStPH99ueqpxDrHvQi5lPq4au/0amgKs7Es8l0eDlIPEyWg5mkYe1iOWe3dr/9yr4mI6DxMo4L9oxsYGLAbAgqNxDEadqrRtr59YMgboBcOzqG3ERX1Vrflx8jiLvZEolR7eApoaOEOos6y6hnj9q6M7fv2GIdn37/00rQIFu5YS8PuXwBkaGbkfu0AZWdZV42vDrecuP5LuyYiouDMesm63yleWzv70N/7t457lmdx/txla2sHFX0Eo3qf3/N0cwL0b3/5e+DglPc9Z5L20mOqoPbvqnuJY6rCUi/R7ixlytdYOoo7C0Mdfb3k8dvqtuQaDjHhO25wMUQPrOpPH5NPzd7FZMD/sWiTq2pZuSoC1JmLfguYkiE8cRvLSGNM10XbAaJ25dnt+i/nmoiIgtMG49b9TvsVHzz5XWj9Kcu0CsTTt60/d5mPD9o927Rms3n6OiO98tQDOvoKhveKXf+Gk4iILk9fV55ERERXgeFJREQUEJdtiYiIAmLlSUREFBDDk4iIKCCGJxERUUAMTyIiooAYnkRERAExPImIiAJieBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCurbh+eL4OXYbn+L58a92CxERUW+uZXjK4MwffYJvm98g/93HLy1AzVoG46EQQs5rPIOa2ft/TtU0C0i5+4fGkalZ/a2x2/tERNeFaVSws1FC3fV9alR2sLm5qV4bpbrdenn6PDw7g8QJzqcvflL7xu9P8fNvP6ptNyuozhdGfn1luE2MbWN2z0Cz2VSvXPQANfu4H/85xLBsj7G3DKRvrakA1iKL2G3uYjGi2ecREfU30zRQ2dnAZqlht1hMs479io743Bzm5qYxauyjYgT/Lj9N34bnV0+K+PKHz8VW+wPzBqemaXj/rY9w4/VhtX9VTLOGtVtpRHPFE+E2ubqKSTGH8xpauINkeRv3D+0GIqJrRNN0jE7P4+aHI9Dttl7IcC1t7KBUsqrTnYqBekmEsKdKdarXDU9VK/VleMrgrPxSxsGzr1sB2i04I3pU7bvJim9JTyCLMtJjOkKpgtV+Ytk1hYL4MGUwZsbbS6m3H/j0PbyP7XISMxNqGF/esR/84T+HbrxVqneJOFWw253zMqnWsfHMafUvEdGfi6YN4t9mQtgXwbe1tYPmyIcY1b2FyjMYoTjmpkeASh6NgZtqO3zUUEHprl7n5+MY9BQ6fReeprjo4z+O7T2oAP3i+896Dk5J0yZx18gh6SyRrk6q0FlyLbuKw1hZEyVf8R7S0VxrKfbeB519ldgwItYWaplxO7issPMb+x//jPiP43K4toJsbBZTQ3aDzRpPVrr2eHvLqCYmXMu/IpAPZuz3SqKcvqd+ESAi6gfyHuj/VwLiN0Ugzk0jtL+JUt37HRfGwGAICOmiag3Lf+xtA0ZTHhdFS/gIDx+dXBJ29F14ymCMvzmFd954124RYWVUew7Org4fo+pUgSL49ISoCQ9ExRYZRiybOLt6K7fvb0YWd2GoYLR1G9tX+7yxdBS54gIint+IrPHala68H3onKSrx1pAikG/bBydmxJlVPObSLxH1iWZdBN7AIHTx3SiXdkdGbuCo4R+C3ThLwjOh/euzbOsXoNK5g7MliZxhVXPqJapB60GdJtZxSwWaszx6wtDbiJ4ZUJ1j+2s/MNRsXuyeKRFRPwrpOp416jDU8quB/f0jhFVpGVxoJI7RsFONtvXtA0PeAL1wcKoAzFpLtT5kNbm3HEPVJyHlMvBt+WTs2JL/8ugZYwdmj5cvWrvy/udK9vR7rkRE/UIbjGNmoIGdrS11z7Oiv4fp0WDhaT1UtGH3H+m4Z6qJCqavb3bJe6CPnjzAX18bCBychVQIiazYSOas+57qz03SKFuHVbsxk1fLrHaDqB7vqmrQ21cyCynXuaKGXN7D7qJ1J9RvbNnPPY4YGkv6Cob3Tj61K6n7nK5jJ8eT1ard7j3Ps09ERGfr+/AkIiK6bH27bEtERHRVGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUAMTyIiooCubXi+OH6O3caneH78q91CRETUm2sZnjI480ef4NvmN8h/9/GVB6hpFpAKpVAwTbvlpEIqhPFMzd6zmIUUQqmCvdfJGnMcmZoJs5bBuL3t5T6PiOi6MOslbG5uqtdGqW63Xp4+D8/OwHCC8+mLn9S+8ftT/Pzbj2rb7SKhE7TvxEwS5YOT4VnMZ5GcmbD3TqdFFrHb3MViRLNbiIiuL9Os49FDAyPTc5ibm8ao8RCl+uUWEH0bnl89KeLLHz4XW+0PzBucmqbh/bc+wo3Xh9X+v0xkGLFsvlWZyvDNZ5PoMTuJiMit0cDRjRGM6pr4ntcxOBCGYTTtg1a4ljZ2UCrtqMp0p2KgXtroqFKNinV8Y6OEumflsC/DUwZn5ZcyDp593QrQbsEZ0aNq302G15KeQBZlpMf01vKptTwaQki9rGVY06whM+60hXD7gX9fh/f8VEH8QIamMBvLIl+0TyrmkU3OYFLMUZLLus75fku53krXPc+JtceqzeF3DURE/aRpGAiHdHsPCOk6njUNe8/xDEYojrnpEaCSR2PgptoOHzVUUMqA3a/oiM/NYX4+jkH7+9jRd+Fpios+/uPY3oMK0C++/6zn4JQ0bRJ3jRySiGF5z0BzdVIF1NLYNmblfrMJcRgra4ci6O4hHc2pNvm690Fn3xM8569Oyt+MIpiajaH6WIwnT/Es2U6uWucactzsyqnLwdY804jmrHmuY1sEufuYzzUQEV07YQwMhmSyQhfbKmvVtgGrSBXFT/gIDx815E6HvgtPGYzxN6fwzhvv2i1Azaj2HJxdHT5G1akmRdWmJ0RtKe9TqiXXRMcDP111OX9oahbYvo+aqEwfV2MYjtgHBPXwkHxPVdGeQc4ztozbdvYOLdwRQW7rdg1ERH3EW2l6K9FeyOXe0el5zIT2r8+yrV+ASucOzpYkcuKH4FSNsqq0HtaRFd4tFUhqGfYUXc+XS7eiSrxfvC/+7yymhqxmucw6kYB6X8PYw3LMaj+/zmsgIuoresi1/GqgLopHVWWeQ2gkjtGwU4229e0DQ94AvXBwDr2NqKj7ui1zRhZ3sSeSzVl6PYv3fGvpFkgn0sDsFCJivkrtAOXYMFQheiiCtaxau5PzLKdxz75/eri20q5Wz7gGIqJ+oOmj+PA9oLS1ha2tHTQGRADqwf4awXqoaEP1r+jWw0dumqg++vqJEXkP9NGTB/jrawOBg1M+qJOQyZPMWfc9ZRU4lkYrv0S7MZNXy592g6jq7qoHfdx9RROW9DxmxMZEccn3fMkaX96TLLb+7EQ+YLQ2MYa0fNNYUvSoYni9iIWhohhzBcPiXPe27CeXeZ33iC0vI5rebh/zuQZWn0REwfR9eBIREV22vl22JSIiuioMTyIiooAYnkRERAExPImIiAJieBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQNc2PF8cP8du41M8P/7VbiEiIurNtQxPGZz5o0/wbfMb5L/7+MoD1DQLSIVSKJim3eLPNGvIjIcQCtmv8QxqZ/TpVSEVwnimZu9ZzEIKoVQBZi2D8dA4MrXO97Lm7n+MiOhVZdZL2NzcVK+NUt1uvTx9Hp6dX/hOcD598ZPaN35/ip9/+1Ftu10kNM7TVwbYhD6GgzsGms2mehnrwP2ifcIFTcwkUT44GZ7FfBbJmQlokUXsNnexGNHsI0REf16mWcejhwZGpucwNzeNUeMhSvXLLQD6Njy/elLElz98LrbaH5g3ODVNw/tvfYQbrw+r/X8VWXGu3UojmjOwOtkOMBlqi679C4kMI5bNt6pfGfD5bBIiO4mI+kujgaMbIxjVNfE9r2NwIAzDaNoHrXAtbeygVNpRlelOxUC9tNFRpRoV6/jGRgl1zypgX4anDM7KL2UcPPu6FaDdgjOiR9W+mwyWJT2BLMpIj+lqaVO1q+VNZ1nVWob1LrXefuDf1+E9P1UQP5DD+9gunx5kctnV6dOaj99Yst1nnhiawmwsi7xTyRbzyCZnMCk+B2+l7O4/sfZYtTl8xyYieoU0DQPhkG7vASFdx7OmYe85nsEIxTE3PQJU8mgM3FTb4aOGCkoZsPsVHfG5OczPxzEovivd+i48TXHRx38c23tQAfrF95/1HJySpk3irpFDEjEs7xlork6qgFka28as3JdLqjlgZe1QhNA9pKO51lLrvQ86+57gOb9VacaGEbG2fE2u2ku5cuzsihV0PmN1m6emRTA1G0P1sZiz4CzZeln9rSpY9l/HtvhFwH3M5zMgIvrTCWNgMCSTFbrYVlmrtg1YRaoofsJHePioIXc69F14ymCMvzmFd954124Baka15+Ds6vAxqk41KaouPSFqS3kPUS2HJjoexumq2/nlA5w2gnq4R76vqmptfmN1m6cwNDULbN9HTVSsj6sxDPultewfW8ZtO1eHFu6IXwRsp4xNRPSq8Faa3kq0F3K5d3R6HjOh/euzbOsXoNK5g7MliZz4ITiVnqwqrYdtZIV2SwWKs3Taje/53iVVD/UwUQLqvQ1jD8sxq737e3fOU5HvIyrJ+8X74v/OYmrIag6my9hERK8KPeRafjVQF8WjqjLPITQSx2jYqUbb+vaBIW+AXjg4h95GVNR83ZYpI4u72BOp5iyLnsV9vlxSXbiTRDahnwhfGZoZuV87QNlZ1lX3R9XhlhPvfco8raVbIJ1IA7NTiIjPpIPsX07jnh3kh2sr7Ur3jM+AiOhVoOmj+PA9oLS1ha2tHTQGRADqwR6+tB4q2lD9K7r18JGbJqqH00ulPzl5D/TRkwf462sDgYNTPqSTkMmRzFn3PWUFOJZGK7tEuzGTV8uXdoOoyu6qh3DcfUUTlvQ8ZsTGRHHJ93ypY/zYMvaKCxjCIdYmxpCWB2JJ0auK4fUiFmr+Y/nN06kQrWPyvmWx9acp6l6mvoJhu00uETvjxpaXEU1vt4+dMjYR0XXR9+FJRER02fp22ZaIiOiqMDyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUAMTyIiooAYnkRERAFd2/B8cfwcu41P8fz4V7uFiIioN9cyPGVw5o8+wbfNb5D/7uMrD1DTLCAVSqFgmnaLP9OsITMeQihkv8YzqJ3RJwhrHuPI1C5vTMdpY1/l+xIReZlmHaWNDWxubqrXTsWwj1yePg/Pzi9rJzifvvhJ7Ru/P8XPv/2ott0u8oV/nr5mLYMJfQwHdww0m031MtaB+0X7BCIi6ommDSI+P4+bN29ibnoEqOyjfomFiNS34fnVkyK+/OFzsdX+wLzBqWka3n/rI9x4fVjt/6vIinPtVhrRnIHVSc1uFfOLLGLRtU9EROcQDkG3NyWrMt1BqbTTqkzrJatS3SjV7bNEcVWxjm9slDrCty/DUwZn5ZcyDp593QrQbsEZ0aNq301Wjkt6AlmUkR7TEUoVrHZRHY47S6r2Mqx3qfX2A/++Du/5qYL4gRzex3Y5iZkJ+yQfhVS7T2s+fmPJdp95+jl5nqu/p3L27vvNpaW21hpzPFOzG0/qdX5EROflBN9mCYh/OAJdfOef9AxGKG5Xpnk0BqwqNXzUUEEpA3a/oiM+N4f5+TgGPf37LjxNcdHHfxzbe1AB+sX3n/UcnJKmTeKukUMSMSzvGWiuTqoAWRrbxqzcl0uqOWBl7RAo3kM6mmsttd77oLPvCZ7zW5VmbBgRa8vX5Kq9lCvHzq5YQeYzVtd5eljnWdWuOm9vGdXERE9Lzb5zUcQvDCvAumGo8ZC+1TFer/MjIroIfXRaLdvejAOlzUc+y7ZhDAyGgJAuqtKw/MfeFt9fTXlcFD/hIzx81JA7HfouPGUwxt+cwjtvvGu3iGLIqPYcnF0dPkbVqSZFxaQnRG15ICqryDBi2UTXKqtDt/PLBzhtBLOQst5XVbU2v7G6zdNLndeuduUS8Z2kqNZ7uAzfuSjiF4b1BUTEZ9x1vF7nR0R0CTR9FCM3jtDwz8CuNE3H6PQ8ZkL712fZ1i9ApXMHZ0sSOVFVyYpJvURVKUNiV2yv45YKA2fpsxvf84emMBvLIt/l4SD1MFEC6r0NYw/LMau9+3t3zvOydJuLl1xSfly1dzpc3fyIiNxMo4L9oxsYGLAbAgqNxDEadqrRtr59YMgboBcOzqG3ERV1VrclxsjiLvZEklQf97YE6T5f0yJYuJNENqGfCF8ZVBm5XztA2VnWVfdH1eGWE+992jyLeWRjs5gaEtv2eU5gy/dayTqVaATDMVfVKPvZm6fPpYzt+/b7druPe8bnSER0UWa9ZN3vFK+tnX3o7/1bxz3Lszh/7rK1tYOKPoJR/WR/Tfzmf3qp9Ccn74E+evIAf31tIHBwygdjEjI1kjnrvqesusbSIiJsot2YyaulR7tBVFR3MSl+SO6+oglLeh4zYmOiuOR7vtQxfmwZe8UFDOEQaxNjSMsDsaToVcXwehELNf+xOsb5X/8nkv/v/yUiS96HLWIx4vd+nmOFVHvspHjPrHhPcXxhqMtchoriGlfkNJDNWiMm7aeH1X1OcUz2l+P7fY6sPonoz6Tvw5OIiOiy9e2yLRER0VVheBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIArq24fni+Dl2G5/i+fGvdgsREVFvrmV4yuDMH32Cb5vfIP/dx1ceoKZZQCoUQqj1GkemZrqOtfevwqnvX8tg/Irfn4joZTLNOkobG9jc3FSvnYphH7k8fR6enYHgBOfTFz+pfeP3p/j5tx/VtttFQs2/bwzLewaazSb2loH0rTXUzJcZWP7vr0UWsdvcxWJEs88jIvpz07RBxOfncfPmTcxNjwCVfdQv+fu2b8PzqydFfPnD52Kr/YF5g1PTNLz/1ke48fqw2n9ZhhbuIFnexv1Du+El+1e/PxHRSxUOQbc3Jasy3UGptNOqTOslq1LdKNXts0RxVbGOb2yUOsK3L8NTBmfllzIOnn3dCtBuwRnRo2rfTVaOS3oCWZSRHtMRShWsdrXE6Sx9plAQH6Zp1pAZby+J3n7g37dXhVR7LHdf7/ukCtYP0n9OVuWbSo3bbepUX94q+eR4rvdxzsukWsfGMzV1jIjoVeME32YJiH84Al1855/0DEYoblemeTQGrCo1fNRQQSkDdr+iIz43h/n5OAY9/fsuPE1x0cd/HNt7UAH6xfef9RyckqZN4q6RQ9JZ6lydVOGxNLaNWXvpUxzGypoo3Yr3kI7mVJt83fugs6/X4doKsrFZTA3ZDS6Tq9Y4hhwju6JCTQbn2sQYtmf3Wu+zOql1n5NSRnV4XbSvQpx6Qrf3t8ZLI5qzx9tbRjUx4Vp+Fr8QHMzY75VEOX1PhTUR0atGH51Wy7Y340Bp85HPsm0YA4MhIKSLqjQs/7G3DRhNeVwUP+EjPHzUkDsd+i48ZTDG35zCO2+8a7cANaPac3B2dfgYVaeaFFWXnhC15YGovCLDiGUTPVRh7b5j6ShyxQVEOn4TEgFWsCo7XVWvtsP72C4ncWfBk3bd5qTEMHsiHXt4fzVeEjMT1q68H3onKSr41qWJXwhu2wcnZsSZVTzm0i8RvcI0fRQjN47Q8M/ArjRNx+j0PGZC+9dn2dYvQKVzB2dLEjnDqsrUS1SV1gM3TazjlgomZ5mzU/uBHasa9AnOWgYTCaj3MIw9LMfsA6fqnJO/s9+fiKjfmEYF+0c3MDBgNwQUGoljNOxUo219+8CQN0AvHJxDbyMqasH2suhJkcVd7Im0q16kFKsdoBwbRkRuq2pTtYr3nsJszOe9z5hTYPZ4+aK1K8N8JduuRImI/gzMesm63yleWzv70N/7t457lmdx/txla2sHFX0Eo/rJ/n0bnpIToH/7y98DB6e87zmTtJc6UwW1f1f9jceYqjDVS7Q7y6zOcqhcWvX27dnEbSwjjTFdh37rAFG78tS0CBaKOURd7y0r3G5zOi9nvGrCXgZW91Pvskoloj8VbTBu3e+0X/HBk99h1p+yTKtAPH3b+nOX+fig3bNNazabfOKDiIgogL6uPImIiK4Cw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCojhSUREFNC1Dc8Xx8+x2/gUz49/tVuIiIh6cy3DUwZn/ugTfNv8BvnvPn5pAWrWMhgPhRByXuMZ1EzTPno20ywg5e4fGkemZvW3xm7vExFdZ2a9hM3NTfXaKNXt1svT5+HZGSROcD598ZPaN35/ip9/+1Ftu1lBdb4w8usrw21ibBuzewaazaZ65aIHqNnH/fjPIYZle4y9ZSB9a00FsBZZxG5zF4sRzT6PiOh6Ms06Hj00MDI9h7m5aYwaD1GqX25h0bfh+dWTIr784XOx1f7AvMGpaRref+sj3Hh9WO1fFdOsYe1WGtFc8US4Ta6uYlLM4byGFu4gWd7G/UO7gYiIgEYDRzdGMKpr4ntex+BAGIbRtA9a4Vra2EGptKMq052KgXppo6NKNSrW8Y2NEuqeVcK+DE8ZnJVfyjh49nUrQLsFZ0SPqn03WfEt6QlkUUZ6TEcoVbDaTyy7plAQH6YMxsx4eyn19gOfvof3sV1OYmZCDePLO/aDP/zn0I23SvUuEacKdrtzXibVOjaesepf77U4fYiI/kyahoFwSLf3gJCu41nTsPccz2CE4pibHgEqeTQGbqrt8FFDBaUM2P2KjvjcHObn4xj0FDp9F56muOjjP47tPagA/eL7z3oOTknTJnHXyCHpLJGuTqrQWXItu4rDWFkTJV/xHtLRXGsp9t4HnX2V2DAi1hZqmXE7oKyw8xv7H/+M+I/jcri2gmxsFlNDdoPNGk9WuvZ4e8uoJiZcy78ikA9m7PdKopy+p34R8F7L6iSXgImoX4UxMBiSyQpdbKusVdsGrCJVFC3hIzx81JA7HfouPGUwxt+cwjtvvGu3iLAyqj0HZ1eHj1F1qkARfHpC1IQHomKLDCOWTbSqt67K7fubkcVdGCoYbd3G9tU+bywdRa64gIjnNyJrvHalK++H3kmKSrw1pAjk2/bBiRlxZhWP5dJvr9dCRPQK81aa3kq0F3K5d3R6HjOh/euzbOsXoNK5g7MliZz4ITiVmawGrQd1mljHLRVovkudQ28j6gRUV51j+2s/MNRsXuyeqVdP10JE9KrTQ67lVwN1UTyqKvMcQiNxjIadarStbx8Y8gbohYNTBWDWWqr1IavJveUYqj4JKZeBb8snY8eWrOVRrzPGDsweL1+0duX9z5Xs6fdc3U67FiKiV52mj+LD94DS1ha2tnbQGBABqAcrNKyHijZU/4puPXzkpokKpq/LC3kP9NGTB/jrawOBg7OQCiGRFRvJnHXfU/25SRpl67BqN2byapnVbhDV411VDXr7SmYh5TpX1JDLe9hdtO6E+o0t+7nHEUNjSV/B8N7Jp3YldZ/TdezkeLJatdu957n2F2pLvtdCREQn9X14EhERXba+XbYlIiK6KgxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUAMTyIiooAYnkRERAExPImIiAJieBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFA1zY8Xxw/x27jUzw//tVuISIi6s21DE8ZnPmjT/Bt8xvkv/v4ygPUNAtIhUIIuV6pgmkfvTzW+4wjU7v8sYmI/mxMo4KdjRLq5uV/J/Z5eHZ+YE5wPn3xk9o3fn+Kn3/7UW27XSSI/PvGsLxnoNlsqtfqpGa3ExHRZTJNA5WdDWyWGnbL5evb8PzqSRFf/vC52GoHmDc4NU3D+299hBuvD6t9IiL689M0HaPT87j54Qh0u83NNOsobeygVNrB5uYmdioG6iURtmJ7o1S3zxLFVcU6vuFTvfZleMrgrPxSxsGzr1sB2i04I3pU7bvJynFJTyCLMtJjOkKpgtVey2C8tfSaQkF8mKZZQ2a8vRx7+4F/327cY45nMq2K1Vu9evcLqfZ7+r2Hd15XsUxMRPTn9QxGKI656RGgkkdj4KbaDh81VFDKgN2v6IjPzWF+Po5BkRlufReeprjo4z+O7T2oAP3i+896Dk5J0yZx18gh6Sy1rk6q8Foa28asvfQqDmNl7RAo3kM6mmstx977oLOvxQ5TFWZO8Mox04jmrDHXsS1CtzeTq9b7GfK9siudy8ueeXGZmIjILYyBwRAQ0kV1Gpb/2NsGjKY8Lr6vw0d4+Mh/6bfvwlMGY/zNKbzzxrt2C1Azqj0HZ1eHj1F1BaCeELXlQQ2IDCOWTYiqUWyfyn3PcxWT8rcYOWZsGbcnrDOGFu6I0O2NWUhZ81BVro+e50VERF7O0u9MaP/6LNv6Bah07uBsSSJnOAEoXqKq1CKL2BXb67j10pZH5VLvRAJqLoaxh+WYfcDlXzEvIqJ+ExqJYzTsVKNtffvAkDdALxycQ28jKmo8tVTrI7K4iz2RYtXH/sd9yTHLadwrWruHayuuKjKC4VgZsrhVivn2sdoByrFhcYZweB/bZdXq61zzIiK65qyHijawtbWDij6CUf3krS9NVFB9XZLIe6CPnjzAX18bCByc8qGchEysZM667ykrvrE0Wlkl2o2ZvFrCtRtENXhXLcm6+4om+yGittjyHnYXI2r51ekfW15GNL2N4b0iFiPaiWNIJpHMVtWxhaFDrE2MIS0nEhPtEO3rsr0o3mfFOqe25DsvIiK6uL4Pzz8T6ylfK/xkeBIR0aupb5dtiYiIrgrDk4iIKCAu2xIREQXEypOIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBXRtw/PF8XPsNj7F8+Nf7RYiIqLeXMvwlMGZP/oE3za/Qf67j688QE2zgFQohYLp/59OtY6HEHK9UoWX859Ztd57HJmaCbOWwbi9TUT0Z2bWS9jc3FSvjVLdbr08fR6enSHgBOfTFz+pfeP3p/j5tx/Vtps7VII6X98YlvcMNJtNGLkksomlrmF7VbTIInabu1iMaHYLEdGfj2nW8eihgZHpOczNTWPUeIhS/XK/T/s2PL96UsSXP3wuttofmDc4NU3D+299hBuvD6v9V8bEDJKo4vGhvU9ERL1rNHB0YwSjuia+53UMDoRhGE37oBWupY0dlEo7qjLdqRiolzY6qlSjYh3f2Cih7ilm+jI8ZXBWfinj4NnXrQDtFpwRPar23WTluKQnkEUZ6TEdoVTBalfLms7SqrUMa5o1ZMbby623H/j3dXjP912eLeaRjc1iasja9X9fu7ottI/JsWqZ8dbY45ma1d/nXOeY20WqbSKiV0XTMBAO6fYeENJ1PGsa9p7jGYxQHHPTI0Alj8bATbUdPmqooJQBu1/REZ+bw/x8HIMiM9z6LjxNcdHHfxzbe1AB+sX3n/UcnJKmTeKukRPVn72UujqpgmVpbBuzraVVYGVNlIbFe0hHc6pNvu590Nn3BM/5q5POD8QOWxFsen4Gzd1FRMQ8u76v02cFWBf/Q7GWenXcwrp9XhLl9D3X0q/r3L1lIH2LIUlE11gYA4MhmazQxbbKWrUtviNVkSq+j8NHePioIXc69F14ymCMvzmFd954124Baka15+Ds6vAxqu6AS4ja8kBUb5FhxLIJ30rOV9fzrbCVwRbL5tuh1+19FdFnfUGFrLXUG8OsU652LP22z5X3Nu8kRWXe45SJiP5MvJWmtxLthVzuHZ2ex0xo//os2/oFqHTu4GxJIid+CE7VKKtK6yGbpqj3bqlwO+sp2bPOl8fXl6uu6lLqfN+LkEvHj6v2DhFRv9FDruVXA3VRPKoq8xxCI3GMhp1qtK1vHxjyBuiFg3PobUSR9YRaW2RxF3vLMVR7fMrntPOHFu4g6iyrnvG+vStj+749xuF9bJeTmJmwdomI+ommj+LD94DS1ha2tnbQGBABqAf7KwLroaIN1b+iWw8fufVteEpOgP7tL38PHJzyvudM0l4uTRXU/l11r3BMVYzqJdrNQqq1P5aO4s7CUEdfN7/zvWT/2+q25BoOMeH7vsHFED2wql19LI1o7i4mxedDRNSPtME4bt68qV7ToyeXbDVtEPH5aftp3NO251X/+fig3bNNazabp68z0p+eeuhIX8HwXpF/w0lEdAn6uvIkIiK6CgxPIiKigLhsS0REFBArTyIiooAYnkRERAExPImIiAJieBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQU0LUNzxfHz7Hb+BTPj3+1W4iIiHpzLcNTBmf+6BN82/wG+e8+fmkBatYyGA+FEHJe4xnUzOD/OVXTrCEzfvFxelVIhTCeqdl7FrOQQihVsK9pHJla5/ubZgGpLseIiK6SWS9hc3NTvTZKdbv18vR5eHZ+aTvB+fTFT2rf+P0pfv7tR7XtdpEvfr++MmQmxrYxu2eg2WyqVy56gJORdFLXcfQxHNxpj2OsA/eL9glXYGImifLByZkW81kkZyagRRax29zFYkSzjxAR/WuZZh2PHhoYmZ7D3Nw0Ro2HKNUv95f4vg3Pr54U8eUPn4ut9gfmDU5N0/D+Wx/hxuvDav+qyEpx7VYa0VzxRMhMrq5iUsyhV+1xDKxOtvvJAFt07V+6yDBi2TwKdnUrQz2fTUJkJxHRq6fRwNGNEYzqmvie1zE4EIZhNO2DVriWNnZQKu2oynSnYqBe2uioUo2KdXxjo4S6Z3WvL8NTBmfllzIOnn3dCtBuwRnRo2rfTYbDkp5AFmWkx3S1PKnaTyy7plSYeJdQbz/w6Xt4H9vl08PGO/aDP843jlxidebSmrdnjqmCHYI9XI86d2gKs7Es8k51W8wjm5xRwe+tjt1jTqw9Vm2Ont+PiOgCmoaBcEi394CQruNZ07D3HM9ghOKYmx4BKnk0Bm6q7fBRQwWlDNj9io743Bzm5+MY9BQ6fReeprjo4z+O7T2oAP3i+896Dk5J0yZx18ghiRiW5TLr6qQKiSXXsqs4jJW1QxEk95CO5lpLqPc+6OyrxIYRsbZQy4zbYWGFjt/Y//hn5Mxx/Eyu2ku5sm92xQo1zxxl1drr9chzNS2CqdkYqo/FccFZsvWyxrQqY9l3Hdsi/N3Hens/IqKrF8bAYEgmK3SxrbJWbRuwilRRtISP8PBRQ+506LvwlMEYf3MK77zxrt0iwsqo9hycXR0+RtWpAkXw6QlRE8r7gGpJM9HxQE2Hcvv+ZmRx1wo3e7/r2H5c4/hRD/LIMVTVavObY8DrGZqaBbbvoyYqxcfVGIb9ElyOGVvGbTtXhxbunH2NvX5+REQ98laa3kq0F3K5d3R6HjOh/euzbOsXoNK5g7MliZz4IThVkqwGrQdmZJV1S4WC77Lj0NuIiuiwC7cuOsfu4F0+9ZDLohMJqHEMYw/LMau9+xwDXI98b1FJ3i/eF/93FlNDVnMw5/z8iIiC0EOu5VcDdVE8qirzHEIjcYyGnWq0rW8fGPIG6IWDUwVg1lpq9CGryT2RVs7SpptcBr69DFF1LbUeujnhjLEdcvl04U4S2YR+ImRkaGbkfu0AZWdZV90fVYdbTswx4PVYS7fiGhJpYHYKEfF5dpBjltO4Z4f74dpKu/q9wOdHRBSEpo/iw/eA0tYWtrZ20BgQAagHuyVkPVS0ofpXdOvhIzdNVAB9/au+vAf66MkD/PW1gcDBKR++Schv/2ROVUmqshtLo5VJot2YyaslSLtBVFZ31YM03r6SXFJtnwvElvewu2itf/qNLfv5juM9N7aMveIChnCItYkxpOWBWFLMporh9SIWaku+cwxyPZJ1vrxv2X5qWN3L1FcwbLe5rzG2vIxoert9LOD7ERG9qvo+PImIiC5b3y7bEhERXRWGJxERUUAMTyIiooAYnkRERAExPImIiAJieBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgooGsbni+On2O38SmeH/9qtxAREfXmWoanDM780Sf4tvkN8t99/NIC1KxlMB4KIeS8xjOomaZ99GymWUBK9ksV7JaTaplxMe44MrXuY1pzsM6xxuvcfhlMs4bM+Pk/i7Nc5fWcNvbL/hyJqDvTqGBno4T6JX63OPo8PDs/MCc4n774Se0bvz/Fz7/9qLbdLvIl6NdXhtbE2DZm9ww0m031ykUPULOP+/GfQwyx6krHvOS599Jle687LbKI3eYuFiOa3fLyqc9CH8PBnfZnYawD94v2CUREF2CaBio7G9gsNeyWy9e34fnVkyK+/OFzsdUOGW9wapqG99/6CDdeH1b7V0VWWWu30ojmiidCa3J1FZNiDkFFo8D2/UN7z1bMI5tMImnvvqran4WB1cn2tctQX3TtExGdl6bpGJ2ex80PR6DbbW6mWUdpYwel0g42NzexUzFQL4mwFdsbpbp9liiuKtbxDZ/qtS/DUwZn5ZcyDp593QrQbsEZ0UUSecgqbklPIIsy0mN6a5n05LJrCgXxYXqXH28/8Ol7eB/b5SRmJtQwvrxjP/jDfw7S8O07iKbvqfeXVCCtVLF8e0btO/zn21tF3Utf976znUrJpWP7fJ8xevksCimnj3g5n73nc04V7Dn4vYePk+e5+p9yTZLfXFpqa60xxzP+awi9zo+IXrZnMEJxzE2PAJU8GgM31Xb4qKGCUgbsfkVHfG4O8/NxDHoKnb4LT1Nc9PEfx/YeVIB+8f1nPQenpGmTuGvkRBUXw7JcZl2dVF+qS65lV3EYK2ui+iveQzqaay0/3vugs68SG0bE2rLvTcov03bweMf+xz8j/uMoE5hJZpF3ljllIGEWU0P2vtB1vj04f98yqsPros+qmGGx+xiuz8LP5Kq9lCuvP2svUXs+Z1m19jpP6zyr2lXn7S2jmphoBeRpfOeiiF9qVoB1w1DjIX2rY7yL/AyI6KqFMTAYAkK6qE7D8h97W/z/dFMeF0VL+AgPH/kv/fZdeMpgjL85hXfeeNduEWFlVHsOzq4OH6PqVIEi+PSEqAkPRLURGUYsm+haebSU2/c3I4u71pexvd917FNM3BYBsLKmHrIp3hPBcGcBruw815gt5+4bw6yT4KeN4fos/JiFlNVHVd42v8+513mq89rVrlwivpMso5dL8p2LIn6pWV9ARPzvqet4F/kZENG/lLP0OxPavz7Ltn4BKp07OFuSyIlKQ1YR6iWqQesBnCbWcUt9QTrLgScMvY2o+Bp9fGrR0Tn2qYamRK25jfvFNaxUl3Hbdxk04JgnXKSvw2cMOe+Yq2r2kMucEwmofoaxh+WY1d79c76MefrrNhcvuaT8uGrvdLi6+RHR1QuNxDEadqrRtr59YMgboBcOThWA2a7LbrKa3BPfrlWfhJTLwKJQFBXIkv89rzPG9qNpESzciSKdSEOUe6oCOuEcY7Z07RvBcMxVYcmHlOzNDl3GsOadRDahn/hFQwZVRu7XDlB2lnXV/VF1uOXE53zaNcq5xeylbPs8J7Dle61knUr0lGs6dS7l9kNb3e7jXuRnQET/UtZDRRvY2tpBRR/BqN7n9zzdnAD921/+Hjg4ZeDNJO0lt1RB7d9V97bGVOWjXqLdWdaTr7F0FHcWhjr6SmqpNgckdHsJT0+guryunr7tNrbfOCdM3BbVUFK9p1e3MXvRfT7t4JNtel7WVf5Oe39tctW+72iNo8a6BUzJ8JHXhDTGxOek3zpA1K72un3OHe9x+/+G/FtYPVFtL6va5znvp6v7kHfVk86nXlOXuVhiiB5YVbCu7qda47ld5GdARBenaYOI+zzsY7VPq0A8fXseN2/exHx80O7ZpjWbTZ9SiIiIiLrp68qTiIjoKjA8iYiIAmJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUAMTyIiooAYnkRERAExPImIiAJieBIREQXE8CQiIgqI4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBXdvwfHH8HLuNT/H8+Fe7hYiIqDfXMjxlcOaPPsG3zW+Q/+7jlxagZi2D8VAIIec1nkHNNO2jZzPNAlLu/qFxZGpWf2vs9v5lM80aMuOu9w44dy/rWq5uvkR0vZn1EjY3N9Vro1S3Wy9Pn4dn5xezE5xPX/yk9o3fn+Ln335U224X+XL36yvDbWJsG7N7BprNpnrlogeo2cf9+M8hhmV7jL1lIH1rTYWYFlnEbnMXixHNPu/yqLnrYzi40567sQ7cL9onEBG9QkyzjkcPDYxMz2FubhqjxkOU6pf7i3rfhudXT4r48ofPxVb7A/MGp6ZpeP+tj3Dj9WG1f1Vk1bZ2K41orngi3CZXVzEp5nBeQwt3kCxv4/6h3XAF2nM3sDrZnqsM60XXPhHRK6PRwNGNEYzqmvie1zE4EIZhNO2DVriWNnZQKu2oynSnYqBe2uioUo2KdXxjo4S6Z6WtL8NTBmfllzIOnn3dCtBuwRnRo2rfTVZ8S3oCWZSRHtMRShWs9hPLrikUxIfpXc68/cCn7+F9bJeTmJlQw/jyjv3gD/85dOOtUk+OF0KqYLc752VSrWPjGav+9V6L6hN47j7v5czJt5K2+H+23fs726nUeOt8IiKpaRgIh3R7DwjpOp41DXvP8QxGKI656RGgkkdj4KbaDh81VFDKgN2v6IjPzWF+Po5BT6HTd+Fpios+/uPY3oMK0C++/6zn4JQ0bRJ3jRySzhLp6qT6sl5yLbuKw1hZEyVf8R7S0VxrOfPeB519ldgwItYWahn5hS9Doh0E3rH/8c+I/zguh2sryMZmMTVkN9is8axqUY23t4xqYsIVWiKQD2bs90qinL5nhY/nWlqVpmvuXme/19m6frZnKqM6vC76XKyCJ6LrKIyBwZBMVuhiW2Wt2jZgFamiaAkf4eGjhtzp0HfhKYMx/uYU3nnjXbtFhJVR7Tk4uzp8jKpTBYrg0xOiJjwQFVtkGLFsolW9dVVu39+MLO7CUMFo6za2r/Z5Y+kocsUFRLzBocZrV4tyifVOUlTirSFFIN+2D07MiDOreCyzqtu1uObe4cz36kGg63eLYdb7mwMRXXveStNbifZCLveOTs9jJrR/fZZt/QJUOndwtiSREz8EpzKT1aD1oE4T67ilvvidJcsTht5G1AmorjrH9td+YOiyKy7faxmawmwsi/yVPxzU6/UTEZ1BD7mWXw3URfGoqsxzCI3EMRp2qtG2vn1gyBugFw5OFYDZrsuJsprcW46h6pOQchn4tnwydmzJ/97cGWMHZo/nBJ68n7iSPf2+pZv7WjQtgoU7SWQT+olfDOSYGRWup71XBMMxVxVazIszfXS9/h77ExG5aPooPnwPKG1tYWtrB40BEYB6sELDeqhoQ/Wv6NbDR259G56SE6B/+8vfAwenDLyZpL2UmCqo/bvqb0PGVFWmXqLdLLQfvJHLqHcWhjr6SmqpNgckdHtpUk+guryunr7tNrbfOL1wxquKwFPvpe4n3j2zSvW7FkmbXLXvZVrjqTFvAVMiIE97L3fwqmN5WV926n79vfUnIvLSBuO4efOmek2Pnlyy1bRBxOen7adxT9ueV/3n44N2zzat2Wz6lEJERETUTV9XnkRERFeB4UlERBQQw5OIiCgghicREVFADE8iIqKAGJ5EREQBMTyJiIgCYngSEREFxPAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCujahueL4+fYbXyK58e/2i1ERES9uZbhKYMzf/QJvm1+g/x3H7+0ADVrGYyHQgg5r/EMaqZpH+2dadaQGb/4OEGYZgGp0Dgytct/n9PGvsr3JaL+ZhoV7GyUUL+C78c+D8/OD8wJzqcvflL7xu9P8fNvP6ptt4t8afv1lcE5MbaN2T0DzWZTvXLRA9Ts4366jqOP4eBOexxjHbhftE8gIrrmTNNAZWcDm6WG3XL5+jY8v3pSxJc/fC622sHjDU5N0/D+Wx/hxuvDav+qyEpx7VYa0VwRixHNbgUmV1cxKebQq/Y4BlYn2/20yCIWXftERNeZpukYnZ7HzQ9HoNttbqZZR2ljB6XSDjY3N7FTMVAvibAV2xulun2WKK4q1vENn+q1L8NTBmfllzIOnn3dCtBuwRnRo2rfTVZ8S3oCWZSRHtMRShWs9hPLrikUxIfpXUK9/cCn7+F9bJeTmJlQw/jyjv3gj/ONU0i159Kat2eOqYL1P4Jersc51+tkX9eYnmrZu+83v5baWmvM8Yx/TX6RORMRtT2DEYpjbnoEqOTRGLiptsNHDRWUMmD3Kzric3OYn49j0FPo9F14muKij/84tvegAvSL7z/rOTglTZvEXSOHJGJYlsusq5MqBJZcy67iMFbWDoHiPaSjudYS6r0POvsqsWFErC3UMuP2F70VKn5j/+OfkTPH8TO5ai/lyr7ZFSu0PHOUVWuv1+OucB1WX6sCVn33llFNTJxYXu7Gd36K+CVhBVg3DDUe0rc6xrvInImITgpjYDAEhHRRnYblP/a2+A5qyuOiaAkf4eEj/6XfvgtPGYzxN6fwzhvv2i0irIxqz8HZ1eFjVJ0qUASfnhA14YGojiLDiGUTXSullnL7/mZkcdcKD3u/69h+XOP4MQspawxVtdr85niR61F92xWwXDa+kxSV/mkTs/nOTxG/JKwvICJ+Pl3Hu+jPgIioR87S70xo//os2/oFqHTu4GxJIicqI6fCkdWg/KLfFdvruKW+0H2XDIfeRlR87T8WRVJ3nWN3GJrCbCyLfJeHg+SS5kQCahzD2MNyzGrvPsdzXs85dZufl1yGfVy1dzq83DkT0fUWGoljNOxUo219+8CQN0AvHJwqALPWMqEPWU3uiTSo+iSkXAa+LVcix5bUPboOZ4zt0LQIFu4kkU3oJwJChlJG7tcOUHaWddX9UXW45cQcg15PMY9sbBZTQ2Lb7uuEuHz/laxTiUYwHHNVjbKfvXn6/MrYvm+/V7d7uxf4GRARBWE9VLSBra0dVPQRjOonbwdp4rf3vv41Xd4DffTkAf762kDg4JQPtyTkN38ypyocVTmNpcXXvE20GzN5tXxoN4iq6K56gtbbV5JLlu1zgdjyHnYXrTuYfmPLfr7jeM+NLWOvuIAhHGJtYgxpeSCWFLOpYni9iIXaku8ce7me/3o2g52wXGKV917bTwuf7Os55r7OpJhHVsxDHF8Y6jK/oSKW9BX5dshmrRGT9hPF6j6nOCb7y/GD/AyIiK5K34cnERHRZevbZVsiIqKrwvAkIiIKiOFJREQUEMOTiIgoIIYnERFRQAxPIiKigBieREREATE8iYiIAmJ4EhERBcTwJCIiCojhSUREFBDDk4iIKCCGJxERUUAMTyIiooAYnkRERAExPImIiAJieBIREQV0bcPzxfFz7DY+xfPjX+0WIiKi3lzL8JTBmT/6BN82v0H+u4+vPEBNs4BUKIWCadot/sxaBuOhcWRqneeddsxhvY91Ti/n+7HGCCHkeo1navbR05mFlNVnPIPaGddKRHSVzHoJm5ub6rVRqtutl6fPw7PzC9wJzqcvflL7xu9P8fNvP6ptN3cQBXXevlpkEbvNXSxGtI4x3Md6EfT8k2JY3jPQbDZhGDlE02MIpQr2MX9yvkuJLJI50W93EREt+Pte5DMnInKYZh2PHhoYmZ7D3Nw0Ro2HKNUv93ulb8PzqydFfPnD52Kr/YF5g1MTX/Dvv/URbrw+rPapk6ZN4u7eMmLZ/JmVswzd4Yi9SUT0r9Jo4OjGCEZ1TXyH6RgcCItCoGkftMK1tLGDUmlHVaY7FQP10kZHlWpUrOMbGyXUPd9/fRmeMjgrv5Rx8OzrVoB2C86IHlX7bqqK0hPIooz0mN6quqylUGc501qGNc0aMuPtJc7bD/z7OlrVVcZe4hQvZ1nUOfb//O/OMbxVWSHVfk+/qtB9vneOqYI1ht/1+Bqawmwsi3zR2vX2e/DHyfk61+M3R+91nHbNRETn0TQMhEO6vQeEdB3Pmoa953gGIxTH3PQIUMmjMXBTbYePGiooZcDuV3TE5+YwPx/HoGc1re/C0xQXffzHsb0HFaBffP9Zz8EpqWrLyCHpLF+uTqov+aWxbcw6y5k5YGXtECjeQzqaU23yde+Dzr6dREAczNjjJFFO3zsRXJo2ceYYk6vW+8ll1WR25fSlTs8cVyetZWHf6zmDX79//DNyYr67i1b5GWSOvVwzEdHlCWNgMCSTFbrYVlmrtg1YRar4JT58hIePGnKnQ9+FpwzG+JtTeOeNd+0WoGZUew7Org4fo+pURaKS0hOiRjoQFVZkGLFsoueHaiwiIG5PWJsTMyIwqnh8dm6d4Dyco6tq7Qx+c+x2PV3ZS7IB+gWaIxHRJfFWmt5KtBdyuXd0eh4zof3rs2zrF6DSuYOzJYmc+CE4FZysjqwHc5pYxy0VFM6S6FWSy6YTCai5GMYelmP2gS66z7Hzenwd3sd2OYq3h+z9HvoFnSMR0aXRQ67lVwN1UTyqKvMcQiNxjIadarStbx8Y8gbohYNz6G1ERf3UbWkzsriLPZEQ1aAl5HnUDlCODUMtjqpgU61nOjHHM67HYS3TphHN3cWk+Ax77dd9jhEMx8poFavFPKtSIrpUmj6KD98DSltb2NraQWNABKAe7C8ArIeKNlT/im49fOTWt+EpOQH6t7/8PXBwyvueM8n2wyvOU6eiQVVv6iUf5HH+tlG8xtJR3FkY6uh7HqeOMXEby0hjTNeh3zpA9Iyqrtsc/a7H4lqW1VcwvGeo+6TS6f1cusxR0yJYuJNENmGPn5d1rHPs4p8bEZGkDcZx8+ZN9ZoePblkq2mDiM9P20/jnrY9r/rPxwftnm1as9m8+nVGIiKiPtLXlScREdFVYHgSEREFxPAkIiIKiOFJREQUEMOTiIgoEOD/B8Ee5hG8cDzKAAAAAElFTkSuQmCC)

# Explications

Afin de réaliser des tests par la suite nous avons créé un jeu de donnée contenant un plateau initialisé par défaut, un tableau de positions valides et un autre de positions invalides.

1. initialiseDefaut

Pour vérifier que le constructeur initialise initialise bien par défaut nous avons créé un tableau puis nous l’avons comparé avec celui initialisé plus tôt : damier.

1. isValide

Afin de tester la validité de la méthode nous avons utilisé un for each sur les positions invalides et valides. Pour chaque for each nous avons vérifié que chaque position était soit invalide soit valide.

1. remplirCase

Afin de tester la méthode remplirCase nous avons créer un nouveau plateau puis nous avons essayé de remplir n’importe quelle case par un pion tant qu’elle est vide.

1. getPion

Afin de tester getPion nous avons initialisée un plateau par défaut puis nous y avons ajouté un pion en 8H afin de vérifier qu’il y est bien présent. Nous avons ensuite utilisé la méthode getPion afin de vérifier qu’un pion était bien présent en 8H, nous avons fait de même pour un pion en 4D et en 3D qui sont de base dans un plateau, blanc pour l’un et null pour l’autre (inexistant).

1. isCaseVide

Afin de tester la méthode iscasevide nous avons utiliser le plateau damier et avons réalisé des tests sur des cases vides puis des cases non vides.

1. isRempli

Afin de tester la méthode isRempli nous avons initialisé un nouveau plateau par défaut puis vérifié s’il était bien vide. Ensuite nous avons ajouté un pion et réessayé de vérifier s’il était vide. Enfin nous avons rempli tout le tableau à l’aide d’un for each puis nous avons réessayé de vérifier si le tableau était vide, surprise il était plein.

1. getPions(Couleur)

Afin de tester la méthode getPions(Couleur) nous avons créer une liste de pions attendus des deux couleurs, noir et blanc. Par la suite nous avons vérifié que la méthode getPions(noir) renvoyé bien la liste attendue et de même pour getPions(Blanc).

1. getPions

Afin de tester la méthode getPions nous avons utilisé la même méthode que précédemment, nous avons créé une liste de pion contenant la totalité des pions attendus puis nous avons vérifié que la méthode renvoyée bien la bonne liste.

1. getCasesVides

Afin de tester la méthode getCasesVides nous avons créé un plateau par défaut puis nous avons vérifié que la taille de la liste renvoyée par la méthode getCasesVides correspondait bien à 60. Nous avons utilisé cette méthode pour vérifier la quantité de cases vides, 60 car il existe 64 cases dans un plateau de 8 par 8 dont 4 cases utilisées par 4 pions en début de partie. Ce principe nous a permis de calculer facilement le nombre de cases vides et vérifier sa validité.

Par la suite nous avons ajoutés des pions sur le plateau et nous avons vérifié que le nombre de cases vides diminuées en conséquence.

1. getMeilleureCaseJouable

Afin de tester la méthode nous avons créé un plateau initialisé par défaut puis nous avons rempli une case par un pion en 3D afin de créer la possibilité de retourner 2 pions en un coup pour les pions de couleurs noirs. Par la suite nous avons vérifié que la meilleure position retournée par la fonction correspondait bien à la case attendue.

1. iCasesJouable

Afin de tester la méthode CasesJouable nous avons créé deux listes de positions contenant les différentes meilleures positions. Nous avons ensuite vérifié la validité de la méthode à l’aide des listes créés précédemment.

1. placerPion

Afin de tester la méthode placerPion nous avons tenté de placer des pions qui pouvaient l’être puis nous avons essayer de placer des pions invalides.

1. Equals

Afin de tester la méthode equals nous avons créé deux plateaux par défaut, puis nous les avons comparés, le premier au second puis le second au premier afin d’éviter les erreurs. Par la suite nous avons ajouter des pions différents aux deux plateaux puis vérifié la non-égalités des deux par le même procédé. Enfin nous avons ajoutés des pions afin de faire correspondre les deux plateaux et nous avons réalisé le même procédé.