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**Abstract.** O objetivo deste trabalho era resolver um problema de decisão relacionado com a geração e solução do problema “Doppelblock”, utilizando programação com restrições em Prolog, da forma mais eficiente possível, evitando backtracking. Para isso desenvolvemos uma aplicação que permite resolver o problema, visualizar a resolução e verificar a sua complexidade temporal.

1. Introdução

Este trabalho foi proposto na unidade curricular “Programação em Lógica” do 3º ano do Mestrado Integrado em Engenharia Informática e Computação da Faculdade de Engenharia da Universidade do Porto, com o objetivo de desenvolver um programa em Prolog, com restrições, para a resolução de problemas de decisão ou de otimização sugeridos.

Neste caso, tratámos o problema “Doppelblock”, que é um puzzle numa grelha quadrada. Como tal, o nosso programa consiste num conjunto de predicados que permite gerar e resolver puzzles “Doppelblock” com tamanho variável, bem como a visualização da complexidade temporal da execução em função das dimensões da grelha.

Neste relatório, será feita uma descrição do problema e da nossa abordagem para o resolver. Além disso, será descrita a forma de visualização da solução e serão mostrados os resultados obtidos. No final, serão apresentadas as nossas conclusões em relação ao projeto desenvolvido.

1. Descrição do Problema

O problema *“*Doppelblock” consiste num puzzle resolvido numa grelha quadrada, com N linhas e colunas. A grelha começa completamente vazia, com um número correspondente a cada linha e a cada coluna, no exterior da grelha. Para resolver o problema, colocam-se os números de 1 até N-2 e 2 quadrados pretos em cada linha e em cada coluna, por forma a que a soma dos números entre os 2 quadrados pretos seja igual ao número que se encontra no exterior da grelha. No final a grelha fica completamente preenchida de acordo com as seguintes regras:

1. Numa mesma linha ou coluna não devem haver números repetidos.
2. Em cada linha e em cada coluna devem haver dois quadrados pretos.
3. A soma dos números entre 2 quadrados pretos da mesma linha ou coluna deve ser igual ao número no exterior da grelha correspondente a essa linha ou coluna.
4. Abordagem para solução do puzzle

A abordagem para resolver o problema, de uma forma eficiente, consistiu na determinação das variáveis de decisão, restrições e estratégia de pesquisa mais adequadas.

* 1. Variáveis de Decisão

As variáveis de decisão, neste caso, são as células da grelha quadrada. Portanto, para uma grelha de N linhas e colunas, a lista das variáveis de decisão corresponde às posições das células na grelha. Para a representação em Prolog da grelha utiliza-se uma lista de listas, em que cada uma das listas representa uma linha do tabuleiro e cada elemento dessas listas representa uma célula da grelha. Assim, a grelha é representada por uma lista com *N* listas de comprimento *N*. No estado inicial, a grelha encontra-se vazia, portanto as células da grelha aparecem “vazias”, não tendo nenhum símbolo. No estado final, as células são ocupadas por “0”, que representam os quadrados pretos, ou números de 1 até *N*-2, que representam os números que estão nas células. Como tal, o domínio das variáveis de decisão vai ser [0, *N*-2].

* 1. Restrições

As restrições descritas são aplicadas a cada linha e coluna da matriz através dos predicados *restrictRows(+Matrix, +Rows, +DiffValues, +DomainMax, +Cardinality)* e *restrictColumns(+Matrix,+Columns,+DiffValues,+DomainMax,+Cardinality)* respetivamente em que *Matrix* corresponde à matriz gerada, *Rows*/*Columns* aos índices que definem as somas, *DiffValues* ao número de valores distintos (*N*-1), *DomainMax*. ao valor máximo do domínio (*N*-2) e *Cardinality* à lista com a cardinalidade dos elementos.

### Restrição 1 – restringir a cardinalidade

Para garantir que por cada linha existiam dois 0’s e que os restantes elementos eram distintos e estavam entre a gama 1 a *N*-2 foi utilizado o predicado *global\_cardinality/2* cujos argumentos são gerados de acordo com o tamanho da matriz a partir do predicado *createCardinalityRestraints(+DomainMax, -Cardinality)* em que o *DomainMax* corresponde ao valor máximo do domínio (*N*-2) e a *Cardinality* é a lista de retorno que contém a cardinalidade de cada valor.

### Restrição 2 – soma entre blocos é igual a índice

Para garantir que a soma entre os “blocos” é igual ao índice indicado foi utilizado um autómato com recurso a um contador aplicando o predicado *automaton/8*. O autómato é definido por 3 estados - q0, q1, q2 - em que q0 corresponde ao estado inicial e q2 ao estado de aceitação. Para o estado q0 as transições possíveis são δ(q0,0,q1) para indicar que um bloco foi encontrado e δ(q0,t,q0), t ∈ [1,N-2] que corresponde a aceitar todas as transições que não sejam blocos. Para o estado q1 as transições são semelhantes exceto que em cada é incrementado ao contador (com valor inicial 0) o valor da transição contabilizando assim a soma entre os dois “blocos”. Desta forma, as transições são δ(q1,0,q2,C) e δ(q1,t,q1,C+t), t ∈ [1,N-2] em que C corresponde ao contador. Por fim, para o estado q2 as transições são δ(q2,t,q2), t ∈ [1,N-2] que corresponde a aceitar todos os valores diferentes de 0.

Todos os arcos (transições) são geradas de acordo com o tamanho da matriz através do predicado createSolveArcs(+DomainMax, +C, -Arcs) em que o DomainMax corresponde ao valor máximo do domínio (N-2), C ao contador e Arcs à lista de retorno que contém todos os arcos gerados.

* 1. Estratégia de Pesquisa

Para resolver os puzzles, criámos o predicado *doppelblock(+N,+Rows,+Columns +Generate, -Res)*, que recebe o tamanho da grelha, uma lista com as somas das linhas, uma lista com as somas das colunas e retorna o puzzle resolvido.

O *labeling* da grelha é feito linha a linha, utilizando as opções *bisect* e *down* do *labeling*. A combinação destas duas opções foi a que apresentou melhores resultados em termos de tempo de execução.

1. Abordagem para geração do puzzle

A geração eficiente de puzzles é um problema diferente da resolução dos puzzles.

Para gerar puzzles válidos, a nossa abordagem foi escolher 1 aleatório de uma lista com puzzles válidos. Para criar a lista com puzzles válidos, o predicado *getRandomDoppel/2* recorre ao predicado *find\_n/5*, que vai criar a lista e chamar o nosso predicado de resolução do puzzle, *doppelblock/5*, sem as linhas e colunas instanciadas e com a flag *Generate* ativa, para dar puzzles com solução. A ativação da flag implica a utilização de um autómato semelhante ao descrito anteriormente, ao qual foi adicionado um estado que obriga a existência de pelo menos um valor entre os “blocos” cujos arcos são construídos a partir do predicado createGenerateArcs/3. Depois, da lista são recolhidos 10 dos primeiros 10^(*N*-3) resultados distribuídos uniformemente e desses é escolhido 1 aleatoriamente para ser apresentado ao utilizador.

1. Visualização da Solução

A visualização da grelha em modo de texto é feita com recurso ao predicado *printBoard/2*, que utiliza predicados auxiliares para exibir a grelha.

O predicado *printBoard/2* imprime a grelha com o aspeto de uma grelha real, com as células delimitadas lateralmente por ‘|’ e verticalmente por ‘\_’. Como o tamanho da grelha não é fixo, temos um predicado *printBorder(+Init,+Separator,+Times)* que imprime a string “Init” uma vez e depois imprime a string “Separator” “Times” vezes, o que permite desenhar os limites da grelha para qualquer tamanho.

As linhas da grelha são impressas com o predicado *p\_m(+Matriz,+Counter)* que usa o predicado *p\_l(+Linha,+Length)* para imprimir todas as “Linhas” da “Matriz” que representa a grelha.

Os números nas células representam o próprio número, enquanto “#” representa o quadrado preto.

Um possível estado da grelha será então:
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1. Resultados

A aplicação desenvolvida permite gerar grelhas aleatórias e válidas e permite solucionar estas mesmas, ou outras sugeridas pelo utilizador, que sejam válidas.

Para melhor análise dos resultados, fizemos alguns gráficos com o tempo de resolução de puzzles de tamanhos entre 4x4 e 8x8.

Na figura 1 apresentamos os valores médios da resolução de puzzles usando as opções de *labeling* *bisect* e *down*.

**![](data:image/png;base64,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)**

**Fig. 1.** Valores médios da resolução de puzzles de tamanhos entre 4x4 e 8x8, com *bisect* e *down* (tempo[0,10]).

Na figura 2 apresentamos o mesmo gráfico da figura 1, focando o tempo entre 0 e 1 segundos, para observar melhor a variação para grelhas de tamanhos 4 e 5, onde é possível ver que para grelhas pequenas (4x4 até 6x6) a resolução é praticamente instantânea, demorando apenas centésimos de segundo.
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Para comparar o tempo de execução usando outras opções de *labeling* fizemos dois gráficos semelhantes aos anteriores, utilizando outras combinações de opções. Os resultados para grelhas pequenas (4x4 a 6x6) foram bastante semelhantes, sendo a diferença de apenas uns centésimos de segundo. Para grelhas de tamanho 7x7 a diferença alcança os décimos de segundo e para grelhas de tamanho 8x8 a diferença alcança os segundos.
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**Fig. 4.** Valores médios da resolução de puzzles de tamanhos entre 4x4 e 8x8, sem *bisect* e *down* (tempo[0,1]).

1. Conclusões e Trabalho Futuro

Após concluir o trabalho, achamos que o algoritmo de geração de puzzles pode ser melhorado, de forma a apresentar puzzles mais complexos.

Em relação à solução de puzzles, o algoritmo implementado mostrou-se especialmente eficiente para puzzles de tamanho inferior ou igual a “6x6”. Para grelhas maiores o algoritmo é mais lento, mas dentro de valores de tempo esperados.

Bibliografia

1. http://logicmastersindia.com/lmitests/dl.asp?attachmentid=659&view=1

Anexos

**- Ficheiro** *doppelblock.pl*

*--------------------------------------------------------------------------*

**:-use\_module(library(lists)).**

**:-use\_module(library(clpfd)).**

**:-use\_module(library(random)).**

**:-use\_module(library(between)).**

**:-include('menu.pl').**

**:-include('utils.pl').**

**:-include('doppel.pl').**

**%GENERATE**

**generateDoppel(4,Res):-**

**length(Rows,4),**

**length(Columns,5),**

**doppelblock(4,Rows,Columns,false,Sol),**

**last(CleanCols,\_,Columns),**

**Res = [4,Rows,CleanCols,Sol].**

**generateDoppel(N,Res):-**

**ColsLength is N+1,**

**length(Rows,N),**

**length(Columns,ColsLength),**

**doppelblock(N,Rows,Columns,true,Sol),**

**last(CleanCols,\_,Columns),**

**Res = [N,Rows,CleanCols,Sol].**

**getRandomDoppel(N,Doppel):-**

**ResultsScale is N-3,**

**FilterScale is N-4,**

**Results is round(exp(10,ResultsScale)),**

**Filter is round(exp(10,FilterScale)),**

**find\_n(Results,Filter,Res,generateDoppel(N,Res),Doppels),**

**random\_member(Doppel,Doppels).**

**%SOLVE**

**createMatrix(N, N, []).**

**createMatrix(N, RowIdx, [Row|OtherRows]):-**

**length(Row,N),**

**NextRowIdx #= RowIdx + 1,**

**createMatrix(N, NextRowIdx, OtherRows).**

**defNDomain(N, Matrix):-**

**Max #= N-2,**

**defDomain(Max, Matrix).**

**defDomain(\_, []).**

**defDomain(Max, [H|T]):-**

**domain(H,0,Max),**

**defDomain(Max, T).**

**labelMatrix([],[]).**

**labelMatrix([H|T],[H|T2]):-**

**labeling([bisect, down],H),**

**labelMatrix(T,T2).**

**%AUTOMATON**

**createArc(Src, Dest, Val, true, Counter, Arc):-**

**Arc = arc(Src,Val,Dest,[Counter+Val]).**

**createArc(Src, Dest, Val, false,\_,Arc):-**

**Arc = arc(Src,Val,Dest).**

**createNArcs(Src, Dest, Max, Max, WithCounter, Counter, [Last]):-**

**createArc(Src,Dest,Max,WithCounter,Counter,Last).**

**createNArcs(Src, Dest, Max, Curr, WithCounter,Counter,[Arc|Others]):-**

**createArc(Src,Dest,Curr,WithCounter,Counter,Arc),**

**Next #= Curr + 1,**

**createNArcs(Src,Dest,Max,Next,WithCounter,Counter,Others).**

**createNArcs(Src, Dest, Max, Curr, WithCounter,Counter,[Arc|Others]):-**

**createArc(Src,Dest,Curr,WithCounter,Counter,Arc),**

**Next #= Curr + 1,**

**createNArcs(Src,Dest,Max,Next,WithCounter,Counter,Others).**

**createArcs(Src, Dest, Max, WithCounter, Counter, Arcs):-**

**createArc(Src,Dest,0,false,\_,ToDestArc),**

**ArcToDest = [ToDestArc],**

**createNArcs(Src, Src, Max, 1, WithCounter,Counter,SelfArcs),**

**append(ArcToDest, SelfArcs, Arcs).**

**createSolveArcs(Max,Counter,Arcs):-**

**createArcs(q0,q1,Max,false,\_,Q0Arcs),**

**createArcs(q1,q2,Max,true,Counter,Q1Arcs),**

**createNArcs(q2,q2,Max,1,false,\_,Q2Arcs),**

**append(Q0Arcs,Q1Arcs,TmpArcs),**

**append(TmpArcs,Q2Arcs,Arcs), !.**

**createGenerateArcs(Max,Counter,Arcs):-**

**createArcs(q0,q1,Max,false,\_,Q0Arcs),**

**createNArcs(q1,q2,Max,1,true,Counter,Q1Arcs),**

**createArcs(q2,q3,Max,true,Counter,Q2Arcs),**

**createNArcs(q3,q3,Max,1,false,\_,Q3Arcs),**

**append(Q0Arcs,Q1Arcs,TmpArcs),**

**append(TmpArcs,Q2Arcs,TmpArcs2),**

**append(TmpArcs2,Q3Arcs,Arcs), !.**

**%CARDINALITY**

**createCardinalityRestraints(MaxDomain,MaxDomain,[Card]):-**

**Card = MaxDomain-1.**

**createCardinalityRestraints(0,MaxDomain,[Card|Others]):-**

**Card = 0-2,**

**createCardinalityRestraints(1,MaxDomain,Others).**

**createCardinalityRestraints(Val,MaxDomain,[Card|Others]):-**

**Card = Val-1,**

**NextVal #= Val+1,**

**createCardinalityRestraints(NextVal,MaxDomain,Others).**

**createCardinalityRestraints(DomainMax, Cardinality):-**

**createCardinalityRestraints(0,DomainMax,Cardinality).**

**%RESTRICTIONS**

**restrictLine(Vars, Max, Sum, false):-**

**createSolveArcs(Max,C,Arcs),**

**automaton(Vars, \_, Vars, [source(q0), sink(q2)], Arcs, [C], [0], [Sum]).**

**restrictLine(Vars, Max, Sum, true):-**

**createGenerateArcs(Max,C,Arcs),**

**automaton(Vars, \_, Vars, [source(q0), sink(q3)], Arcs, [C], [0], [Sum]).**

**restrictRows([],[],\_,\_,\_,\_).**

**restrictRows([Row|OtherRows], [Value|OtherValues], DiffValues, DomainMax, Cardinality, Generate):-**

**global\_cardinality(Row, Cardinality),**

**restrictLine(Row,DomainMax,Value,Generate),**

**restrictRows(OtherRows,OtherValues,DiffValues,DomainMax,Cardinality,Generate).**

**restrictColumns(Matrix, Values, DiffValues, DomainMax,Cardinality,Generate):-**

**restrictColumnsIdx(Matrix,1,Values,DiffValues,DomainMax,Cardinality,Generate).**

**restrictColumnsIdx(\_,\_,[\_|[]],\_,\_,\_,\_).**

**restrictColumnsIdx(Matrix, ColIndex, [Value|OtherValues], DiffValues, DomainMax, Cardinality, Generate):-**

**maplistelem(ColIndex,Matrix,Col),**

**global\_cardinality(Col,Cardinality),**

**restrictLine(Col,DomainMax,Value,Generate),**

**NextIdx #= ColIndex + 1,**

**restrictColumnsIdx(Matrix, NextIdx,OtherValues,DiffValues,DomainMax,Cardinality,Generate).**

**doppelblock(N,Rows,Columns,Generate,Res):-**

**createMatrix(N, 0, Matrix),**

**defNDomain(N,Matrix),**

**DiffValues #= N-1,**

**DomainMax #= N-2,**

**createCardinalityRestraints(DomainMax,Cardinality),**

**restrictRows(Matrix,Rows,DiffValues,DomainMax,Cardinality,Generate),**

**restrictColumns(Matrix,Columns,DiffValues,DomainMax,Cardinality,Generate),**

**reset\_timer,**

**labelMatrix(Matrix,Res).**

**- Ficheiro** *doppel.pl*

*--------------------------------------------------------------------------*

**createDoppel(Size,Rows,Columns,Doppel):-**

**Doppel = [Size,Rows,Columns,\_].**

**getDoppelMatrix(Doppel,Matrix):-**

**selectAtIndex(Doppel,4,Matrix).**

**getDoppelColumns(Doppel,Columns):-**

**selectAtIndex(Doppel,3,Columns).**

**getDoppelRows(Doppel,Rows):-**

**selectAtIndex(Doppel,2,Rows).**

**getDoppelSize(Doppel,Size):-**

**selectAtIndex(Doppel,1,Size).**

**- Ficheiro** *menu.pl*

*--------------------------------------------------------------------------*

**doppelblock:-**

**clearScreen,**

**mainMenu.**

**/\***

**\* MAIN MENU**

**\*/**

**mainMenu:-**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\*\*\*\*\*Doppelblock\*\*\*\*\*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\* \*'),nl,**

**write('\* Main Menu \*'),nl,**

**write('\* \*'),nl,**

**write('\* 1 - Play \*'),nl,**

**write('\* \*'),nl,**

**write('\* 0 - Exit \*'),nl,**

**write('\* \*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\*Option: \*'),nl,**

**readOption(Option),**

**write(Option),nl,**

**integer(Option), Option >= 0, Option < 2, !,**

**mainMenuOption(Option).**

**mainMenu:-**

**clearScreen,**

**write('Error: invalid input.'), nl,**

**mainMenu.**

**mainMenuOption(0):- !.**

**mainMenuOption(1):-**

**clearScreen,**

**playMenu.**

**/\***

**\* PLAY MENU**

**\*/**

**playMenu:-**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\*\*\*\*\*\*\*\*Doppelblock\*\*\*\*\*\*\*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\* \*'),nl,**

**write('\* Play Menu \*'),nl,**

**write('\* \*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\* \*'),nl,**

**write('\*Choose board size (4-8)\*'),nl,**

**write('\*Option: \*'),nl,**

**readOption(Size),**

**integer(Size), Size >= 4, Size < 9, !,**

**clearScreen,**

**rcMenu(Size).**

**playMenu:-**

**clearScreen,**

**write('Error: invalid input.'), nl,**

**playMenu.**

**/\***

**\* RC MENU**

**\*/**

**rcMenu(Size):-**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\*\*\*\*\*\*\*\*Doppelblock\*\*\*\*\*\*\*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\* \*'),nl,**

**write('\* Play Menu \*'),nl,**

**write('\* \*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\* \*'),nl,**

**write('\*Do you want to choose \*'),nl,**

**write('\*rows and columns sums? \*'),nl,**

**write('\*Option (1-yes 0-no): \*'),nl,**

**readOption(Option),**

**integer(Option), Option >= 0, Option < 2, !,**

**rcMenuOption(Option,Size).**

**rcMenu(Size):-**

**clearScreen,**

**write('Error: invalid input.'), nl,**

**rcMenu(Size).**

**rcMenuOption(0,Size):-**

**nl,nl,write('Generating...'),**

**getRandomDoppel(Size,Doppel),**

**clearScreen,**

**nl,write('Randomly generated puzzle: '),nl,nl,**

**solveMenu(Doppel).**

**rcMenuOption(1,Size):-**

**getRows(Rows,Size),**

**verifyInts(Rows),**

**verifySums(Rows,Size),**

**getCols(Cols,Size),**

**verifyInts(Cols),**

**verifySums(Cols,Size),!,**

**clearScreen,**

**nl, write('Selected puzzle: '), nl,nl,**

**createDoppel(Size,Rows,Cols,Doppel),**

**createClearMatrix(Size,Matrix),**

**printMatrix(Rows,Cols,Matrix),nl,**

**nl, write('Press Enter to solve'), nl,**

**waitForEnter,**

**waitForEnter,**

**solveMenuOption(1,Doppel).**

**rcMenuOption(1,Size):-**

**write('Error: array must have only integers less than the sum of all integers from 1 to Size-2.'),nl,**

**rcMenuOption(1,Size).**

**solveMenu(Doppel):-**

**getDoppelSize(Doppel,Size),**

**getDoppelRows(Doppel,Rows),**

**getDoppelColumns(Doppel,Columns),**

**createClearMatrix(Size,Matrix),**

**printMatrix(Rows,Columns,Matrix),nl,**

**nl,nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write('\* \*'),nl,**

**write('\* 1 - Solve \*'),nl,**

**write('\* 2 - Show solution \*'),nl,**

**write('\* \*'),nl,**

**write('\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**readOption(Option),**

**integer(Option), Option > 0, Option < 3, !,**

**solveMenuOption(Option,Doppel).**

**solveMenu(Doppel):-**

**clearScreen,**

**write('Error: invalid input.'), nl,**

**solveMenu(Doppel).**

**solveMenuOption(1,Doppel):-**

**getDoppelSize(Doppel,Size),**

**getDoppelRows(Doppel,Rows),**

**getDoppelColumns(Doppel,Columns),**

**nl, write('Solving...'),**

**doppelblock(Size,Rows,Columns,false,Matrix),**

**clearScreen,**

**printSolutionText,**

**printMatrixWithStats(Rows,Columns,Matrix),**

**nl, write('Press Enter to continue...'),**

**waitForEnter,**

**clearScreen,**

**mainMenu.**

**solveMenuOption(2,Doppel):-**

**getDoppelRows(Doppel,Rows),**

**getDoppelColumns(Doppel,Columns),**

**getDoppelMatrix(Doppel,Matrix),**

**clearScreen,**

**printSolutionText,**

**printMatrix(Rows,Columns,Matrix),**

**nl, write('Press Enter to continue...'),**

**waitForEnter,**

**clearScreen,**

**mainMenu.**

**printSolutionText:-**

**nl,nl,**

**write(' \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**write(' \* SOLUTION \*'),nl,**

**write(' \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*'),nl,**

**nl,nl,nl.**

**- Ficheiro** *utils.pl*

*--------------------------------------------------------------------------*

**:- dynamic(find\_n\_solution/1).**

**:- dynamic(find\_n\_counter/1).**

**%CONVERTS the list symbol to the board symbol**

**convert(0,'#').**

**convert(X,X).**

**%IF\_THEN\_ELSE**

**ite(If,Then,\_):- If, !, Then.**

**ite(\_,\_,Else):- Else.**

**%SELECT\_AT\_INDEX**

**selectAtIndex(List, Index, Elem):-**

**nth1(Index, List, Elem).**

**%SELECT\_POS**

**selectPos(State,X,Y,Elem):-**

**nth1(Y,State,Row),**

**nth1(X,Row,Elem).**

**%CLEAR\_SCREEN**

**clearScreen:-**

**write('\33\[2J').**

**%USER\_I/O**

**%CONVERT\_ASCII\_CODE\_TO\_NUMBER**

**codeToNumber(Code,Value):-**

**Value is Code-48 .**

**%READ\_STRING**

**readString([Char|OtherChars]):-**

**get\_code(Char),**

**ite(Char = 10, (OtherChars = [],true), readString(OtherChars)).**

**%READ\_MENU\_OPTION**

**readOption(Option):-**

**readString(String),**

**selectAtIndex(String,1,OptionCode),**

**codeToNumber(OptionCode,Option).**

**readArray(Array):-**

**read(Array).**

**getRows(Rows,Size):-**

**write('Rows sums ([R1,R2,R3,...]) '),**

**write('Size = '),write(Size),write(':'),nl,**

**readArray(Rows),**

**length(Rows, Size),!.**

**getRows(Rows,Size):-**

**write('Error: wrong array size.'), nl,**

**getRows(Rows,Size).**

**getCols(Cols,Size):-**

**write('Columns sums ([C1,C2,C3,...]) '),**

**write('Size = '),write(Size),write(':'),nl,**

**readArray(Cols),**

**length(Cols, Size),!.**

**getCols(Cols,Size):-**

**write('Error: wrong array size.'), nl,**

**getCols(Cols,Size).**

**verifyInts([]).**

**verifyInts([H|T]):-**

**integer(H),**

**verifyInts(T).**

**verifySums([],\_).**

**verifySums([H|T],Size):-**

**Sum is ((Size-2)\*(Size-1)/2),**

**H =< Sum,**

**verifySums(T,Size).**

**%WAIT\_FOR\_ENTER**

**waitForEnter:-**

**readString(\_).**

**%PRINT\_MATRIX**

**printVal(X):-**

**X < 10,**

**write(X),write(' ').**

**printVal(X):-**

**write(X),write(' ').**

**printColumns(Columns):-**

**write(' '),**

**maplist(printVal,Columns), nl.**

**printBorderTimes(\_, Times, Times).**

**printBorderTimes(Separator, Curr, Times):-**

**write(Separator),**

**Next is Curr+1,**

**printBorderTimes(Separator, Next, Times).**

**printBorder(Init, Separator, Times):-**

**write(Init),**

**printBorderTimes(Separator, 0, Times),**

**nl.**

**p\_m([],\_).**

**p\_m([L|T],[Row|Rows]):-**

**printVal(Row),**

**proper\_length(L,Length),**

**p\_l(L,Length),**

**p\_m(T,Rows).**

**p\_l([C|[]],Length):- convert(C,S),write('| '), write(S), write(' |'), nl, printBorder(' |','\_\_\_|',Length).**

**p\_l([C|T],Length):- convert(C,S),write('| '), write(S), write(' '), p\_l(T,Length).**

**printMatrix(Rows,Columns,Matrix):-**

**proper\_length(Matrix,Length),**

**printColumns(Columns),**

**printBorder(' ', '\_\_\_ ',Length),**

**p\_m(Matrix,Rows),!.**

**printMatrixWithStats(Rows,Columns,Matrix):-**

**printMatrix(Rows,Columns,Matrix),**

**print\_time,**

**fd\_statistics.**

**%STATISTICS**

**reset\_timer :- statistics(walltime,\_).**

**print\_time :-**

**statistics(walltime,[\_,T]),**

**TS is ((T//10)\*10)/1000,**

**nl, write('Time: '), write(TS), write('s'), nl, nl.**

**%CREATE\_CLEAR\_MATRIX**

**clearVal(X):-**

**X = ' '.**

**clearLine(N,Line):-**

**length(Line, N),**

**maplist(clearVal,Line).**

**createClearMatrix(N,Matrix):-**

**length(Matrix,N),**

**maplist(clearLine(N), Matrix).**

**%MAP\_LIST\_ELEM**

**maplistelem(Pos, Xs, Ys) :-**

**( foreach(X,Xs),**

**foreach(Y,Ys),**

**param(element)**

**do call(element, Pos, X, Y)**

**).**

**%FIND\_N\_SOLUTIONS**

**find\_n(N, Filter, Term, Goal, Solutions) :-**

**( set\_find\_n\_counter(N),**

**retractall(find\_n\_solution(\_)),**

**once((**

**call(Goal),**

**dec\_find\_n\_counter(M),**

**/\*write(M),nl,\*/**

**Sol is mod(M,Filter),**

**ite(Sol == 0,**

**assertz(find\_n\_solution(Term)),**

**true**

**),**

**M =:= 0**

**)),**

**fail**

**; findall(Solution, retract(find\_n\_solution(Solution)), Solutions)**

**).**

**set\_find\_n\_counter(N) :-**

**retractall(find\_n\_counter(\_)),**

**assertz(find\_n\_counter(N)).**

**dec\_find\_n\_counter(M) :-**

**retract(find\_n\_counter(N)),**

**M is N - 1,**

**assertz(find\_n\_counter(M)).**