**LÝ THUYẾT ĐỒ THỊ**

|  |  |
| --- | --- |
| **// List**  typedef struct {  int data[100];  int size;  }List;  void makenullList(List \*pL){  pL->size = 0;  }  int empty\_List(List \*pL){  return pL->size == 0;  }  void push\_back(List \*pL, int x){  pL->data[pL->size++] = x;  }  int element\_at(List \*pL, int i){  return pL->data[i-1];  }  **// Queue**  typedef struct {  int data[100];  int front, rear;  }Queue;  void make\_null\_Queue(Queue \*pQ){  pQ->front = 0;  pQ->rear = -1;  }  int empty\_Queue(Queue \*pQ){  return ( pQ->front > pQ->rear);  }  void enQueue(Queue \*pQ, int x){  pQ->data[++pQ->rear] = x;  }  void deQueue(Queue \*pQ){  pQ->front++;  }  int Front(Queue \*pQ){  return pQ->data[pQ->front];  **}**  // **DFS**  void DFS(Graph \*pG, int s){  Stack S;  int v;  make\_null\_stack(&S);  push(&S, s);  while( !empty(&S) ){  int u;  u = top(&S); pop(&S);  if( mark[u] != 0 )  continue;  printf("%d\n", u);  mark[u] = 1;  for( v = pG->n; v >=1 ; v--)  if(adjacent(pG, u, v))  push(&S, v);  }  }  **/ Kiểm tra đồ thị vô hướng phân đôi**  #define NO\_COLOR 0 #define BLUE 1  #define RED 2 int color[100], conflict;  void colorize(Graph \*pG, int u, int c){  color[u] = c;  for(int v=1; v<=pG->n; v++)  if(adjacent(pG, u, v)) {  if(color[v] == NO\_COLOR)  colorize(pG, v, 3-c);  else if(color[v] == color[u]){  conflict = 1; }  }  int main(){  for(int j=1; j<=n; j++)  if(color[j] == NO\_COLOR)  colorize(&G, j, NO\_COLOR);  if(conflict==1)  printf("NO");  else  printf("YES");  return 0;  }  **// Chuyển Mê Cung Số => MT đỉnh - đỉnh**  Graph G;  init\_graph(&G, n\*m);  int di[] = {-1, 1, 0, 0};  int dj[] = {0, 0, -1, 1};  int u, v, k, ii, jj;  for(i = 0; i < m; i++)  for(j = 0; j < n; j++){  u = (i\*n + j) + 1;  for(k = 0; k <= 3; k++){  ii = i + di[k];  jj = j + dj[k];  if( ii >= 0 && ii < m && jj >= 0 && jj < n){  v = ii\*n + jj + 1;  add\_edge(&G, u, v, A[(v-1)/n][(v-1)%n]);  }  }  }  **// Bellman\_Ford**  int pi[MAXN], p[MAXN], negative\_cycle = 0;  void BellmanFord(Graph \*pG, int s){  int it, k, u, v, w;  for(u = 1; u <= pG->n; u++){  pi[u] = oo;  p[u] = 0;  }  pi[s] = 0;  p[s] = -1;  for(it = 1; it < pG->n; it++){  for(k = 0; k < pG->m; k++){  u = pG->edges[k].u;  v = pG->edges[k].v;  w = pG->edges[k].w;  if(pi[u] == oo)  continue;  if(pi[u] + w < pi[v]){  pi[v] = pi[u] + w;  p[v] = u;  }  }  }  for(k = 0; k < pG->m; k++){  u = pG->edges[k].u;  v = pG->edges[k].v;  w = pG->edges[k].w;  if(pi[u] == oo) continue;  if(pi[u] + w < pi[v]){  negative\_cycle = 1;  return;  }  }  }  }  for(v = 1; v <= pG->n; v++){  pi[u][v] = oo;  next[u][v] = -1;  }  pi[u][u] = 0;  }  for(u = 1; u <= pG->n; u++){  for(v = 1; v <= pG->n; v++){  if(pG->W[u][v] != NOEDGE){  pi[u][v] = pG->W[u][v];  next[u][v] = v;  }  }  }  for(k = 1; k <= pG->n; k++){  for(u = 1; u <= pG->n; u++){  for(v = 1; v <= pG->n; v++){  if(pi[u][k] != oo && pi[k][v] != oo &&  pi[u][k] + pi[k][v] < pi[u][v]) {  pi[u][v] = pi[u][k] + pi[k][v];  next[u][v] = next[u][k];  }  }  }  }  for(u = 1; u <= pG->n; u++){  if(pi[u][u] < 0){  negative\_cycle = 1;  break;  }  }  } | **// Stack**  typedef struct {  int data[100];  int top\_idx;  }Stack;  void make\_null\_stack(Stack \*pS){  pS->top\_idx = -1;  }  void push(Stack \*pS,int u){  pS->data[++pS->top\_idx]=u;  }  int top(Stack \*pS){  return pS->data[pS->top\_idx];  }  void pop(Stack \*pS){  pS->top\_idx--;  }  int empty(Stack \*pS){  return (pS->top\_idx == -1);  }  // **BFS**  void BFS(Graph \*pG, int s){  Queue Q;  make\_null\_Queue(&Q);  (&Q, s);  while( !empty(&Q) ){  int u = front(&Q);  deQueue(&Q);  if( mark[u] != 0)  continue;  printf("%d\n", u);  mark[u] = 1;  (int v = 1; v <= pG->n; v++){  if( adjacent(pG, u, v) )  enQueue(&Q, v);  }  }  }  **// Kiểm tra đồ thị chứa chu trình**  #define White 0  #define Gray 1  #define Black 2  int color[Max\_M];  int has\_circle, v;  void DFS(Graph \*pG, int u){  color[u] = Gray;  for(v = 1; v <= pG->n; v++){  if( adjacent(pG, u, v)){  if( color[v] == White)  DFS(pG, v);  else if( color[v] == Gray)  has\_circle = 1;  }  }  color[u] = Black;  }  **// SCC ( Tarjan)**  int num[100], min\_num[100], on\_stack[100], k;  Stack S;  void SCC(Graph \*pG, int u){  num[u] = k;  min\_num[u] = k;  k++;  push(&S, u);  on\_stack[u] = 1;  for(int v = 1; v <= pG->n; v++){  if(adjacent(pG, u, v)){  if(num[v] < 0){  SCC(pG, v);  min\_num[u] = min(min\_num[u], min\_num[v]);  }else if( on\_stack[v] ){  min\_num[u] = min(min\_num[u], num[v]);  }  }else;  }  if(num[u] == min\_num[u]){  int w;  do{  w = top(&S);  pop(&S);  on\_stack[w] = 0;  }while(w!=u);  }  }  int main(){  for( int i = 1; i <= n; i++){  num[i] = -1;  min\_num[i] = 0;  on\_stack[i] = 0;  }  k = 1;  Makenull\_Stack( &S);  }  // **MooreDijkstra**  #include “limits.h”  #define oo INT\_MAX  void MooreDijkstra(Graph \*pG, int s){  int u, v, it;  for(u = 1; u <= pG->n; u++){  pi[u] = oo;  mark[u] = 0;  }  p[s] = -1;  pi[s] = 0;  for(it = 1; it < pG->n; it++){  int j, min\_pi = oo;  for(j = 1; j <= pG->n; j++)  if(mark[j] == 0 && pi[j] < min\_pi){  min\_pi = pi[j];  u = j;  }  }  mark[u] = 1;  for(v=1; v<=pG->n; v++){  if(pG->W[u][v]!=-1 && mark[v] == 0){  int p = pi[u] + pG->W[u][v];  if( p < pi[v]){  pi[v] = p;  p[v] = u;  }  }  }  }  **// Đường đi ngắn nhất từ s đến t**  #include <stdio.h>  #define Max 100  typedef struct{  int n,m;  int A[Max][Max];  }Graph;  void init\_graph(Graph \*pG, int n){  int i,j;  pG->n=n;  for(i=1;i<=pG->n;i++){  for(j=1;j<=pG->n;j++){  pG->A[i][j]=0;  }  }  }  void add\_edge(Graph \*pG, int u, int v){  pG->A[u][v]+=1;  pG->A[v][u]+=1;  }  int adjacent(Graph \*pG, int u, int v){  if((pG->A[u][v]!=0) && (pG->A[v][u]!=0)) return 1;  return 0;  }  int main(){  Graph G;  int i,m,n,u,v;  freopen("test.txt","r",stdin);  scanf("%d%d",&n,&m);  init\_graph(&G,n);  for(i=1;i<=m;i++){  scanf("%d%d",&u,&v);  add\_edge(&G,u,v);  }  return 0;  }  **// Floy\_Warshall**  int pi[MAXN][MAXN], next[MAXN][MAXN],  negative\_cycle = 0;  void FloyWarshall(Graph \*pG){  int u, v, k;  for(u = 1; u <= pG->n; u++){  **Danh Sách Cung (DSC)**  Add edge() nâng cao:  void add\_edge(Graph \*pG, int u, int v) {  if((u >= 1) & (u <= pG->n )& (v >= 1 ) & (v <=pG->n ) || u==v) {  pG->edges[pG->m].u = u;  pG->edges[pG->m].v = v;  pG->m++;  }  } |

|  |  |
| --- | --- |
| **Danh Sách Cung (DSC)** | **Ma Trận Kề** |
| //ds duyet  #include<stdio.h>  #define MAX 500  typedef struct{  int u,v;  }Edge;  typedef struct{  int n,m;  Edge A[MAX];  }Graph;  //khoi tao  void init(Graph \*G, int n){  G->n=n;  G->m=0;  }  //them cung  void add(Graph \*G, int u, int v){  G->A[G->m].u=u;  G->A[G->m].v=v;  G->m++;  }  //ke  int adj(Graph \*G, int u, int v){  for(int i=0;i<G->m;i++)  if((G->A[i].u==u && G->A[i].v==v) ||  (G->A[i].u==v && G->A[i].v==u))  return 1;  return 0;    }  //bac  int bac(Graph \*G, int x){  int count=0;  for(int i=0; i<G->m;i++){  if(G->A[i].u==x)  count++;  if(G->A[i].v==x)  count++;  }  return count;  }  int main(){  Graph G;  int n,m,u,v;  freopen("dothi.txt", "r", stdin);  scanf("%d %d", &n, &m);  init(&G, n);  printf("n = %d, m = %d\n", G.n, G.m);  //them cung  for(int i=0;i<m;i++){  scanf("%d %d", &u, &v);  add(&G, u,v);  }  //in cung  for(int j=0;j<G.m;j++){  printf("%d %d\n", G.A[j].u, G.A[j].v);  }  //ke  printf("Danh sach ke:\n");  for (int j = 1; j <= n; j++) {  printf("Ke voi dinh %d: ", j);    for (int k = 1; k <= n; k++) {  if (j != k && adj(&G, j, k)) {  printf("%d ", k);  }  }  printf("\n");  }  //bac  for(int h=1;h<=G.n;h++){  printf("bac(%d) la: %d\n", h, bac(&G,h));  }  }  **Ma trận đỉnh - cung**  #include <stdio.h>  #define max\_n 100  #define max\_m 500  typedef struct {  int n, m;  int A[max\_n][max\_m]; //ma tran lien thuoc  } Graph;  //khoi tao  void khoitao(Graph \*G, int n, int m) {  G->n = n;  G->m = m;  for (int i = 1; i <= n; i++) {  for (int j = 1; j <= m; j++) {  G->A[i][j] = 0;  }  }  }  //them cung  void add(Graph \*G, int u, int v, int e) {  G->A[u][e]++;  G->A[v][e]++;  }  //kt ke  int adj(Graph \*G, int u, int v) {  for (int i = 1; i <= G->m; i++) {  if (G->A[u][i] > 0 && G->A[v][i] >0)  return 1;  return 0;  }  }  //tinh bac  int degree(Graph \*G, int u) {  int dem = 0;  for (int i = 1; i <= G->m; i++) {  //if (G->A[u][i] == 1)  dem+=G->A[u][i];  }  return dem ;  }  int main() {  Graph G;  int n, m,u, v;  freopen("dothi.txt","r", stdin);  //printf("Nhap so dinh n va so cung m: ");  scanf("%d%d", &n, &m);  khoitao(&G, n, m);  //Thêm các cung  for (int i = 1; i <= m; i++) {  // int ;  // printf("Nhap cung thu %d (u, v): ", i);  scanf("%d%d", &u, &v);  add(&G, u, v, i);  }  // In ma tr?n k?  printf("\nMa tran ke:\n");  for (int i = 1; i <= n; i++) {  for (int j = 1; j <= m; j++) {  printf("%d ", G.A[i][j]);  }  printf("\n");  }  // In các d?nh k?  printf("\nCac dinh ke:\n");  for (int i = 1; i <= n; i++) {  printf("Cac dinh ke cua dinh %d: ", i);  for (int j = 1; j <= m; j++) {  if (G.A[i][j] > 0) {  // Tìm d?nh k? b?ng cách l?y ch? s? u ho?c v c?a cung  int u = 0, v = 0;  for (int k = 1; k <= n; k++) {  if (G.A[k][j] == 1 && u == 0)  u = k;  else if (G.A[k][j] == 1 && v == 0)  v = k;  }  if (u == v && u == i) {  printf("%d ", i); // In ra d?nh t? k?  } else {  printf("%d ", (u == i) ? v : u); // In ra d?nh k?  }  }  }  printf("\n");  }  // Tính b?c c?a m?t d?nh  for (int i = 1; i <= G.n; i++) {  printf("bac(%d): %d\n", i,degree(&G,i));  }  return 0;  } | #include<stdio.h>  #define max 100  typedef struct{  int n,m;  int A[max][max];  }Graph;  //DON DO THI VO HUONG  //khoi tao  void khoitao(Graph \*G, int n){  G->n=n;  G->m=0;  for(int i=0;i<n;i++){  for(int j=0;j<n;j++){  G->A[i][j]=0;  }  }  }  //them cung  void add\_vh(Graph \*G, int u, int v){  G->A[u][v]=1;  G->A[v][u]=1;  G->m++;  }  //DO THI VO HUONG ->CUNG, KHUYEN  //them cung  void add\_vh\_cung(Graph \*G, int u, int v){  G->A[u][v]++;  if(u!=v)  G->A[v][u]++;  G->m++;  }  //tinh bac  int bac\_vh\_cunh(Graph \*G, int u){  int dem=0;  for(int i=1;i<=G->n;i++){  dem = dem+ G->A[u][i];  }  return dem + G->A[u][u];  }  //tinh so cung  int edgeCount(Graph\* G) {  int count = 0;  // Duy?t qua ma tr?n d?nh - d?nh và d?m s? cung  for (int i = 0; i < G->n; i++) {  for (int j = i; j < G->n; j++) { // B?t d?u t? i d? tránh tính cung trùng l?p  count += G->A[i][j]; // Tang count lên b?ng giá tr? c?a m?i ph?n t? trong ma tr?n  }  }  // Tr? v? count  return count;  }  //dinh ke theo chieu tang dan  void ke\_vh\_cung(Graph \*G, int u){  printf("ke %d: ", u);  for(int i=1;i<=G->n;i++){  if(G->A[u][i]>=1){  printf("%d ", i);  }  }  printf("\n");  }  //DO THI CO HUONG  //them cung  void add\_ch(Graph \*G, int u, int v){  G->A[u][v]=1;  G->m++;  }  //DO THI CO HUONG-> CUNG, KHUYEN  //them cung  void add\_ch\_cung(Graph \*G, int u, int v){  G->A[u][v]++;  G->m++;  }  //tinh bac tong trong + ngoai  int bac\_ch\_cung(Graph \*G, int u){  int bac=0;  for(int i=1;i<=G->n;i++){  bac+= G->A[u][i]+ G->A[i][u];  }  return bac;  }  //bac trong ->A  int bac\_trong(Graph \*G, int u){  int bac=0;  for(int i=1;i<=G->n;i++){  bac+=G->A[i][u];  }  return bac;  }  //bac ngoai A->  int bac\_ngoai(Graph \*G, int u){  int bac=0;  for(int i=1;i<=G->n;i++){  bac+=G->A[u][i];  }  return bac;  }  //dinh ke  void ke\_ch\_cung(Graph \*G, int u){  printf("ke %d: ",u);  for(int i=1;i<=G->n;i++){  if(G->A[u][i]>=1){  printf("%d ", i);  }  }  printf("\n");  }  int main(){  Graph G;  // int n,m,u,v;  freopen("dothi.txt", "r", stdin);  /\* scanf("%d %d", &n, &m);  khoitao(&G, n);  //doc cung  for(int i=1;i<=m;i++){  scanf("%d %d", &u,&v);  add\_vh\_cung(&G,u,v);  }  //in ma tran  printf("ma tran ke:\n");  for(int k=1;k<=n;k++){  for(int l=1;l<=n;l++){  printf("%d ", G.A[k][l]);  }  printf("\n");  }  //in bac  for(int b=1;b<=n;b++){  printf("bac tong(%d)= %d\n", b, bac\_vh\_cunh(&G,b));  }  printf("\*\*\*\*\*\*\*\*\n");  //bac trong  for(int b=1;b<=n;b++){  printf("bac trong(%d)= %d\n", b, bac\_trong(&G,b));  }  printf("\*\*\*\*\*\*\*\*\n");  //bac ngoai  for(int b=1;b<=n;b++){  printf("bac ngoai(%d)= %d\n", b, bac\_ngoai(&G,b));  }  //ke  for(int i=1;i<=n;i++){  ke\_vh\_cung(&G, i);  }\*/  //dem so cung  scanf("%d", &G.n);  int i, j;  for (i = 1; i <= G.n; i++)  for (j = 1; j <= G.n; j++) {  scanf("%d", &G.A[i][j]);  }  printf("so cung do thi: %d\n", edgeCount(&G));  return 0;  } |

![](data:image/png;base64,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)

int adjacent(Graph \*pG, int u, int v) {

int i;

for (i = 0; i < pG->m; i++) {

if ((pG->edges[i].u == u && pG->edges[i].v == v)) {

return 1; // Đỉnh u kề với đỉnh v

}

}

return 0; // Không có kề

}

**Câu 2: Viết chương trình đọc một đồ thị vô hướng liên thông và tìm cây khung có trọng số nhỏ nhất bằng [thuật toán Prim](https://else.ctu.edu.vn/mod/page/view.php?id=8078" \o "Thuật toán Prim).**

- Đầu vào (Input)

Dữ liệu đầu vào được nhập từ bàn phím với định dạng

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số đỉnh và số cung.

m dòng tiếp theo mỗi dòng chứa 3 số nguyên u, v, w mô tả cung (u, v) có trọng số w.

- Đầu ra (Output)

In ra màn hình theo định dạng sau:

#include <stdio.h>

#include <limits.h>

#define MAX\_LENGTH 100

#define MAX\_VERTICES 100

#define MAX\_EDGES 500

typedef struct {

int u, v, w;

} Edge;

typedef struct {

int n, m;

int A[MAX\_VERTICES][MAX\_VERTICES];

} Graph;

void init\_graph(Graph \*G, int n) {

G->n = n;

int i, j;

for (i = 1; i <= n; i++)

for (j = 0; j < n; j++)

G->A[i][j] = 0;

}

void add\_edge(Graph \*G, int x, int y, int w) {

G->A[x][y] += w;

G->A[y][x] += w;

}

void swap(Edge \*a, Edge \*b) {

Edge t;

t = \*a;

\*a = \*b;

\*b = t;

}

int nho\_hon(Edge a, Edge b) {

if ((a.u < b.u) || ((a.u == b.u) && (a.v < b.v)))

return 1;

return 0;

}

void bubble\_sort(Edge e[], int n) {

int i, j;

for (i = 0; i <= n - 1; i++)

for (j = n - 1; j > i; j--)

if (nho\_hon(e[j], e[j - 1]))

swap(&e[j], &e[j - 1]);

}

typedef struct {

int data[MAX\_LENGTH];

int size;

} List;

void make\_null\_list(List \*L) {

L->size = 0;

}

int empty\_list(List L) {

return L.size == 0;

}

void push\_back(List \*L, int x) {

L->data[L->size] = x;

L->size++;

}

int element\_at(List \*L, int i) {

return L->data[i - 1];

}

int distancefrom(int u, List L, Graph G) {

int min\_dist = INT\_MAX;

int min\_v = -1;

int i;

for (i = 1; i <= L.size; i++) {

int v = element\_at(&L, i);

if (G.A[u][v] != 0 && min\_dist > G.A[u][v]) {

min\_dist = G.A[u][v];

min\_v = v;

}

}

return min\_v;

}

int check(List L, int x) {

int i;

for (i = 1; i <= L.size; i++)

if (x == element\_at(&L, i))

return 1;

return 0;

}

Edge edges[100];

int dem = 0;

int mark[100];

int prim(Graph G, Graph T) {

init\_graph(&T, G.n);

List L;

make\_null\_list(&L);

int u, i, sum\_w = 0;

for (i = 1; i < G.n; i++)

mark[i] = 0;

push\_back(&L, 1);

mark[1] = 1;

for (i = 1; i < G.n; i++) {

int min\_dist = INT\_MAX, min\_u, min\_v;

for (u = 1; u <= G.n; u++)

if (mark[u] == 0) {

int v = distancefrom(u, L, G);

if (v != -1 && G.A[u][v] < min\_dist) {

min\_dist = G.A[u][v];

min\_u = u;

min\_v = v;

edges[dem].u = v;

edges[dem].v = u;

edges[dem].w = min\_dist;

dem++;

}

}

push\_back(&L, min\_u);

mark[min\_u] = 1;

add\_edge(&T, min\_u, min\_v, min\_dist);

sum\_w += min\_dist;

}

return sum\_w;

}

int main() {

Graph G, T;

int n, m, u, v, w, i;

// freopen("dothi.txt", "r", stdin);

scanf("%d%d", &n, &m);

init\_graph(&G, n);

for (i = 0; i < m; i++) {

scanf("%d%d%d", &u, &v, &w);

add\_edge(&G, u, v, w);

}

int sum\_w = prim(G, T);

printf("%d\n", sum\_w);

bubble\_sort(edges, dem);

for (i = 0; i < dem; i++)

printf("%d %d %d\n", edges[i].u, edges[i].v, edges[i].w);

return 0;

}

**Câu 4: Cho cấu trúc dữ liệu đồ thị Graph được cài đặt bằng phương pháp "Ma trận kề" dùng để lưu trữ các đồ thị có hướng (có thể chứa đa cung và chứa khuyên).**

#define MAX\_N 100typedef struct {

int n, m;

int A[MAX\_N][MAX\_N];

} Graph;

Viết hàm int indegree(Graph \*pG, int u) để tính bậc vào của đỉnh theo mẫu (prototype):

**int indegree(Graph \*pG, int u){**

**int bac=0;**

**for(int i=1;i<=pG->n;i++){**

**bac+= pG->A[i][u];**

**}**

**return bac;**

**}**

**Câu 5: Cho cấu trúc dữ liệu đồ thị Graph được cài đặt bằng phương pháp "Danh sách cung" như sau:**

typedef struct  {  
 int u, v;  
} Edge;  
typedef struct {  
 int n, m;  
 Edge edges[MAX\_M];  
} Graph;

Các cung được lưu trong danh sách edges với chỉ số từ 0, 1, 2, ..., m-1

Hàm khởi tạo đồ thị:

void init\_graph(Graph \*pG, int n){

pG->n = n;

pG->m = 0;

}

Viết hàm add\_edge(Graph \*pG, int u, int v) để thêm cung (u, v) vào đồ thị pG theo mẫu (prototype):

**void add\_edge(Graph \*pG, int u, int v) {**

**//Đưa cung (u, v) vào edges**

**pG->edges[pG->m].u = u;**

**pG->edges[pG->m].v = v;**

**//Tăng số cung lên 1**

**pG->m++;**

**}**

**Câu 6: Viết chương trình tìm luồng cực đại trên mạng bằng thuật toán Ford - Fulkerson (duyệt theo chiều rộng).**

- Đầu vào (Input)

Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số đỉnh và số cung.

m dòng tiếp theo mỗi dòng chứa 3 số nguyên u, v, w mô tả cung (u, v) có trọng số w.

- Đầu ra (Output)

In ra màn hình theo định dạng sau: Max flow: f với f là giá trị luồng cực đại

|  |  |
| --- | --- |
| #include <stdio.h>  #include <stdlib.h>  typedef int ElementType;  typedef struct Node {  ElementType Data;  struct Node \*Next;  } Node;  typedef struct {  Node \*Front, \*Rear;  } Queue;  void make\_null\_queue (Queue \*pQ){  Node \*Header = (Node\*)malloc(sizeof(Node));  Header->Next = NULL;  pQ->Front = Header;  pQ->Rear = Header;  }  void enqueue (Queue \*pQ, ElementType x){  pQ->Rear->Next = (Node\*)malloc (sizeof (Node));  pQ->Rear = pQ->Rear->Next;  pQ->Rear->Data = x;  pQ->Rear->Next = NULL;  }  ElementType dequeue (Queue \*pQ){  Node \*Temp;  Temp = pQ->Front;  pQ->Front = pQ->Front->Next;  free(Temp);  return pQ->Front->Data;  }  #define MAX\_N 100  #define NO\_EDGE 0  #define oo 1e9  typedef struct {  int d, p, s;  } label;  typedef struct {  int n;  int C[MAX\_N][MAX\_N], F[MAX\_N][MAX\_N];  } Graph;  void init\_graph(Graph \*G, int n){  G->n = n;  for(int u = 1; u <= n; u++){  for(int v = 1; v <= n; v++){  G->C[u][v] = NO\_EDGE;  }  }  }  void read\_graph(Graph \*G){  int n, m;  scanf("%d %d", &n, &m);  init\_graph(G, n);  for(int i = 0; i <= m; i++){  int u, v, c;  scanf("%d %d %d", &u, &v, &c);  G->C[u][v] = c;  }  }  label lb[MAX\_N];  void reset(Graph \*G){  for(int u = 1; u <= G->n; u++){  for(int v = 1; v <= G->n; v++){  G->F[u][v] = 0;  }  }  }  int min(int a, int b){  return a < b ? a : b;  } | int edmonds\_karp(Graph \*G, int s, int t){  for(int u = 1; u <= G->n; u++)  lb[u].d = 0;  lb[s].d = 1;  lb[s].p = s;  lb[s].s = oo;  Queue Q;  make\_null\_queue(&Q);  enqueue(&Q, s);  while(Q.Front != Q.Rear) {  int u = dequeue(&Q);  for(int v = 1; v <= G->n; v++){  if(G->C[u][v] != NO\_EDGE && !lb[v].d && G->F[u][v] < G->C[u][v]){  lb[v].d = 1;  lb[v].p = u;  lb[v].s = min(lb[u].s, G->C[u][v] - G->F[u][v]);  enqueue(&Q, v);  }  }  for(int x = 1; x <= G->n; x++){  if(G->C[x][u] != NO\_EDGE && !lb[x].d && G->F[x][u]){  lb[x].d = 1;  lb[x].p = u;  lb[x].s = min(lb[u].s, G->F[x][u]);  enqueue(&Q, x);  }  }  if (lb[t].d) return 1;  }  return 0;  }  int ford\_fullkerson(Graph \*G, int s, int t){  reset(G);  int max\_flow = 0;  while(edmonds\_karp(G, s, t)){  int sigma = lb[t].s, u = t;  while(u != s){  int p = lb[u].p;  if(lb[u].d > 0)  G->F[p][u] += sigma;  if(lb[u].d < 0)  G->F[u][p] -= sigma;  u = p;  }  max\_flow += sigma;  }  return max\_flow;  }  int main(){  Graph G;  read\_graph(&G);  printf("Max flow: %d\n", ford\_fullkerson(&G, 1, G.n));  printf("X0: ");  for(int u = 1; u <= G.n; u++){  if(lb[u].d)  printf("%d ", u);  }  printf("\nY0: ");  for(int u = 1; u <= G.n; u++){  if(!lb[u].d)  printf("%d ", u);  }  } |

**Câu 7: Cho đồ thị G = <V, E> vô hướng, liên thông và có trọng số. Viết chương trình tìm cách xoá một số cung của G sao cho G vẫn còn liên thông và tổng trọng số của các cung bị xoá là lớn nhất.**

- Đầu vào

Dữ liệu đầu vào được nhập từ bàn phím với định dạng

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số đỉnh và số cung.

m dòng tiếp theo mỗi dòng chứa 3 số nguyên u, v, w mô tả cung (u, v) có trọng số w.

- Đầu ra

In ra màn hình tổng trọng số của các cung bị xoá.

#include <stdio.h>

#include <stdlib.h>

// Định nghĩa cấu trúc Edge để biểu diễn cung trong đồ thị

typedef struct {

int u, v, w; // Đỉnh u và v kết nối bởi cung có trọng số w

} Edge;

// Hàm so sánh hai cung dựa trên trọng số

int compare(const void \*a, const void \*b) {

return ((Edge \*)a)->w - ((Edge \*)b)->w;

}

// Hàm tìm đỉnh gốc của tập hợp chứa đỉnh u

int find(int parent[], int u) {

if (parent[u] != u) {

parent[u] = find(parent, parent[u]);

}

return parent[u];

}

// Hàm kết hợp hai tập hợp chứa u và v

void unionSet(int parent[], int rank[], int u, int v) {

int rootU = find(parent, u);

int rootV = find(parent, v);

if (rootU != rootV) {

if (rank[rootU] < rank[rootV]) {

parent[rootU] = rootV;

} else if (rank[rootU] > rank[rootV]) {

parent[rootV] = rootU;

} else {

parent[rootV] = rootU;

rank[rootU]++;

}

}

}

// Hàm tính tổng trọng số của các cung bị xoá

int maxRemovedEdgesWeight(Edge edges[], int n, int m) {

int \*parent = (int \*)malloc((n + 1) \* sizeof(int));

int \*rank = (int \*)calloc((n + 1), sizeof(int));

int minSpanningTreeWeight = 0;

// Khởi tạo parent ban đầu

for (int i = 1; i <= n; i++) {

parent[i] = i;

}

// Sắp xếp các cung theo trọng số tăng dần

qsort(edges, m, sizeof(Edge), compare);

// Tìm cây khung nhỏ nhất và tính tổng trọng số của cây khung nhỏ nhất

for (int i = 0; i < m; i++) {

Edge edge = edges[i];

int rootU = find(parent, edge.u);

int rootV = find(parent, edge.v);

if (rootU != rootV) {

minSpanningTreeWeight += edge.w;

unionSet(parent, rank, rootU, rootV);

}

}

// Tính tổng trọng số của các cung bị xoá

int removedEdgesWeight = 0;

for (int i = 0; i < m; i++) {

removedEdgesWeight += edges[i].w;

}

removedEdgesWeight -= minSpanningTreeWeight;

free(parent);

free(rank);

return removedEdgesWeight;

}

int main() {

int n, m;

scanf("%d %d", &n, &m);

// Khởi tạo mảng lưu trữ các cung

Edge \*edges = (Edge \*)malloc(m \* sizeof(Edge));

// Đọc các cung và trọng số từ bàn phím

for (int i = 0; i < m; i++) {

scanf("%d %d %d", &edges[i].u, &edges[i].v, &edges[i].w);

}

// Tính tổng trọng số của các cung bị xoá

int totalRemovedEdgesWeight = maxRemovedEdgesWeight(edges, n, m);

// In kết quả ra màn hình

printf("%d\n", totalRemovedEdgesWeight);

// Giải phóng bộ nhớ

free(edges);

return 0;

}

Câu 8: Viết chương trình đọc vào một đồ thị có hướng không chu trình G, in các đỉnh của G ra màn hình theo thứ tự topo. Nếu có nhiều thứ tự topo, in một thứ tự bất kỳ.

- Đầu vào (Input)

Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số đỉnh và số cung.

m dòng tiếp theo mỗi dòng chứa 2 số nguyên u, v mô tả cung (u, v).

- Đầu ra (Output)

In các đỉnh ra màn hình theo thứ tự topo. In các đỉnh trên một dòng, cách nhau 1 khoảng trắng.

**Gợi ý**

Ngoài giải thuật sắp xếp topo dựa trên phương pháp duyệt theo chiều rộng, ta cũng có thể sắp xếp topo dựa trên duyệt theo chiều sâu.

|  |  |
| --- | --- |
| #include <stdio.h>  #include <stdlib.h>  #define MAX\_VERTEXES 100  typedef struct {  int data[MAX\_VERTEXES];  int size;  } List;  typedef struct {  int n;  int A[MAX\_VERTEXES][MAX\_VERTEXES];  } Graph;  void make\_null\_list(List \*list) {  list->size = 0;  }  void push\_back(List \*list, int x) {  list->data[list->size] = x;  list->size++;  }  int empty\_list(List list) {  return list.size == 0;  }  void init\_graph(Graph \*G, int n) {  G->n = n;  int i, j;  for (i = 1; i <= n; i++)  for (j = 1; j <= n; j++)  G->A[i][j] = 0;  }  void add\_edge(Graph \*G, int x, int y) {  G->A[x][y] = 1;  } | int mark[MAX\_VERTEXES];  void dfs(Graph \*G, int u, List \*L) {  mark[u] = 1;  int v;  for (v = 1; v <= G->n; v++)  if (G->A[u][v] && mark[v] == 0)  dfs(G, v, L);  push\_back(L, u);  }  void topo\_sort(Graph \*G, List \*L) {  make\_null\_list(L);  int u;  for (u = 1; u <= G->n; u++)  mark[u] = 0;  for (u = 1; u <= G->n; u++)  if (mark[u] == 0)  dfs(G, u, L);  }  int main() {  //freopen("input.txt", "r", stdin);  Graph G;  int n, m, u, v;  scanf("%d%d", &n, &m);  init\_graph(&G, n);  for (int i = 0; i < m; i++) {  scanf("%d%d", &u, &v);  add\_edge(&G, u, v);  }  List L;  topo\_sort(&G, &L);  for (int i = L.size - 1; i >= 0; i--)  printf("%d ", L.data[i]);  return 0;  } |

Câu 9: Ngưu lang chức nữ

- Đầu vào (Input):

Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số ngôi sao và số cặp sao có thể bắt cầu.

m dòng tiếp theo mỗi dòng chứa 3 số nguyên u v q nói rằng để bắt 1 cây cầu bắt qua hai ngôi sao u và v cần phải tốn q con quạ (0<q<100)(0<𝑞<100).

- Đầu ra (Output):

In ra màn hình số lượng quạ cần thiết.

|  |  |
| --- | --- |
| #include <stdio.h>  #define MAX\_N 100  #define NO\_EDGE -1  #define oo 99999  typedef struct {  int n, m;  int A[MAX\_N][MAX\_N];  } Graph;  void init\_graph(Graph \*G, int n){  G->n = n;  for(int i = 1; i <= n; i++){  for(int j = 1; j <= n; j++){  G->A[i][j] = NO\_EDGE;  }  }  }  void add\_edge(Graph \*G, int u, int v, int w){  G->A[u][v] = w;  G->m++;  }  void read\_graph(Graph \*G) {  int n, m;  scanf("%d %d", &n, &m);  init\_graph(G, n);  for(int i = 0; i < m; i++){  int u, v, w;  scanf("%d %d %d", &u, &v, &w);  add\_edge(G, u, v, w);  }  } | int mark[MAX\_N], p[MAX\_N], pi[MAX\_N];  void dijkstra(Graph \*G, int u){  for(int i = 1; i <= G->n; i++){  mark[i] = 0;  pi[i] = oo;  }  pi[u] = 0;  p[u] = -1;  for (int i = 1; i <= G->n - 1; i++) {  for (int v = 1; v <= G->n; v++){  if (G->A[u][v] != NO\_EDGE && !mark[v] && pi[u] + G->A[u][v] < pi[v]) {  pi[v] = pi[u] + G->A[u][v];  p[v] = u;  }  }  mark[u] = 1;  int min\_pi = oo;  for (int j = 1; j <= G->n; j++){  if (!mark[j] && pi[j] < min\_pi) {  min\_pi = pi[j];  u = j;  }  }  }  }  int main(){  Graph G;  read\_graph(&G);  dijkstra(&G, 1);  printf("%d", pi[G.n]);  } |

**Câu 10: Viết chương trình bằng ngôn ngữ C, cho phép người dùng nhập vào một đồ thị vô hướng và in ma trận kề của nó ra màn hình. Biểu diễn đồ thị bằng phương pháp "Ma trận kề".**

- Đầu vào

Dữ liệu đầu vào được đọc từ dòng nhập chuẩn (stdin, bàn phím) theo định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m cách nhau một khoảng trắng, n: số đỉnh, m: số cung

m dòng tiếp theo, mỗi dòng chứa 2 số nguyên u v cách nhau 1 khoảng trắng mô tả cung (u, v).

- Đầu ra

In ma trận kề của đồ thị đã nhập, các phần tử cách nhau 1 khoảng trắng.

|  |  |
| --- | --- |
| #include <stdio.h>  #define MAX\_N 100  typedef struct {  int n, m;  int A[MAX\_N][MAX\_N];  } Graph;  void init\_graph(Graph \*pG, int n) {  pG->n = n;  for (int u = 1; u <= n; u++)  for (int v = 1; v <= n; v++)  pG->A[u][v] = 0;  }  void add\_edge(Graph \*pG, int u, int v) {  pG->A[u][v] += 1;  if (u != v)  pG->A[v][u] += 1;  } | /Hàm main()  int main() {  Graph G;  int n, m, e, u, v;  //Đọc số đỉnh và số cung & khởi tạo đồ thị  scanf("%d%d", &n, &m);  init\_graph(&G, n);  //Đọc m cung và thêm vào đồ thị  for (e = 0; e < m; e++) {  scanf("%d%d", &u, &v);  add\_edge(&G, u, v);  }    printf("Ma tran ke:\n");  for (int u = 1; u <= n; u++) {  for (int v = 1; v <= n; v++)  printf("%d ", G.A[u][v]);  printf("\n");  }    return 0;  } |

**Câu 11: Cho mạng được biểu diễn bằng đồ thị n đỉnh, m cung. Đỉnh phát s = 1 và đỉnh thu t = n. Mỗi cung (u, v) có khả năng thông qua là C[u][v] và luồng đi qua nó là F[u][v]. Để tìm luồng lớn nhất trên mạng bằng giải thuật Ford - Fulkerson, ta phải khởi tạo một luồng hợp lệ nào đó trên mạng và sau đó tìm cách tăng luồng.**

- Luồng hợp lệ phải thoả mãn các yêu cầu sau:

0 <= F[u][v] <= C[u][v], với mọi cung (u, v)

Tổng luồng đi ra khỏi đỉnh s = Tổng luồng đi vào đỉnh t

Tổng luồng đi vào đỉnh u = Tổng luồng đi ra khỏi u (u khác s và u khác t)

- Luồng tầm thường (trivial flow) là luồng có F[u][v] = 0 với mọi cung (u,v). Dĩ nhiên luồng tầm thường là luồng hợp lệ.

- Giả sử người ta đã khởi tạo giá trị cho các luồng F[u][v] trên mạng, hãy viết chương trình kiểm tra xem luồng khởi tạo có hợp lệ không.

- Đầu vào (Input)

Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số đỉnh và số cung.

m dòng tiếp theo mỗi dòng chứa 3 số nguyên u v c f mô tả cung (u, v) có khả năng thông qua c và luồng khởi tạo f.

- Đầu ra (Output):

Nếu luồng khởi tạo của mạng hợp lệ, in ra màn hình YES, ngược lại in ra NO.

|  |  |
| --- | --- |
| #include <stdio.h>  #include <stdbool.h>  #define MAX\_VERTICES 100  int main() {  int n, m;  // printf("Nhap so dinh va so cung: ");  scanf("%d %d", &n, &m);  // Khởi tạo ma trận C và F  int C[MAX\_VERTICES][MAX\_VERTICES] = {0}; // Ma trận khả năng thông qua  int F[MAX\_VERTICES][MAX\_VERTICES] = {0}; // Ma trận luồng khởi tạo  //printf("Nhap cac cung (u, v, c, f):\n");  for (int i = 0; i < m; i++) {  int u, v, c, f;  scanf("%d %d %d %d", &u, &v, &c, &f);  C[u][v] = c;  F[u][v] = f;  }  // Kiểm tra tính hợp lệ của luồng khởi tạo  bool valid = true;  // Kiểm tra luồng qua từng cung  for (int u = 1; u <= n; u++) {  for (int v = 1; v <= n; v++) {  if (F[u][v] < 0 || F[u][v] > C[u][v]) {  valid = false;  break;  }  }  } | // Kiểm tra tổng luồng đi ra khỏi s và tổng luồng đi vào t  int totalOutFlowS = 0, totalInFlowT = 0;  for (int i = 1; i <= n; i++) {  totalOutFlowS += F[1][i];  totalInFlowT += F[i][n];  }  if (totalOutFlowS != totalInFlowT) {  valid = false;  }  // Kiểm tra tổng luồng đi vào mỗi đỉnh (trừ s và t) bằng tổng luồng đi ra  for (int i = 2; i < n; i++) {  int totalInFlow = 0, totalOutFlow = 0;  for (int j = 1; j <= n; j++) {  totalInFlow += F[j][i];  totalOutFlow += F[i][j];  }  if (totalInFlow != totalOutFlow) {  valid = false;  break;  }  }  // In kết quả  if (valid) {  printf("YES\n");  } else {  printf("NO\n");  }  return 0;  } |

Câu 12: Viết chương trình đọc vào một đơn đồ thị vô hướng và kiểm tra xem nó có chứa chu trình hay không.

Nhắc lại: Chu trình là một đường đi có đỉnh đầu trùng với đỉnh cuối.

- Đầu vào (Input):

Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số đỉnh và số cung.

m dòng tiếp theo mỗi dòng chứa 2 số nguyên u, v mô tả cung (u, v).

- Đầu ra (Output):

In ra màn hình CIRCLED nếu đồ thị có chứa chu trình, ngược lại in ra NO CIRCLE

Xem thêm ví dụ bên dưới.

|  |  |
| --- | --- |
| #include <stdio.h>  /\* Khai báo CTDL Graph\*/  #define MAX\_N 100  typedef struct {  int n, m;  int A[MAX\_N][MAX\_N];  } Graph;  void init\_graph(Graph \*pG, int n) {  pG->n = n;  pG->m = 0;  for (int u = 1 ; u <= n; u++)  for (int v = 1 ; v <= n; v++)  pG->A[u][v] = 0;  }  void add\_edge(Graph \*pG, int u, int v) {  pG->A[u][v] += 1;  if (u != v)  pG->A[v][u] += 1;  if (pG->A[u][v] > 1)  printf("da cung (%d, %d)\n", u, v);  if (u == v)  printf("khuyen %d\n", u);  pG->m++;  }  int adjacent(Graph \*pG, int u, int v) {  return pG->A[u][v] > 0;  }  #define WHITE 0  #define GRAY 1  #define BLACK 2  int color[MAX\_N];//Lưu trạng thái của các đỉnh  int has\_circle;//Đồ thị chứa trình hay không  void DFS(Graph \*pG, int u, int p) {  //1. Tô màu dang duyệt cho u  color[u] = GRAY;  //2. Xét các đỉnh kề của u  for (int v = 1; v <= pG->n; v++)  if (adjacent(pG, u, v)) {  if (v == p) //2a. Nếu v == p  continue; //bỏ qua | int main() {  //1. Khai báo đồ thị G  Graph G;  //2. Đọc dữ liệu và dựng đồ thị  int n, m, u, v;  scanf("%d%d", &n, &m);  init\_graph(&G, n);  for (int e = 0; e < m; e++) {  scanf("%d%d", &u, &v);  if (color[v] == WHITE) //2a. Nếu v chưa duyệt  DFS(pG, v, u); //gọi đệ quy duyệt nó  else if (color[v] == GRAY) //2b. v đang duyệt  has\_circle = 1; //chứa chu trình  }  //3. Tô màu duyệt xong cho u  color[u] = BLACK;  }    add\_edge(&G, u, v);  }  for (int u = 1; u <= G.n; u++)  color[u] = WHITE;  //2. Khởi tạo biến has\_circle  has\_circle = 0;  //3. Duyệt toàn bộ đồ thị để kiểm tra chu trình  for (int u = 1; u <= G.n; u++)  if (color[u] == WHITE) //u chưa duyệt  DFS(&G, u, -1); //gọi DFS(&G, u) để duyệt từ u  //4. Kiểm tra has\_circle  if (has\_circle)  printf("CIRCLED\n");  else  printf("NO CIRCLE\n");    return 0;  } |

Câu 13: Viết chương trình đọc một đơn đồ thị vô hướng, có trọng số không âm từ bàn phím và in ra chiều dài đường đi ngắn nhất từ đỉnh 1 đến đỉnh n.

- Đầu vào (Input)

Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m (1≤n<100;0≤m<500)(1≤𝑛<100;0≤𝑚<500)

m dòng tiếp theo mỗi dòng chứa 3 số nguyên u, v, w mô tả cung (u, v) có trọng số w (0≤w≤100)(0≤𝑤≤100).

- Đầu ra (Output)

In ra màn hình chiều dài của đường đi ngắn nhất từ 1 đến n. Nếu không có đường đi từ 1 đến n, in ra -1

|  |  |
| --- | --- |
| #include <stdio.h>  #define MAXN 100  #define oo 999999  #define NO\_EDGE -1  typedef struct {  int n, m;  int W[MAXN][MAXN];  } Graph;  void init\_graph(Graph \*pG, int n) {  pG->n = n;  pG->m = 0;  for (int u = 1; u <= n; u++)  for (int v = 1; v <= n; v++)  pG->W[u][v] = NO\_EDGE;  }  void add\_edge(Graph \*pG, int u, int v, int w) {  pG->W[u][v] = w;  pG->W[v][u] = w;  pG->m++;  }  int mark[MAXN];  int pi[MAXN];  int p[MAXN];  void MooreDijkstra(Graph \*pG, int s) {  int u, v, it;  for (u = 1; u <= pG->n; u++) {  pi[u] = oo;  mark[u] = 0;  }  pi[s] = 0; //chiều dài đường đi ngắn nhất từ s đến chính nó bằng 0  p[s] = -1; //trước đỉnh s không có đỉnh nào cả  //Lặp n-1 lần  for (it = 1; it < pG->n; it++) {  //1. Tìm u có mark[u] == 0 và có pi[u] nhỏ nhất  int j, min\_pi = oo;  for (j = 1; j <= pG->n; j++)  if (mark[j] == 0 && pi[j] < min\_pi) {  min\_pi = pi[j];  u = j;  } | //2. Đánh dấu u đã xét  mark[u] = 1;  //3. Cập nhật pi và p của các đỉnh kề của v (nếu thoả)  for (v = 1; v <= pG->n; v++)  if (pG->W[u][v] != NO\_EDGE && mark[v] == 0)  if (pi[u] + pG->W[u][v] < pi[v]) {  pi[v] = pi[u] + pG->W[u][v];  p[v] = u;  }  }  }  int main() {  Graph G;  int n, m;  scanf("%d%d", &n, &m);  init\_graph(&G, n);    for (int e = 0; e < m; e++) {  int u, v, w;  scanf("%d%d%d", &u, &v, &w);  add\_edge(&G, u, v, w);  }    MooreDijkstra(&G, 1);  if (pi[n] < oo)  printf("%d\n", pi[n]);  else  printf("-1\n");  return 0;  } |

Câu 14: Tôn ngộ không

Giả sử số lượng cây ăn trái ở Hoa Quả Sơn là n cây và được đánh số từ 1 đến n.

- Dữ liệu đầu vào được nhập từ bàn phím với định dạng:

Dòng đầu tiên chứa 2 số nguyên n và m, tương ứng là số cây và số cặp cây có thể chuyền qua lại.

m dòng tiếp theo mỗi dòng chứa 2 số nguyên u v, cách nhau 1 khoảng trắng, nói rằng có thể chuyền từ cây u sang cây v hoặc chuyền từ cây v sang cây u.

- Đầu ra (Output):

Nếu kế hoạch của Tôn Ngộ Không có thể thực hiện được DUOC, ngược lại in ra KHONG.

|  |  |
| --- | --- |
| #include<stdio.h>  int mark[100];  typedef struct{  int A[100][100];  int n,m;  }Graph;  typedef struct{  int data[100];  int size;  }List;  void init\_graph(Graph \* G,int n)  {  G->n = n;  for(int i = 1 ; i <= n; i++ )  for(int k = 1 ; k <= n; k++ )  G->A[i][k] = 0;  }  List neighbors(Graph G, int dinh){  List L;  L.size = 0;  for(int i = 1 ; i <= G.n; i++ )  {  if(G.A[dinh][i] == 1 && i != dinh)  {  L.data[L.size] = i;  L.size++;  }  }  return L;  }  void add\_edge(Graph \* G, int u, int v)  {  G->A[u][v] = G->A[v][u] = 1;  } | void DUNG\_CAY\_THEO\_CHIEU\_SAU(Graph G,int dinhBatDau)  {  if(mark[dinhBatDau] == 1)  return;  mark[dinhBatDau] = 1;    List nei = neighbors(G,dinhBatDau);  for(int i = 0; i < nei.size; i++)  {  DUNG\_CAY\_THEO\_CHIEU\_SAU(G,nei.data[i]);    }    }  int main(){  Graph G;  int n, m, u, v, e;  scanf("%d%d", &n, &m);  init\_graph(&G, n);  for (e = 0; e < m; e++) {  scanf("%d%d", &u, &v);  add\_edge(&G, u, v);  }  //Khoi tao mark  for(int i =1; i<= n ; i++)  {  mark[i] = 0;  }  int dinhBatDau = 1;  DUNG\_CAY\_THEO\_CHIEU\_SAU(G,dinhBatDau);  //Neu chua lien thong  for(int i = 1; i <= G.n; i++)  {  if(mark[i] == 0 )  {  printf("KHONG");  return 0;  }  }  printf("DUOC");  return 0;  } |