**UX**

* Goal is to create a tool that allows many people to contribute to and manage a playing list of songs – but that also can be ignored and untended safely at any point
  + Easy setup for playing user
  + Easy contribution for other people
  + Hands-off capable
* Ideally the onboarding would be as easy as possible too, however this isn’t a priority as the setup and interaction is the main focus
* This is not a discovery tool
  + Therefore, no searching meta data, queries, etc. just a simple artist, track, album lookup
    - Allow importing, exporting playlists
    - Allow direct id input
* This is not a networking / following / social tool
  + Therefore no need for special profile elements
  + No searching for other users, one must know them by real-life referral
  + No need for private playlists? (visibility wise, not edit/playback permissions)
* This is a playlist curation & storage tool
  + Copy & follow (?) other people’s playlists
  + Organize playlists
  + Reasonably useful merge, move, pair, etc. functionalities
  + It should be possible to import and export and sync(?) likes and playlists with different services
* It should be possible to do every non-playback functionality while another playlist is playing (a user playing a playlist should not have any reduced functionality)
* Would the user ever need to be editing two playlists at once?
  + No? but the search and add functionalities should have two modes:
    - Targeting a playlists which gives users more control of where and how tracks are inserted
    - General, which lets users search for tracks and select which playlists to put it into
  + But this should also be able to be done with other people’s playlists
* Search/adding to playlists should be an ‘edit’ mode with two distinct panels, the search panel (which can also be swapped out to look at other user’s playlists), and the focused playlist panel (which can also be zoomed out to look at all a user’s playlists/folders)
* Maybe if the user can create folders of playlists they will also have a section of foreign playlists:
  + Followed
  + Edit access
  + Playback access
  + These could actually just have different borders or ‘types’ where the user can then organize them with their own playlists
* Permission types:
  + View only
  + Edit
    - Add only
    - Add, move
    - Add, delete, move (all)
  + Playback

**Comments**

* // TODO todo
* // ! important note
* // ? confusion
* // E explanation
* // L resource link
* // R reflection
* //

**Feedback**

* Give me all your use-cases
* Did a button look at you funny? I want to know

**Inspiration**

* PartiQ

**Postgres Database**

* TODO
  + ~~Ensure database uses ‘title’ instead of ‘name’ (for consistency) as it is a reserved word in javascript~~
  + Name is only reserved as a property of **functions**, will never have any cross over, also, any reserved words in SQL can be used via “quotes”
* Use surrogate primary keys (id column instead of a combination of existing columns (natural key))
  + as primary keys should not be changed
    - <https://stackoverflow.com/questions/3838414/can-we-update-primary-key-values-of-a-table>
  + Surrogate keys are simpler to implement
  + <https://dba.stackexchange.com/questions/8334/why-should-i-create-an-id-column-when-i-can-use-others-as-key-fields>
  + <https://www.techrepublic.com/blog/10-things/10-tips-for-choosing-between-a-surrogate-and-natural-primary-key/>
* camelCase
* Storing Playlists:
  + <https://dba.stackexchange.com/questions/21664/how-to-store-several-lists-and-their-items>
  + (artists won’t get its separate table as I’ll never want to search artists or split them from the track)
* **Primary and Foreign Key naming conventions**
  + <https://stackoverflow.com/questions/1369593/primary-key-foreign-key-naming-convention>
  + Only foreign keys should be named (foreignId)
* **Create Primary Key**
  + <https://www.techonthenet.com/postgresql/primary_keys.php>
  + Use CONSTRAINT
    - CONSTRAINT constraint\_name PRIMARY KEY (column1, column2, …)
    - Or
    - column\_name data\_type CONSTRAINT constraint\_name PRIMARY KEY
  + **Auto increment**
    - Use SERIAL
      * <https://stackoverflow.com/questions/787722/postgresql-autoincrement>
      * column\_name SERIAL
  + Together
    - column\_name data\_type SERIAL CONSTRAINT constraint\_name PRIMARY KEY

**New Server Setup**

* Download and install node js (LTS)
  + <https://nodejs.org/en/>
  + <https://github.com/LeCoupa/awesome-cheatsheets/blob/master/backend/node.js>
* npx
  + default with npm, runs local packages
  + <https://blog.npmjs.org/post/162869356040/introducing-npx-an-npm-package-runner>
  + <https://stackoverflow.com/questions/50605219/difference-between-npx-and-npm>
* **nodemon** for live updates
  + npm install nodemon –save-dev
    - will install locally in the devDependencies
  + start server with nodemon instead of node
* npm-run-all
  + for running webpack and server at same time
  + <https://github.com/mysticatea/npm-run-all>
  + <https://medium.com/netscape/npm-task-running-techniques-15fe5b697f15>
  + other options were pm2 and concurrently
    - <https://medium.com/dailyjs/vue-js-simultaneously-running-express-and-webpack-dev-server-292f4a7ed7a3>
* use scripts inside package.json to make a shorthand for commands
  + used with ‘npm run [script]’
  + <https://stackoverflow.com/questions/33558396/gulp-webpack-or-just-webpack>
* --experimental-modules flag lets node use the module system
* Download and install postgre sql <https://www.postgresql.org/download/>
  + Start postgres via taskmanager services – postgres service
  + DBeaver for the gui <https://dbeaver.io/>
    - Username: postgres Password: my own password
* Create database (using dbeaver)
* npm install pg-promise

**Future Ideas**

Include not a commenting system but sort of a tracking system for when a user ‘likes’ a track, or if they ‘highlight’ a part of a track (sortof like new websites that allow highlighting and commenting on certain parts of an article), or maybe a most listened part of the track (like pornhub)

Allow users to do basic account functions from the site (liking, sharing, reposting, add to playlist, etc) based on the accounts connected, also have a sort of toggle system for if the accounts should be personal (library generating) or general (permission granting)

**Aesthetic**

Non cliché buttons/icons? <http://www.abc.net.au/triplej/programs/mix-up/whatsonot/9861470> , like just a simple box with a word to say ‘listen’

Large splashes on everything (using album art, waveforms, set colors, procedural etc)

Or, maybe a sort of designy, albumArt, style (check out DELAY. Cover art for example)

Or, minimalistic black and white style like dbr.ee

**Behavior**

Prev/Next Button

* button changes icon based on if it will start the previous track or just skip to the start of the current one
* ![](data:image/png;base64,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)
* Or, just don’t have a skip to start button at all – I don’t find that the functionality is particularly more useful when one can just seek to the start on the seek bar

Playback modes:

* Linear / Shuffle
  + Linear plays tracks in order
  + Shuffle plays tracks randomly\*
    - ‘randomness’ must adhere to perception and listening experience requirements (no tracks back to back or close together, and no missing tracks)
    - It could look like: ‘play a playlist in random order without repeating a track until it’s length ends, then start again, but because track shouldn’t be played close together, the pool of tracks should only be from x% the length of the playlist away. So if the shuffled tracks play in the order positions: 0, 1, … 9 and the ‘shuffle distance’ is 60%, only tracks 0, 1, 2, 3 would be options (ie, 60% \* length 10 = greater than 6 tracks ago).
* Single / Loop / Timeout
  + Single plays the list once
  + Loop plays the list continuously
  + Timeout plays the list for a set amount of time
    - Probably should be based on a cut-off time (x-minutes from now = 12:00pm) rather than a ‘playtime’ based cut-off (play (not including pause) for x minutes)
  + Play x amount of tracks?
    - Why would this be used? Probably to match up to an album or playlist length, for which single should be used, so not needed
  + Other player seem to have a repeat once option, why? Maybe have loop have a number setting (but default to infinite)
* For these modes to work, the player needs to have access to:
  + The actual play history
  + The current playlist including the previous and next track
  + Linear can work of the current track, shuffle can be inferred from the play history
  + ? what happens if the user selects shuffle, but a track in the middle of the playlist – does it play the entire length of the playlist or the remaining length from the starting track
* It would be nice if the player could also preview the upcoming tracks, So the shuffle/loop/etc. order should be pre-calculated
  + But what happens if the playlist is updated? Obviously the linear order would update, but would the shuffle order update too? Wouldn’t this completely change the upcoming tracks every time the playlist is updated?

Play history

* Play history should reflect the actual play history, don’t reserve for playlist order so that shuffle history is viewable
* But how to ignore skipping?
  + Obvious answer would be something like: don’t record tracks played for less than x-seconds (maybe this could be a default and then a user-setting?) or x% of the track (whichever threshold is crossed first)
* If even skipped tracks (ie, listen for a second then press next or move on in any way), are recorded what are the downsides?
  + Not-remembered tracks would clutter up actual played tracks: ‘what was that track that played about 3 tracks ago?’ (when in reality it’s like 7 tracks ago because 4 were skipped through in between that time, then the user will have a hard time finding it
  + If there eventually is some save functionality, like export history to playlist because users are creating the playlist on the fly (which is still a use case, because it’s an easier experience combining multiple sources) – this could clutter up that playlist
    - **Export Play History** feature would be super useful – because it would offer another use-case for recording the played music for a session so that it can be sent out at the end to anyone that wanted it

Edge cases

* Track that is playing in a playlist is deleted
  + I want the user to be able to still see what the next track is, and where any new/moved tracks will end up.
  + So probably implement a ‘ghost track’ element that is put between (x.5) the positions where it was: 3, **4**, 5 -> 3, **3.5**, 4. Any movement/manipulation would also affect the ghost track, but it shouldn’t mess up the ordering of the still existing tracks. Once it finishes, it is automatically removed from view.

**Schema**

Accounts probably cant be stored with the user because they have no use, cant use stored name/passwords to log in anyways, these would probably be limited to the session

users(userID, username, password, email, *preferences:* image, color, feedSetting,

playlists(ownerID, playlistID, title, description, *settings:* image, color, visibility,

tracks(playlistID, index, uri, source, *stored details:* title, artists, length, image

private

link-only

public

PHP Web API wrapper and Javascript Web API

Can use api to identify available devices

Can use api to actively play on a targeted device

Account connected must be the one also connected to the device

Php curl is a synchronous request

Curl sends a request to a url and gets the response back to use in code

Ajax is an asynchronous request

Connect response types

<https://developer.spotify.com/web-api/working-with-connect/>

<https://beta.developer.spotify.com/documentation/web-api/>

PHP Wrapper:

<https://github.com/jwilsson/spotify-web-api-php>

Javascript Wrapper:

<https://github.com/JMPerez/spotify-web-api-js>