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# Условие задачи

# Построить ДДП, сбалансированное двоичное дерево (АВЛ) и хеш-таблицу по указанным данным. Сравнить эффективность поиска в ДДП в АВЛ дереве и в хеш-таблице (используя открытую или закрытую адресацию) и в файле. Вывести на экран деревья и хеш-таблицу. Подсчитать среднее количество сравнений для поиска данных в указанных структурах. Произвести реструктуризацию хеш-таблицы, если среднее количество сравнений больше указанного. Оценить эффективность использования этих структур (по времени и памяти) для поставленной задачи. Оценить эффективность поиска в хеш-таблице при различном количестве коллизий.

# Техническое задание

Построить ДДП, в вершинах которого находятся слова из текстового файла. Вывести его на экран в виде дерева. Сбалансировать полученное дерево и вывести его на экран. Построить хеш-таблицу из слов текстового файла. Использовать метод цепочек для устранения коллизий. Осуществить поиск введенного слова в ДДП, в сбалансированном дереве, в хеш-таблице и в файле. Сравнить время поиска, объем памяти и количество сравнений при использовании различных (4-х) структур данных. Если количество сравнений в хеш-таблице больше указанного (вводить), то произвести реструктуризацию

таблицы, выбрав другую функцию

**Входные данные**

- Имя файла, в котором хранятся слова.

- Целое число: значение максимальных коллизий

- Слово для поиска

**Выходные данные**

- Графическое изображение бинарного дерева

- Графическое изображение сбалансированного бинарного дерева

- Хеш-таблица

- Сравнительная характеристика для 4-х структур данных

**Действие программы**

- Построение и вывод бинарного дерева

- Построение и вывод сбалансированного бинарного дерева

- Построение и вывод хеш-таблицы

- Устранение коллизий, если это необходимо, и вывод новой хеш-таблицы

- Моделирование сравнительной характеристики по введённому слову

**Обращение к программе**

Запуск программы производится через командную оболочку MSYS2 для Windows, терминал sh/bash для Linux. Запуск программы происходит с помощью команды:   
*./app.exe [имя файла]*.

**Возможные аварийные случаи**

1. Некорректный ввод имени файла: файла не существует
2. Некорректный ввод имени файла: файл пустой
3. Некорректный ввод максимального числа коллизии: буква или отрицательное число
4. Некорректный ввод слова для поиска: слово не найдено

# Структуры данных

**Структура линейного односвязного списка:**
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*value* – строка

*next* – следующий элемент списка

**Структура листа дерева:**
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*value* – строка

*left* – левое поддерево

*right* – правое поддерево

**Структура динамического массива:**

![](data:image/png;base64,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)

*arr* – массив листьев дерева

*size* – текущий размер массива

*mem\_size* – выделенный размер под массив

**Описание алгоритма**

Сначала происходит балансировка дерева. Исходное дерево вытягивается в отсортированный массив, затем происходит рекурсивное построение АВЛ-дерева. После постройки дерева строится хеш-таблица с помощью **хеш-функции Дженкинса** по дереву. В случае, если количество коллизий превосходит допустимое, таблица самоперестраивается и выводится количественная характеристика моделирования.

# Оценка эффективности

Поиск слова (в тактах)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Количество слов | Бинарное дерево | Сбалансированное  бинарное дерево | Хэш-таблица | Файл |
| 16 | 342 | 357 | 385 | 12547 |
| 64 | 472 | 374 | 431 | 17207 |
| 256 | 630 | 483 | 478 | 39739 |
| 1024 | 810 | 579 | 428 | 106627 |

Среднее количество сравнений

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Количество слов | Бинарное дерево | Сбалансированное  бинарное дерево | Хэш-таблица  (без коллизий) | Файл |
| 16 | 3.875000 | 3.375000 | 1.000000 | 8.500000 |
| 64 | 6.109375 | 5.125000 | 1.000000 | 32.500000 |
| 256 | 9.266667 | 7.031373 | 1.000000 | 128.500000 |
| 1024 | 11.977574 | 8.967380 | 1.000000 | 512.500000 |

Занимаемая память (в байтах)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Количество слов | Бинарное дерево | Сбалансированное  бинарное дерево | Хеш-таблица | Файл |
| 16 | 384 | 384 | 264 | 130 |
| 64 | 1536 | 1536 | 1032 | 525 |
| 256 | 6024 | 6024 | 4024 | 2113 |
| 1024 | 21600 | 21600 | 14408 | 8295 |

# Вывод

Самой эффективной структурой данный является хеш-таблица. При верно подобранной хеш-функции, таблица будет без коллизий. Такая таблица самая эффективная по времени поиска *(количество сравнений будет 1)* и проигрывает по памяти только файлу.

Если сравнивать реализации деревьев ДДП и АВЛ, то АВЛ дерево является лучше структурой дня поиска, т.к. высота у этого дерева обычно меньше, чем у ДДП дерева, отсюда и меньшее количество сравнений. Память деревья занимают одинаковую, т.к. количество вершин у них одинаковое.

\*Если говорить о добавлении, то АВЛ дерево проигрывает ДДП по причине того, что при добавлении элемента нужна перебалансировка дерева, что занимает дополнительное время.

\**перебалансировка при добавлении* - заключается в том, что сначала новая вершина включается в АВЛ дерево и при возникновении ситуации, когда разница высот левого и правого поддерева == 2, происходит изменение связей предок-потомок в поддереве данной вершины так, чтобы разница стала равна <= 1. Изменение связей происходит вращениями поддерева данной вершины.

# Ответы на контрольные вопросыы

**1. Что такое дерево?**

Дерево – это рекурсивная структура данных, используемая для представления иерархических связей, имеющих отношение «один ко многим».

**2. Как выделяется память под представление деревьев?**

Память выделяется динамически под каждый узел дерева, во время выполнения программы.

**3. Какие стандартные операции возможны над деревьями?**

Возможны следующие операции: добавление узла в дерево, удаление узла из дерева, обход дерева.

**4. Что такое дерево двоичного поиска?**

Двоичное дерево поиска - двоичное дерево, для каждого узла которого сохраняется условие: левый потомок больше или равен родителю, правый потомок строго меньше родителя (либо наоборот).

**5. Чем отличается идеально сбалансированное дерево от АВЛ дерева?**

У АВЛ дерева для каждой его вершины высота двух её поддеревьев различается не более чем на 1, а у идеально сбалансированного дерева различается количество вершин в каждом поддереве не более чем на 1.

**6. Чем отличается поиск в АВЛ-дереве от поиска в дереве двоичного поиска?**

Скоростью поиска: поиск в АВЛ дереве происходит быстрее, чем в двоичном дереве поиска.

**7. Что такое хеш-таблица, каков принцип ее построения?**

Хеш-таблицей называется массив, заполненный элементами в порядке, определяемом хеш-функцией. Хеш-функция каждому элементу таблицы ставит в соответствие некоторый индекс. Функция должна быть простой для вычисления, распределять ключи в таблице равномерно и давать минимум коллизий.

**8. Что такое коллизии? Каковы методы их устранения?**

Коллизия – ситуация, когда разным ключам хеш-функция ставит в соответствие один и тот же индекс. Основные методы устранения коллизий: открытое и закрытое хеширование. При открытом хешировании к ячейке по данному ключу прибавляется связанны список, при закрытом – новый элемент кладется в ближайшую свободную ячейку после данной.

**9. В каком случае поиск в хеш-таблицах становится неэффективен?**

Поиск в хеш-таблице становится неэффективен при большом числе коллизий –сложность поиска возрастает по сравнению с О(1). В этом случае требуется реструктуризация таблицы – заполнение её с использованием новой хеш-функции.

**10. Эффективность поиска в АВЛ деревьях, в дереве двоичного поиска и в хеш-таблицах.**

В хеш-таблице минимальное время поиска О(1). В АВЛ: О(log2n). В дереве двоичного поиска О(h), где h - высота дерева (от log2n до n).