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1. What is a date?

Dates are always a rather complex piece of data. How do you think of time and time values? Do you think of time as a point of time (July 15, 1902 3:20 p.m.) – if so how much precision do you use when you think of time. Is hours and minutes enough precision- do you need fractions of a second? Or would you just prefer to have the day (July 15, 1902 )? Is this Pacific Standard Time? Did we have daylight saving in place in 1902? If so, was it in effect at the location where this data value was entered? If you are asking for the current date and time is this in reference to the computer that runs the server or the computer which runs the client- which could be in different time zones.

Or do you think of time as duration- 5 days and 10 minutes from now?

Do you think of time as a stream- as an analog value that continuously changes? Or is your picture of time digital- clicks of a clock?

Businesses need to record both point in time values for time and duration values and manipulate these values. In this section we focus on point of time values with the understanding that a computer cannot actually store a point of time- there is always a precision involved.

Please note that it is \*not\* an established business rule that a month is 30 days- a month can be 28, 29, 30 or 31 days. If you are not certain if there is a standard number of days in a month for a particular business situation you should ask the business expert.

The MySQL manual lists 60 functions in this area- we will break these down into groups- and we will not cover them all.

1. Data types for temporal data

MySQL supports the following data types for temporal data: Date, DateTime. Year, Time, TimeStamp

**Date** values have the format CCYY-MM-DD with a range of 1000-01-01 to 9999-12-31 such as 2010-06-15

(You can insert earlier date values - such as '0005-11-26' but the MySQL manual states that these dates are not supported and might not work as expected.)

You can also use the CCYYMMDD format such as 20100615.

**DateTime** values have the format CCYY-MM-DD hh:mm:ss. The time component defaults to midnight. In the DateTime type, the time component is time of day.

**Year** values have the format CCYY or YY . The 4 digit year has a range of 1901-2155; the 2 digit year has a range of 1970-2069. The Year type is more efficient for storing these values than an integer value. But note the reduced range for a year- 2155 is not that far away!

**Time** values have the format hh:mm:ss with a range of +- 839:59:59. A TIME value is elapsed time, not time of day.

**TimeStamp** values have the format CCYY-MM-DD hh:mm:ss. We will discuss this type when we talk about updating tables.

In class we will work mostly with the Date and Datetime types.

Date literals

MySQL has a standard format for dates which is 'YYYY-MM-DD'

When you are entering date values, they need to have the year first, then the month and then the day. You can enter a date value with a variety of delimiter between the components- such as

'2015-05-31', '2015/05/31', '2015/5/3', '2015^12#29'. You can use any punctuation character.

You can also enter date values without delimiters- as a string '20150625' or as an integer 20150623- as long as the value "makes sense as a date". Since there is no delimiter with this format you need a 2 digit month and a 2 digit day.

It probably makes the most sense to use the format '2025-08-15', but if you are getting date values from another source you might not have to reformat them for input.

4 digit years

It is a good idea to avoid problems by entering data value as string with 4 digit year values. In these demo the string '000731' is treated as YY=00 and MM=07 and DD=31. The second and third columns use a numeric argument and both are evaluated the same way. Some parsers have had trouble with the second and third version.

1. The year function assumes you are passing a date and returns the year of that date value.

Select year('000731'), year (000731), year (731);

+----------------+---------------+------------+

| year('000731') | year (000731) | year (731) |

+----------------+---------------+------------+

| 2000 | 2000 | 2000 |

+----------------+---------------+------------+

Select month('000731'), month (000731), month (731);

+-----------------+----------------+-------------+

| month('000731') | month (000731) | month (731) |

+-----------------+----------------+-------------+

| 7 | 7 | 7 |

+-----------------+----------------+-------------+

MySQL has rules for interpreting 2 digit year values into 4 digit years. Using 4 digits years is the appropriate style.

1. Getting the current date

**CURDATE(), CURRENT\_DATE() , NOW()**

Most of the demos will focus on the date and datetime types. Most functions treat these interchangeable. There are similar functions for time which are not generally mentioned here.

1. Current date functions

Select curdate(), current\_date(), current\_date; -- these are synonyms

+------------+----------------+--------------+

| curdate() | current\_date() | current\_date |

+------------+----------------+--------------+

| 2013-08-07 | 2013-08-07 | 2013-08-07 |

+------------+----------------+--------------+

Select now();

+---------------------+

| now() |

+---------------------+

| 2013-08-07 21:10:43 |

+---------------------+

1. Date values versus string values

Hopefully you noticed that the date literal '2015-05-31' is really a string literal. This is common in database systems and the string '2015-05-31' will be treated as a date if it is used in an expression where MySQL expects a date. We have seen this when we do an insert statement, inserting a value such as '2015-05-31' into a date attribute.

1. We can use an explicit cast if we want. But you do not commonly see this done.

select cast('2015-05-31' as date)

, cast('2015-05-31' as datetime);

+----------------------------+--------------------------------+

| cast('2015-05-31' as date) | cast('2015-05-31' as datetime) |

+----------------------------+--------------------------------+

| 2015-05-31 | 2015-05-31 00:00:00 |

+----------------------------+--------------------------------+

You will see a lot of MySQL code which treats date values as if they are strings, depending on the format of YYYY-MM-DD. We will also see more standard ways of doing these manipulations.

1. MySQL is willing to do cast from dates to strings or numbers depending on the usage. Note what happens with the last column- does that make sense from a business point of view?

Select

current\_date

, left(current\_date,4) as Str1

, substring(current\_date,6,2) as Str2

, substring(current\_date,9,2) as Str3

, right(current\_date,2) as Str4;

+--------------+------+------+------+------+

| current\_date | Str1 | Str2 | Str3 | Str4 |

+--------------+------+------+------+------+

| 2013-08-07 | 2013 | 08 | 07 | 07 |

+--------------+------+------+------+------+

1. But this is certainly easier and clearer to do. Note that these function return numbers.

Select

current\_date

, year(current\_date) as Str1

, month(current\_date) as Str2

, dayofmonth(current\_date) as Str3;

+--------------+------+------+------+

| current\_date | Str1 | Str2 | Str3 |

+--------------+------+------+------+

| 2013-08-07 | 2013 | 8 | 7 |

+--------------+------+------+------+

1. Date formatting as a string

Formatting is tedious but gives you some flexibility in how a date value should be display. **When you format a date, the result is a string.**

Date \_Format()

First an example: this shows formatting codes which start with the % character and literals such as the / character and blanks. This also shows that the formatting codes are case specific %m is a two digit month number and %M is the month named spelled out.

1. This uses a variable @d which is assigned a string; the string will be treated as a date by the function Date\_Format

set @d := '2011-02-20';

select Date\_Format(@d, '%Y/%m/%d'), Date\_format(@d, '%M %D');

+-----------------------------+--------------------------+

| Date\_format(@d, '%Y/%m/%d') | Date\_format(@d, '%M %D') |

+-----------------------------+--------------------------+

| 2011/02/20 | February 20th |

+-----------------------------+--------------------------+

Some of the format codes and their meaning ( see the manual for more)

* %Y 4 digit year
* %m two digit month number
* %c one or two digit month number
* %M month name
* %b month name abbreviated
* %d two digit day number
* %e one or two digit day number
* %D day number with suffix as 4th
* %W weekday name
* %a weekday name abbreviated
* %j day of year as number

Str\_To\_Date()

The str\_to\_Date function uses the same format codes to take a string and return a date. This can be useful if you have been supplied date strings in a particular format.

Select str\_to\_date( 'July 4, 2012', '%M %e, %Y');

+-------------------------------------------+

| str\_to\_date( 'July 4, 2012', '%M %e, %Y') |

+-------------------------------------------+

| 2012-07-04 |

+-------------------------------------------+

In this version I skipped the comma after the day format and get a null return value and a warning. Extra blanks do not cause an error.

Select str\_to\_date( 'July 4, 2012', '%M %e %Y');

+------------------------------------------+

| str\_to\_date( 'July 4, 2012', '%M %e %Y') |

+------------------------------------------+

| NULL |

+------------------------------------------+

1 row in set, 1 warning (0.00 sec)

Warning (Code 1411): Incorrect datetime value: 'July 4, 2012' for function str\_to\_date

1. Extracting part of a date value

These functions are used to retrieve parts of a data value either as a number or a string

EXTRACT( temp\_component FROM date\_exp)

YEAR(date\_exp)

MONTH(date\_exp)

WEEK(date\_exp)

DAYOFMONTH(date\_exp)

DAYOFWEEK(date\_exp)

DAYOFYEAR(date\_exp)

MONTHNAME(date\_exp)

DAYNAME(date\_exp)

1. Date parts using a different value for the variable @d

Set @d = '2009-08-15';

select

YEAR(@d), MONTH(@d), WEEK(@d), DAYOFMONTH(@d),

DAYOFWEEK(@d), DAYOFYEAR(@d),

MONTHNAME(@d), DAYNAME(@d)

\G

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

YEAR(@d): 2009

MONTH(@d): 8

WEEK(@d): 32

DAYOFMONTH(@d): 15

DAYOFWEEK(@d): 7

DAYOFYEAR(@d): 227

MONTHNAME(@d): August

DAYNAME(@d): Saturday

1. Extract date part

Select hire\_date

, EXTRACT(YEAR FROM hire\_date) AS YearHired

, EXTRACT(MONTH FROM hire\_date) AS MonthHired

, EXTRACT(DAY FROM hire\_date) AS DayHired

From a\_emp.employees

limit 4;

+------------+-----------+------------+----------+

| hire\_date | YearHired | MonthHired | DayHired |

+------------+-----------+------------+----------+

| 1989-06-17 | 1989 | 6 | 17 |

| 2008-06-17 | 2008 | 6 | 17 |

| 2010-06-12 | 2010 | 6 | 12 |

| 2010-08-01 | 2010 | 8 | 1 |

+------------+-----------+------------+----------+

1. We want the people hired in August of any year.

Select emp\_id, hire\_date

From a\_emp.employees

where EXTRACT(MONTH FROM hire\_date) = 8;

+--------+------------+

| emp\_id | hire\_date |

+--------+------------+

| 103 | 2010-08-01 |

| 201 | 2004-08-25 |

+--------+------------+

1. Who has been hired in the current year?

Select emp\_id, hire\_date

From a\_emp.employees

where EXTRACT(YEAR FROM hire\_date) = EXTRACT(YEAR FROM current\_date() );

Empty set (0.01 sec)

1. You can use the simpler functions of Year, Quarter, Month, Day, Hour, Minute, Second to extract parts of the dates.

Set @d = '2011-08-15 **20:15:33**';

Select @d

, year(@d) as year, quarter(@d) as quarter

, month(@d) as month, day(@d) as day

, hour(@d) as hour, minute(@d) as minute;

+----------------------+------+---------+-------+------+------+--------+

| @d | year | quarter | month | day | hour | minute |

+----------------------+------+---------+-------+------+------+--------+

| 2011-08-15 20:15:33 | 2011 | 3 | 8 | 15 | 20 | 15 |

+----------------------+------+---------+-------+------+------+--------+

1. You can get the word for the date parts.

Select @d, dayName(@d), monthname(@d);

+----------------------+-------------+---------------+

| @d | dayName(@d) | monthname(@d) |

+----------------------+-------------+---------------+

| 2011-08-15 20:15:33 | Monday | August |

+----------------------+-------------+---------------+

The question- which day of the week is it- as a number- is more complex. Do you consider Sunday to be the first day of the week? Or Monday? Is the first day a numeric value of 0? Or 1?

DayOfWeek uses Sunday =1 and Saturday =7

Weekday uses Monday =0 and Sunday = 6

Select @d, dayofWeek(@d), weekday(@d) ;

+----------------------+---------------+-------------+

| @d | dayofWeek(@d) | weekday(@d) |

+----------------------+---------------+-------------+

| 2011-08-15 20:15:33 | 2 | 0 |

+----------------------+---------------+-------------+

The questions- which week of the year is it is even more complex. In 2009, Jan 1 was a Thursday. So is the first week of the year Jan 1, 2, 3 or Jan 4, 5, 6, 7, 8, 9, 10. Or maybe we start with Monday and the first week is Jan 1, 2, 3, 4 or Jan 5, 6, 7, 8, 9, 10, 11. And is the first week- week 0 or week 1?

![Calendar for January 2009 in the US format and European format](data:image/png;base64,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)

MySQL gives you eight choices! You include a mode argument for your choice

**Mode** **First day of week** **Range** **Week 1 is the first week**

0 Sunday 0-53 with a Sunday in this year

2 Sunday 1-53 with a Sunday in this year

4 Sunday 0-53 with more than 3 days this year

6 Sunday 1-53 with more than 3 days this year

5 Monday 0-53 with a Monday in this year

7 Monday 1-53 with a Monday in this year

1 Monday 0-53 with more than 3 days this year

3 Monday 1-53 with more than 3 days this year

If you do not include a mode then the default is used. What is the default? This is stored in a variable. The value of this variable can be changed.

show variables like 'default\_week\_format';

+---------------------+-------+

| Variable\_name | Value |

+---------------------+-------+

| default\_week\_format | 0 |

+---------------------+-------+

A few examples:

1. using Jan 3, 2009 as the date.

set @dtm = '2009-01-03';

Select week(@dtm) as m\_default

, week(@dtm,0) as m\_0, week(@dtm, 1) as m\_1

, week(@dtm,2) as m\_2, week(@dtm, 3) as m\_3

, week(@dtm,4) as m\_4, week(@dtm, 5) as m\_5

, week(@dtm,6) as m\_6, week(@dtm, 7) as m\_7;

+-----------+------+------+------+------+------+------+------+------+

| m\_default | m\_0 | m\_1 | m\_2 | m\_3 | m\_4 | m\_5 | m\_6 | m\_7 |

+-----------+------+------+------+------+------+------+------+------+

| 0 | 0 | 1 | 52 | 1 | 0 | 0 | 53 | 52 |

+-----------+------+------+------+------+------+------+------+------+

1. using Jan 10, 2009 as the date.

set @dtm = '2009-01-10';

Select week(@dtm) as m\_default

, week(@dtm,0) as m\_0, week(@dtm, 1) as m\_1

, week(@dtm,2) as m\_2, week(@dtm, 3) as m\_3

, week(@dtm,4) as m\_4, week(@dtm, 5) as m\_5

, week(@dtm,6) as m\_6, week(@dtm, 7) as m\_7;

+-----------+------+------+------+------+------+------+------+------+

| m\_default | m\_0 | m\_1 | m\_2 | m\_3 | m\_4 | m\_5 | m\_6 | m\_7 |

+-----------+------+------+------+------+------+------+------+------+

| 1 | 1 | 2 | 1 | 2 | 1 | 1 | 1 | 1 |

+-----------+------+------+------+------+------+------+------+------+

This is a good time to remind you that you do **not** need to memorize all of these details. I want you to understand that some of these issues can be complex and to be careful when interpreting results from queries that you may be using.

1. Date Arithmetic

To do date manipulation use the date functions. This is a more standard approach to date arithmetic.

* Date\_Add(), AddDate()
* Date\_Sub(), SubDate()
* DateDiff()

Intervals

One of the issues with trying to do arithmetic with dates by simply adding a number- such as 40- is that it is not obvious if this is 40 days or 40 years or 40 seconds. A more precise way to handle this is to specify the unit of time you want to add. This is called the Interval. Some of the intervals are shown here. There also are time intervals and more of the combined intervals

* Year
* Quarter
* Month
* Day
* Hour
* Year\_Month

Some of the functions default to an interval of Days.

Date\_Add(), AddDate()

1. Date\_Add

set @d = '2011-02-20';

select @d

, Date\_add(@d, interval 40 day) as '40days'

, Date\_add(@d, interval 40 year) as '40years'

, Date\_add(@d, interval 51 month) as '51months';

+----------------+------------+------------+------------+

| @d | 40days | 40years | 51months |

+----------------+------------+------------+------------+

| 2011-02-20 | 2011-04-01 | 2051-02-20 | 2015-05-20 |

+----------------+------------+------------+------------+

1. Adding one month to Jan 31 does not result in Feb31- instead the return value is adjusted to the end of the month.

Select Date\_add('2009-01-31', interval 1 month) as Jan31

, Date\_add('2009-01-28', interval 1 month) as Jan28;

+------------+------------+

| Jan31 | Jan28 |

+------------+------------+

| 2009-02-28 | 2009-02-28 |

+------------+------------+

1. Compound intervals. The delimiter between the components can be any punctuation character

set @d := '2011-02-20 19:55:09';

select @d

, Date\_add(@d , interval '4 3' year\_month) as '4 years 3 months'

, Date\_add(@d , interval '2-23' day\_hour) as '2 days 23 hours'

;

+---------------------+---------------------+---------------------+

| now() | 4 years 3 months | 2 days 23 hours |

+---------------------+---------------------+---------------------+

| 2011-02-20 19:55:09 | 2015-05-20 19:55:09 | 2011-02-23 18:55:09 |

+---------------------+---------------------+---------------------+

1. The interval value can be negative; if the variable has a time components, then MySQL casts it to a datetime value; if there is no time component, then the value is cast to a date

set @d := '2011-02-20';

select @d

, Date\_add(@d, interval '-4 3' year\_month)

as 'minus 4 years 3 months'

, Date\_add(@d, interval '-2' day) as 'minus 2 days'

;

+----------------+------------------------+--------------+

| @d | minus 4 years 3 months | minus 2 days |

+----------------+------------------------+--------------+

| 2011-02-20 | 2006-11-20 | 2011-02-18 |

+----------------+------------------------+--------------+

The AddDate function will default to an interval of days. Date\_Add uses the Interval syntax only.

Date\_Sub(), SubDate()

1. Date\_sub is used to subtract a date interval.

set @d := '2011-02-20';

select @d

, Date\_sub(@d, interval 40 day) as '40days'

, Date\_sub(@d, interval 40 year) as '40years'

, Date\_sub(@d, interval 51 month) as '51months';

+----------------+------------+------------+------------+

| @d | 40days | 40years | 51months |

+----------------+------------+------------+------------+

| 2011-02-20 | 2011-01-11 | 1971-02-20 | 2006-11-20 |

+----------------+------------+------------+------------+

1. The SubDate function will default to an interval of days. Date\_Sub uses the Interval syntax only.

set @d = '2009-07-06' ;

select @d

, SubDate(@d, interval 40 day) as '40days'

, SubDate(@d, 40) as '40days'

;

+------------+------------+------------+

| @d | 40days | 40days |

+------------+------------+------------+

| 2009-07-06 | 2009-05-27 | 2009-05-27 |

+------------+------------+------------+

DateDiff()

1. The DateDiff function returns the number of days between two dates.

select @d

, DateDiff(@d, '20090720') as col\_2

, DateDiff(@d, '20090620') as col\_3

, DateDiff(@d, '20070706') as col\_4;

+----------------+-------+-------+-------+

| @d | col\_2 | col\_3 | col\_4 |

+----------------+-------+-------+-------+

| 2009-07-06 | -14 | 16 | 1325 |

+----------------+-------+-------+-------+

1. The DateDiff function deals with the date component only. The following returns a value of -1.

Select DateDiff('2009-07-06 23:59:59', '2009-07-07 00:00:01') ;

1. DateDiff with order dates.

Select ord\_id

, ord\_date

From a\_oe.order\_headers

Where dateDiff(date '2013-06-30', ord\_date) between 25 and 50;

+--------+---------------------+

| ord\_id | ord\_date |

+--------+---------------------+

| 301 | 2013-06-04 00:00:00 |

| 302 | 2013-06-04 00:00:00 |

| 306 | 2013-06-04 00:00:00 |

| 307 | 2013-06-04 00:00:00 |

| 390 | 2013-06-04 00:00:00 |

| 395 | 2013-06-04 00:00:00 |

| 529 | 2013-05-12 00:00:00 |

| 535 | 2013-05-12 00:00:00 |

| 536 | 2013-05-12 00:00:00 |

| 540 | 2013-06-02 00:00:00 |

+--------+---------------------+

1. Other temporal functions

To\_Days()

1. To\_Days returns the number of days since the start of the calendar. By itself this is not too interesting.

Select current\_date()

, To\_Days(current\_date()) as NowCount

, TO\_DAYS('2009-07-20') as "20090720"

, TO\_DAYS('1066-10-14') as "btlHst"

, TO\_DAYS('0079-08-24') as "MtVsv";

+----------------+----------+----------+--------+-------+

| current\_date() | NowCount | 20090720 | btlHst | MtVsv |

+----------------+----------+----------+--------+-------+

| 2013-08-07 | 735452 | 733973 | 389635 | 29090 |

+----------------+----------+----------+--------+-------+

1. You can subtract two of the values to get the number of days between the two dates- or use DateDiff.

set @d1 := '2011-08-17';

set @d2 := '2011-12-17';

Select To\_Days(@d2)- To\_Days(@d1);

+----------------------------+

| To\_Days(@d2)- To\_Days(@d1) |

+----------------------------+

| 122 |

+----------------------------+

From\_Days()

1. From\_Days gets a number and returns a date based on the number of days since the start of the calendar.

Select From\_days(5), From\_days(500), From\_days(689798), From\_days(733736);

+--------------+-----------------+-------------------+-------------------+

| From\_days(5) | From\_days(500) | From\_days(689798) | From\_days(733736) |

+--------------+----------------+-------------------+-------------------+

| 0000-00-00 | 0001-05-15 | 1888-08-08 | 2008-11-25 |

+--------------+----------------+-------------------+-------------------+

Last\_Day

1. Last\_day gets date argument and returns the last day of that month

set @d1 = '2011-03-25';

set @d2 = '2011-03-31';

select last\_day(@d1), last\_day(@d2);

+---------------+---------------+

| last\_day(@d1) | last\_day(@d2) |

+---------------+---------------+

| 2011-03-31 | 2011-03-31 |

+---------------+---------------+

select last\_day (From\_days(689798));

+------------------------------+

| last\_day (From\_days(689798)) |

+------------------------------+

| 1888-08-31 |

+------------------------------+

1. Direct manipulation of date values

You can do date value plus a number. But you need to pay attention to how this is handled. This is very error prone.

1. Now() + 40 is **not** 40 days from now and the value returned is numeric in format. Note where the 40 got added.

select now()

, now() + 40 as Plus40

;

+---------------------+-----------------------+

| now() | Plus40 |

+---------------------+-----------------------+

| 2013-08-07 21:16:01 | 20130807211641.000000 |

+---------------------+-----------------------+

1. Now try this with CurDate()- this is not a good idea!

select curdate()

, curdate()+ 40 as Plus40

, Month(curdate()+ 40) as Month40;

+------------+----------+---------+

| curdate() | Plus40 | Month40 |

+------------+----------+---------+

| 2013-08-07 | 20130847 | NULL |

+------------+----------+---------+

1 row in set, 1 warning (0.00 sec)

Warning (Code 1292): Incorrect datetime value: **'20130847'**

1. Now repeat this by adding 4; In this case we get a date value

select now()

, now()+ 4 as Plus4

, Month(now()+ 4) as Month4;

+---------------------+-----------------------+--------+

| now() | Plus4 | Month4 |

+---------------------+-----------------------+--------+

| 2013-08-07 21:17:29 | 20130807211733.000000 | 8 |

+---------------------+-----------------------+--------+

You are advised to use the date functions rather than trying to use these manipulations.

1. MySQL issues with temporal data

For these demos use a full date value such as '2009-06-25'. All of the date values we use in class will be complete date values, but you do need to be aware of other MySQL date issues such as values such as 2010-00-00.

Prior to version 5.0.2, MySQL checked date values for validity by checking that the month component is between 1 and 12 and the date component is between 1 and 31. This allowed for date values such as February 31, 2009. The current version of MySQL rejects invalid dates.

The temporal types have a 0 value used for invalid dates.

Some date functions accept a 0 value for the date components.

Some date functions return 0 for incomplete dates.

Select month ('2525-00-00');

+----------------------+

| month ('2525-00-00') |

+----------------------+

| 0 |

+----------------------+

In general, if you supply invalid date values to functions, the results could be unexpected.

1. More complex date manipulation

Often you may need to combine various techniques to build dates.

Suppose we want to find a date one month in the future. We can use the following expression.

set @d := '2011-02-20';

select @d

, Date\_Add(@d, interval + 1 month);

+----------------+----------------------------------------------+

| @d | Date\_Add(@d, interval + 1 month) |

+----------------+----------------------------------------------+

| 2011-02-20 | 2011-03-20 |

+----------------+----------------------------------------------+

But what if we want the 15th of next month; we still want to use the Date\_Add 1 month approach since we might be running the query in December and need MySQL to get to Jan of the next year. But we want to pull off the day part and replace it with 15. Since we have a set date format of YYYY-MM-DD, we can take the yyyy-mm- part of the string for that date and then concat in the string '15'

select @d

, cast(Date\_Add(@d, interval + 1 month) as char(8)) as WorkingDate;

+----------------+-------------+

| @d | WorkingDate |

+----------------+-------------+

| 2011-02-20 | 2011-03- |

+----------------+-------------+

select @d

, concat(cast(Date\_Add(@d, interval + 1 month) as char(8)), '15')

as WorkingDate;

+----------------+-------------+

| @d | WorkingDate |

+----------------+-------------+

| 2011-02-20 | 2011-03-15 |

+----------------+-------------+

We can generally rely on the MySQL casting this string ( '2011-03-15') to a date if we use it in a situation where a date is expected. Or we could cast it explicitly.

select @d

, cast(

concat(

cast(

Date\_Add(@d, interval + 1 month)

as char(8))

, '15')

as Date)

as WorkingDate;

As you can see these get complex very quickly. Remember to build these one step at a time and test as you go.

We can use this with the order table to calculate a payment due date.

select cast(ord\_date as date) as OrderDate,

cast(concat(cast(Date\_Add(ord\_date, interval + 1 month) as char(8)), '15')

as Date) as DueDate

from a\_oe.order\_headers;

selected rows from the return set

+------------+------------+

| OrderDate | DueDate |

+------------+------------+

| 2012-10-01 | 2012-11-15 |

| 2012-10-01 | 2012-11-15 |

| 2012-10-02 | 2012-11-15 |

| 2012-10-12 | 2012-11-15 |

| 2012-11-01 | 2012-12-15 |

| 2013-01-02 | 2013-02-15 |

| 2013-01-03 | 2013-02-15 |

| 2013-01-23 | 2013-02-15 |

| 2013-05-01 | 2013-06-15 |

| 2013-05-01 | 2013-06-15 |

| 2013-05-12 | 2013-06-15 |

| 2013-06-02 | 2013-07-15 |

| 2013-01-02 | 2013-02-15 |

| 2013-01-03 | 2013-02-15 |

1. How DateTime values are stored

MySQL stores the temporal values as integers. The manual explains this as:

MySQL temporal values Storage:

* [**DATE**](http://dev.mysql.com/doc/refman/5.0/en/datetime.html): A three-byte integer packed as **DD** + **MM**×32 + **YYYY**×16×32
* [**DATETIME**](http://dev.mysql.com/doc/refman/5.0/en/datetime.html): Eight bytes:
* A four-byte integer packed as **YYYY**×10000 + **MM**×100 + **DD**
* A four-byte integer packed as **HH**×10000 + **MM**×100 + **SS**
* [**YEAR**](http://dev.mysql.com/doc/refman/5.0/en/year.html): A one-byte integer
* [**TIME**](http://dev.mysql.com/doc/refman/5.0/en/time.html): A three-byte integer packed as **DD**×24×3600 + **HH**×3600 + **MM**×60 + **SS**
* [**TIMESTAMP**](http://dev.mysql.com/doc/refman/5.0/en/datetime.html): A four-byte integer representing seconds UTC since the epoch (**'1970-01-01 00:00:00'** UTC)

Since one of the reasons for using a dbms is to isolate the user from the physical storage patterns of the data you should not really need to know that- but in reality sometimes things make more sense when you have some idea about data storage. Don't memorize these!