![Uma imagem com texto

Descrição gerada automaticamente](data:image/png;base64,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)
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|  |
| --- |
| **TASK 1** |

In this task, the aim is to compute a symmetrical single path routing solution to support the unicast service which minimizes the resulting worst link load.

**1.a.** With a k-shortest path algorithm (using the lengths of the links), compute the number of different routing paths provided by the network to each traffic flow. What do you conclude?

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58 | clear all;  close all;  Nodes= [30 70  350 40  550 180  310 130  100 170  540 290  120 240  400 310  220 370  550 380];  Links= [1 2  1 5  2 3  2 4  3 4  3 6  3 8  4 5  4 8  5 7  6 8  6 10  7 8  7 9  8 9  9 10];  T= [1 3 1.0 1.0  1 4 0.7 0.5  2 7 2.4 1.5  3 4 2.4 2.1  4 9 1.0 2.2  5 6 1.2 1.5  5 8 2.1 2.5  5 9 1.6 1.9  6 10 1.4 1.6];  nNodes= 10;  nLinks= size(Links,1);  nFlows= size(T,1);  co= Nodes(:,1)+j\*Nodes(:,2);  L= inf(nNodes);  for i=1:nNodes  L(i,i)= 0;  end  for i=1:nLinks  d= abs(co(Links(i,1))-co(Links(i,2)));  L(Links(i,1),Links(i,2))= d+5;  L(Links(i,2),Links(i,1))= d+5;  end  L= round(L);  n= inf;  [sP nSP]= calculatePaths(L,T,n);  fprintf('With a k-shortest path algorithm (using the lengths of the links):\n');  for i = 1:nFlows  fprintf(' Flow %d has %d different routing paths provided by the network.\n', i, nSP(i));  end |
| **Code analysis** | |
| Primeiramente, definiram-se três matrizes: a matriz com a localização de cada nó para depois calcular o comprimento das ligações, onde a primeira coluna corresponde à coordenada x e a segunda à coordenada y (linhas 3 a 12); a matriz que contém todas as ligações da rede (linhas 13 a 28) e a matriz para cada fluxo, onde a primeira coluna corresponde ao nó origem, a segunda ao nó destino, a terceira ao débito binário origem-destino e a quarta coluna ao débito binário destino-origem (linhas 29 a 37).  De seguida, inicializaram-se algumas variáveis como o número de nós na rede (linha 38), o número de ligações (linha 39), o número de fluxos (linha 40) e os números complexos, onde a parte real corresponde à coordenada x e a parte imaginária à coordenada y (linha 41).  Posteriormente, definiu-se uma matriz L que contém os comprimentos, em km, de cada ligação ij, ou infinito se a ligação não existir, com a diagonal preenchida a zeros (linhas 42 a 51).  Depois, definiram-se quantos caminhos se pretende usar, onde n=inf corresponde a todos os caminhos possíveis na rede (linha 52). Calcularam-se todos os caminhos da rede para cada fluxo, do mais curto para o mais longo, com a ajuda da função auxiliar *calculatePaths(L,T,n)* que devolve, para cada fluxo, em sP os caminhos possíveis e em nSP o número total de caminhos.  Por fim, imprimiu-se o número total de caminhos para cada fluxo (linhas 55 a 57).  O código das linhas 1 a 51, será utilizado em todas as restantes alíneas da tarefa 1 e na tarefa 2. | |
| **Result** | |
|  | |
| **Conclusions** | |
| **FALTAAAAAAAAAAAAAAA** | |

**1.b.** Run a random algorithm during 10 seconds in three cases: (i) using all possible routing paths, (ii) using the 10 shortest routing paths, and (iii) using the 5 shortest routing paths. For each case, register the worst link load value of the best solution, the number of solutions generated by the algorithm and the average quality of all solutions. On a single figure, plot for the three cases the worst link load values of all solutions in an increasing order. Take conclusions on the influence of the number of routing paths in the efficiency of the random algorithm.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | fprintf('RANDOM STRATEGY\n');  fprintf(' Using all possible routing paths:\n');  n = inf;  [sP nSP] = calculatePaths(L,T,n);  sol = ones(1,nFlows);  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  maxLoad = max(max(Loads(:,3:4)));  time = 10;  t = tic;  bestLoad = inf;  sol = zeros(1,nFlows);  allValues = [];  while toc(t) < time  for i = 1:nFlows  sol(i) = randi(nSP(i));  end  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load = max(max(Loads(:,3:4)));  allValues = [allValues load];  if load < bestLoad  bestSol = sol;  bestLoad = load;  end  end  fprintf(' Worst load = %.2f Gbps\n', bestLoad);  fprintf(' No. of solutions = %d\n', length(allValues));  fprintf(' Av. quality of solutions = %.2f Gbps\n\n', mean(allValues));  figure(1);  hold on  plot(sort(allValues));  ...  title({'Random algorithm'}, {'to minimize the worst link load'});  xlabel('No. of solutions');  ylabel('Best Load (Gbps)');  legend('All possible routing paths','10 shortest routing paths','5 shortest routing paths','Location','northwest'); |
| **Code analysis** | |
| Primeiramente, definiu-se o número de caminhos a utilizar no algoritmo Random (linha 3), que irá variar entre inf (usando todos os caminhos possíveis na rede), 10 (usando 10 caminhos de roteamento mais curtos) e 5 (usando 5 caminhos de roteamento mais curtos).  De seguida, calcularam-se os n caminhos da rede para cada fluxo (linha 4) e as cargas das ligações usando o primeiro caminho mais curto de cada fluxo (linhas 5 a 7), definiu-se o critério de paragem (linha 8) e inicializaram-se algumas variáveis auxiliares (linhas 9 a 12).  Enquanto o tempo não ultrapassa o estipulado (linhas 13 a 24), selecionou-se um caminho aleatório para cada fluxo, calcularam-se as cargas da solução gerada, verificou-se o maior valor das cargas entre a terceira e quarta coluna, guardaram-se todos os valores de carga máxima de todas as soluções e ficou-se com a melhor solução de todas (linhas 14 a 23).  Este processo repete-se para n=10 e n=5 caminhos mais curtos. Para cada valor de n, imprimiu-se o pior valor de carga da melhor ligação, o número de soluções geradas pelo algoritmo e a qualidade média de todas as soluções (linhas 25 a 27) e, por fim, desenhou-se o gráfico com as melhores cargas de todas as soluções geradas para cada simulação de n (linhas 28 a 36).  É importante salientar que, quando a função objetivo é minimizar a carga máxima, não é preciso se preocupar se a carga máxima ultrapassa os 10 Gbps. Escolhe-se o melhor percurso e, mesmo que a carga máxima seja superior a 10 Gbps, não há problema porque como se pretende minimizar a carga máxima, pode-se começar com uma carga superior a 10Gbps e depois, ou o algoritmo Hill Climbing consegue baixar a carga ou, se no fim tiver a solução superior a 10 Gbps, desde que haja uma solução abaixo dos 10 Gbps, ignora-se todas as soluções acima do 10 Gbps. | |
| **Result** | |
|  | |
|  | |
| **Conclusions** | |
| Relativamente à qualidade das soluções e à melhor carga, quando n=inf, ou seja, quando são utilizados todos os caminhos possíveis na rede para cada fluxo, obtêm-se soluções com baixa qualidade, pois como como se calcula a carga para todos os caminhos possíveis, considerando os mais curtos ou não, a qualidade média das soluções é elevada.  Quando n=10, ou seja, quando são utilizados os 10 caminhos mais curtos, obtêm-se soluções com melhor qualidade, o que aumenta a probabilidade de encontrar uma carga melhor, visto que se restringe o intervalo de procura para 10 caminhos mais curtos para cada fluxo em vez de se analisarem todos os caminhos possíveis.  Quando n=5, ou seja, quando são utilizados os 5 caminhos mais curtos, obtêm-se soluções com melhor qualidade, o que aumenta ainda mais a probabilidade de encontrar uma carga melhor.  Relativamente ao número de soluções geradas, para cada um dos valores de n, variam ligeiramente, mas, de uma vista geral, o número de caminhos de roteamento não influencia o número de soluções.  Concluindo, o número de caminhos de roteamento influencia a eficiência do algoritmo Random, pois quanto menor for o número de caminhos, menor será a melhor carga da ligação e melhor será a qualidade das soluções. No entanto, o número de caminhos não influencia o número de soluções geradas. | |

**1.c.** Repeat experiment **1.b** but now using a greedy randomized algorithm instead of the random algorithm. Take conclusions on the influence of the number of routing paths in the efficiency of the greedy randomized algorithm.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47 | fprintf('GREEDY RANDOMIZED STRATEGY\n');  fprintf(' Using all possible routing paths:\n');  n= inf;  [sP nSP] = calculatePaths(L,T,n);  sol = ones(1,nFlows);  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  maxLoad = max(max(Loads(:,3:4)));  time= 10;  t = tic;  bestLoad = inf;  allValues = [];  while toc(t) < time  ax2 = randperm(nFlows);  sol = zeros(1,nFlows);  for i = ax2  k\_best = 0;  best = inf;  for k = 1:nSP(i)  sol(i) = k;  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load = max(max(Loads(:,3:4)));  if load < best  k\_best = k;  best = load;  end  end  sol(i) = k\_best;  end  load = best;  allValues = [allValues load];  if load < bestLoad  bestSol = sol;  bestLoad = load;  end  end  fprintf(' Best load = %.2f Gbps\n', bestLoad);  fprintf(' No. of solutions = %d\n', length(allValues));  fprintf(' Av. quality of solutions = %.2f Gbps\n\n', mean(allValues));  figure(2);  hold on  plot(sort(allValues));  ...  title({'Greedy Randomized algorithm'}, {'to minimize the worst link load'});  xlabel('No. of solutions');  ylabel('Best Load (Gbps)');  legend('All possible routing paths','10 shortest routing paths','5 shortest routing paths','Location','southeast'); |
| **Code analysis** | |
| Primeiramente, definiu-se o número de caminhos a utilizar no algoritmo Greedy Randomized (linha 3), que irá variar entre inf (usando todos os caminhos possíveis na rede), 10 (usando 10 caminhos de roteamento mais curtos) e 5 (usando 5 caminhos de roteamento mais curtos).  De seguida, calcularam-se os n caminhos da rede para cada fluxo (linha 4) e as cargas das ligações usando o primeiro caminho mais curto de cada fluxo (linhas 5 a 7), definiu-se o critério de paragem (linha 8) e inicializaram-se algumas variáveis auxiliares (linhas 9 a 11).  Enquanto o tempo não ultrapassa o estipulado (linhas 12 a 35), escolheu-se uma ordem aleatória para os fluxos e depois, para cada fluxo, por essa ordem, escolheu-se o percurso que dá a melhor função objetivo. Ou seja, o i vai rodar por todos os fluxos pela ordem ax2, vão calcular-se as cargas e a carga máxima entre a terceira e quarta coluna e vai escolher-se o melhor percurso para o fluxo i da função objetivo (linhas 13 a 34).  Este processo repete-se para n=10 e n=5 caminhos mais curtos. Para cada valor de n, imprimiu-se o pior valor de carga da melhor ligação, o número de soluções geradas pelo algoritmo e a qualidade média de todas as soluções (linhas 36 a 38) e, por fim, desenhou-se o gráfico com as melhores cargas de todas as soluções geradas para cada simulação de n (linhas 39 a 47).  O algoritmo implementado é greedy porque sempre que se escolhe um percurso, escolhe-se o melhor e é randomized pois escolhe-se uma ordem para os fluxos e ao se escolher diferentes ordens, o resultado são diferentes soluções. | |
| **Result** | |
|  | |
| **Conclusions** | |
| Relativamente à qualidade das soluções e à melhor carga, quando n=inf, ou seja, quando são utilizados todos os caminhos possíveis na rede para cada fluxo, obtém-se uma eficiência boa, com poucas soluções geradas e com boa qualidade média das soluções.  Quando n=10, ou seja, quando são utilizados os 10 caminhos mais curtos, obtém-se uma eficiência semelhante à anterior quando n=inf, mas com um aumento bastante significativo no número de soluções geradas pelo algoritmo.  Quando n=5, ou seja, quando são utilizados os 5 caminhos mais curtos, a eficiência do algoritmo piora, geram-se mais soluções com pior qualidade e o valor da melhor carga aumenta.  Concluindo, o número de caminhos de roteamento influencia a eficiência do algoritmo Greedy Randomized, pois quanto menor for o número de caminhos, maior será a melhor carga da ligação e pior será a qualidade média das soluções, aumentando o número de soluções geradas. | |

**1.d.** Repeat experiment **1.b** but now using a multi start hill climbing algorithm instead of the random algorithm. Take conclusions on the influence of the number of routing paths in the efficiency of the multi start hill climbing algorithm.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78 | fprintf('MULTI START HILL CLIMBING STRATEGY\n');  fprintf(' Using all possible routing paths:\n');  n = inf;  [sP nSP] = calculatePaths(L,T,n);  sol = ones(1,nFlows);  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  maxLoad = max(max(Loads(:,3:4)));  time = 10;  t = tic;  bestLoad = inf;  allValues = [];  contadortotal = [];  while toc(t) < time  % Greedy Randomized  ax2 = randperm(nFlows);  sol = zeros(1,nFlows);  for i = ax2  k\_best = 0;  best = inf;  for k = 1:nSP(i)  sol(i) = k;  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load = max(max(Loads(:,3:4)));  if load < best  k\_best = k;  best = load;  end  end  sol(i) = k\_best;  end  load = best;  % Multi start Hill CLimbing  continuar = true;  while continuar  i\_best = 0;  k\_best = 0;  best = load;  for i = 1:nFlows  for k = 1:nSP(i)  if k ~= sol(i)  aux = sol(i);  sol(i) = k;  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load1 = max(max(Loads(:,3:4)));  if load1 < best  i\_best = i;  k\_best = k;  best = load1;  end  sol(i) = aux;  end  end  end  if i\_best > 0  sol(i\_best) = k\_best;  load = best;  else  continuar = false;  end  end  allValues = [allValues load];  if load < bestLoad  bestSol = sol;  bestLoad = load;  end  end  fprintf(' Best load = %.2f Gbps\n', bestLoad);  fprintf(' No. of solutions = %d\n', length(allValues));  fprintf(' Av. quality of solutions = %.2f Gbps\n\n', mean(allValues));  figure(3);  hold on  plot(sort(allValues));  ...  title({'Multi start Hill CLimbing algorithm'}, {'to minimize the worst link load'});  xlabel('No. of solutions');  ylabel('Best Load (Gbps)');  legend('All possible routing paths','10 shortest routing paths','5 shortest routing paths','Location','southeast'); |
| **Code analysis** | |
| Primeiramente, definiu-se o número de caminhos a utilizar no algoritmo Multi Start Hill Climbing (linha 3), que irá variar entre inf (usando todos os caminhos possíveis na rede), 10 (usando 10 caminhos de roteamento mais curtos) e 5 (usando 5 caminhos de roteamento mais curtos).  De seguida, calcularam-se os n caminhos da rede para cada fluxo (linha 4) e as cargas das ligações usando o primeiro caminho mais curto de cada fluxo (linhas 5 a 7), definiu-se o critério de paragem (linha 8) e inicializaram-se algumas variáveis auxiliares (linhas 9 a 12).  Enquanto o tempo não ultrapassa o estipulado (linhas 13 a 66), em primeiro lugar, construiu-se uma solução, usando o algoritmo Greedy Randomized (linhas 14 a 31) e, com essa solução, calculou-se uma nova solução aplicando o algoritmo Hill Climbing (linhas 32 a 65). Já tendo o percurso escolhido para cada fluxo testaram-se todas as soluções dadas pela troca de um percurso por um outro para cada fluxo, ou seja, testando todas essas soluções, verifica-se se a solução é melhor que a atual e, caso seja, troca-se e volta-se a repetir até que nenhuma das trocas individuais seja melhor (mínimo local).  Este processo repete-se para n=10 e n=5 caminhos mais curtos. Para cada valor de n, imprimiu-se o pior valor de carga da melhor ligação, o número de soluções geradas pelo algoritmo e a qualidade média de todas as soluções (linhas 67 a 69) e, por fim, desenhou-se o gráfico com as melhores cargas de todas as soluções geradas para cada simulação de n (linhas 70 a 78). | |
| **Result** | |
|  | |
| **Conclusions** | |
| Relativamente à qualidade das soluções e à melhor carga, quando n=inf, ou seja, quando são utilizados todos os caminhos possíveis na rede para cada fluxo, obtém-se uma eficiência bastante boa, com poucas soluções geradas e com boa qualidade média das soluções.  Quando n=10, ou seja, quando são utilizados os 10 caminhos mais curtos, obtém-se uma eficiência igual à anterior quando n=inf, mas com um aumento significativo no número de soluções geradas pelo algoritmo.  Quando n=5, ou seja, quando são utilizados os 5 caminhos mais curtos, a eficiência do algoritmo piora, geram-se mais soluções com pior qualidade e o valor da melhor carga aumenta.  Concluindo, o número de caminhos de roteamento influencia a eficiência do algoritmo Multi Start Hill Climbing, pois quanto menor for o número de caminhos, maior será a melhor carga da ligação e pior será a qualidade média das soluções, aumentando o número de soluções geradas. | |

**1.e.** Compare the efficiency of the three heuristic algorithms based on the results obtained in **1.b**, **1.c** and **1.d**.

|  |
| --- |
| **Code analysis** |
| Para esta alínea reaproveitaram-se os códigos das alíneas 1.b, 1.c e 1.d, considerando apenas um caso: n= inf (usando todos os caminhos possíveis na rede). |
| **Result** |
|  |
| **Conclusions** |
| Relativamente ao algoritmo Random, é notório que é um algoritmo pouco eficiente quando se pretende minimizar a carga máxima, uma vez que apresenta um elevado número de soluções geradas, com má qualidade e a carga máxima ainda continua a estar elevada.  O algoritmo Greedy Randomized e o Multi Start Hill Climbing foram igualmente eficientes, obtendo uma melhor solução com o mesmo valor. No entanto, o algoritmo Multi Start Hill Climbing gera muito menos soluções que o algoritmo Greedy Randomized e com melhor qualidade média de soluções.  Concluindo, o Multi Start Hill Climbing traz ganhos para a função objetivo pois consegue minimizar a carga máxima. |

|  |
| --- |
| **TASK 2** |

Consider that the energy consumption of each link is proportional to its length. Consider also that a link not supporting traffic in any of its direction can be put in sleeping mode with no energy consumption. In this task, the aim is to compute a symmetrical single path routing solution to support the unicast service which minimizes the energy consumption of the network.

**2.a.** Run a random algorithm during 10 seconds in three cases: (i) using all possible routing paths, (ii) using the 10 shortest routing paths, and (iii) using the 5 shortest routing paths. For each case, register the energy consumption value of the best solution, the number of solutions generated by the algorithm and the average quality of all solutions. On a single figure, plot for the three cases the worst link load values of all solutions in an increasing order. Take conclusions on the influence of the number of routing paths in the efficiency of the random algorithm.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | fprintf('RANDOM STRATEGY\n');  fprintf(' Using all possible routing paths:\n');  n = inf;  [sP nSP] = calculatePaths(L,T,n);  time = 10;  t = tic;  bestEnergy = inf;  sol = zeros(1,nFlows);  allValues = [];  while toc(t) < time  for i = 1:nFlows  sol(i) = randi(nSP(i));  end  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load = max(max(Loads(:,3:4)));  if load <= 10  energy = 0;  for a = 1:nLinks  if Loads(a,3)+Loads(a,4) > 0  energy = energy + L(Loads(a,1),Loads(a,2));  end  end  else  energy = inf;  end  allValues = [allValues energy];  if energy < bestEnergy  bestSol = sol;  bestEnergy = energy;  end  end  fprintf(' Best energy = %.1f Km\n', bestEnergy);  fprintf(' No. of solutions = %d\n', length(allValues));  fprintf(' Av. quality of solutions = %.1f Km\n\n', mean(allValues));  figure(1);  hold on  plot(sort(allValues));  ...  title({'Random algorithm'}, {'to minimize the energy consumption of the network'});  xlabel('No. of solutions');  ylabel('Best energy (Km)');  legend('All possible routing paths','10 shortest routing paths','5 shortest routing paths','Location','southeast'); |
| **Code analysis** | |
| Na tarefa 2, a função objetivo é diferente que a tarefa 1, em vez de ser para minimizar a carga máxima é para minimizar o consumo de energia. Quando a função objetivo é minimizar o consumo de energia, há tendência a concentrar os fluxos no menor número de ligações para que se obtenha o máximo de ligações possíveis sem suportar fluxos para se poderem colocar em sleeping mode (minimizar a energia). Sendo, então, preciso forçar, sempre que se constrói uma solução, a que essa solução não ultrapasse os 10 Gbps.  Reaproveitou-se o código da experiência 1.b, fazendo algumas alterações. Enquanto o tempo não ultrapassa o estipulado (linhas 10 a 31), selecionou-se um caminho de roteamento aleatório para cada fluxo, calcularam-se as cargas da solução gerada, verificou-se o maior valor das cargas entre a terceira e quarta coluna e verificou-se se a carga máxima da solução não ultrapasse os 10 Gbps pois, caso ultrapasse, é ignorada e volta-se a gerar uma nova solução até que a carga máxima não ultrapasse os 10 Gbps, caso contrário, a solução é aceite. Calculou-se a energia como a soma dos comprimentos de todas as ligações que não estão em spleeping mode, uma vez que a energia é proporcional ao comprimento das ligações que não estão em spleeping mode. Verificou-se se a energia é menor que o best e, caso seja, guarda-se esse valor (linhas 11 a 30).  Este processo repete-se para n=10 e n=5 caminhos mais curtos. Para cada valor de n, imprimiu-se o valor de consumo de energia da melhor solução, o número de soluções geradas pelo algoritmo e a qualidade média de todas as soluções (linhas 32 a 34) e, por fim, desenhou-se o gráfico com as melhores energias de todas as soluções geradas para cada simulação de n (linhas 35 a 43). | |
| **Result** | |
|  | |
| **Conclusions** | |
| Por observação direta do gráfico, o algoritmo Random atinge um limite máximo aos 3111 que é quando a solução passa por todos os nós. Logo, a qualidade média das soluções tende sempre para inf.  Quanto à melhor energia, quando n=inf, ou seja, quando são utilizados todos os caminhos possíveis na rede para cada fluxo, obtém-se pior eficiência, com um valor elevado da melhor energia. Quando n=10, ou seja, quando são utilizados os 10 caminhos mais curtos, obtém-se uma melhor energia, visto que se restringe o intervalo de procura para 10 caminhos mais curtos para cada fluxo. Quando n=5, ou seja, quando são utilizados os 5 caminhos mais curtos, obtém-se uma energia ainda melhor.  Concluindo, o número de caminhos de roteamento influencia a eficiência do algoritmo Random, pois quanto menor for o número de caminhos, menor será o consumo de energia, pois os caminhos possíveis para a sua escolha são também menores. | |

**2.b.** Repeat experiment **2.a** but now using a greedy randomized algorithm instead of the random algorithm. Take conclusions on the influence of the number of routing paths in the efficiency of the greedy randomized algorithm.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63 | fprintf('GREEDY RANDOMIZED STRATEGY\n');  fprintf(' Using all possible routing paths:\n');  n = inf;  [sP nSP] = calculatePaths(L,T,n);  time = 10;  t = tic;  bestEnergy = inf;  allValues = [];  while toc(t) < time  continuar = true;  while continuar  continuar = false;  ax2 = randperm(nFlows);  sol = zeros(1,nFlows);  for i = ax2  k\_best = 0;  best = inf;  for k = 1:nSP(i)  sol(i) = k;  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load = max(max(Loads(:,3:4)));  if load <= 10  energy = 0;  for a = 1:nLinks  if Loads(a,3)+Loads(a,4) > 0  energy = energy + L(Loads(a,1),Loads(a,2));  end  end  else  energy = inf;  end  if energy < best  k\_best = k;  best = energy;  end  end  if k\_best > 0  sol(i) = k\_best;  else  continuar = true;  break;  end  end  end  energy = best;  allValues = [allValues energy];  if energy < bestEnergy  bestSol = sol;  bestEnergy = energy;  end  end  fprintf(' Best energy = %.1f Km\n', bestEnergy);  fprintf(' No. of solutions = %d\n', length(allValues));  fprintf(' Av. quality of solutions = %.1f Km\n\n', mean(allValues));  figure(2);  hold on  plot(sort(allValues));  ...  title({'Greedy Randomized algorithm'}, {'to minimize the energy consumption of the network'});  xlabel('No. of solutions');  ylabel('Best energy (Km)');  legend('All possible routing paths','10 shortest routing paths','5 shortest routing paths','Location','southeast'); |
| **Code analysis** | |
| Primeiramente, definiu-se o número de caminhos a utilizar no algoritmo Greedy Randomized (linha 3), que irá variar entre inf (usando todos os caminhos possíveis na rede), 10 (usando 10 caminhos de roteamento mais curtos) e 5 (usando 5 caminhos de roteamento mais curtos).  De seguida, calcularam-se os n caminhos da rede para cada fluxo (linha 4), definiu-se o critério de paragem (linha 5) e inicializaram-se algumas variáveis auxiliares (linhas 6 a 8).  Enquanto o tempo não ultrapassa o estipulado (linhas 9 a 51), criou-se um ciclo while para construir a solução (linhas 11 a 44). Dentro deste ciclo, escolheu-se uma ordem aleatória para os fluxos e depois, para cada fluxo, por essa ordem, escolheu-se o percurso que dá a melhor função objetivo. Ou seja, o i vai rodar por todos os fluxos pela ordem ax2, vai calcular as cargas e a carga máxima entre a terceira e quarta coluna, vai verificar se a solução criada não ultrapasse os 10 Gbps pois, caso ultrapasse, é ignorada e volta-se a gerar uma nova solução até que a carga máxima não ultrapasse os 10 Gbps. Caso contrário, a solução vai ser aceite e calculada a energia como a soma dos comprimentos de todas as ligações que não estão em spleeping mode, vai se verificar se a energia é menor que o best e, caso seja, guarda-se esse valor (linhas 13 a 43). Caso k\_best = 0, quer dizer que no fluxo atual, nenhum dos percursos foi possível ser guardado sem que a carga máxima ultrapasse os 10 Gbps. Caso k\_best > 0, quer dizer que, pelo menos, um percurso foi possível guardar que não ultrapasse os 10 Gbps (linhas 37 a 42).  Este processo repete-se para n=10 e n=5 caminhos mais curtos. Para cada valor de n, imprimiu-se o valor de consumo de energia da melhor solução, o número de soluções geradas pelo algoritmo e a qualidade média de todas as soluções (linhas 52 a 54) e, por fim, desenhou-se o gráfico com as melhores energias de todas as soluções geradas para cada simulação de n (linhas 55 a 63). | |
| **Result** | |
|  | |
| **Conclusions** | |
| Relativamente à qualidade das soluções e à melhor energia, quando n=inf, ou seja, quando são utilizados todos os caminhos possíveis na rede para cada fluxo, obtém-se uma eficiência boa, com poucas soluções geradas e com boa qualidade média das soluções.  Quando n=10, ou seja, quando são utilizados os 10 caminhos mais curtos, obtém-se uma eficiência semelhante à anterior quando n=inf, mas com um aumento bastante significativo no número de soluções geradas e, consequentemente, um aumento na qualidade média das soluções geradas pelo algoritmo.  Quando n=5, ou seja, quando são utilizados os 5 caminhos mais curtos, a eficiência do algoritmo piora, geram-se mais soluções com pior qualidade e o valor da melhor energia aumenta.  Concluindo, o número de caminhos de roteamento influencia a eficiência do algoritmo Greedy Randomized, pois quanto menor for o número de caminhos, maior será a melhor carga da ligação e pior será a qualidade média das soluções, aumentando o número de soluções geradas. | |

**2.c.** Repeat experiment **2.a** but now using a multi start hill climbing algorithm instead of the random algorithm. Take conclusions on the influence of the number of routing paths in the efficiency of the multi start hill climbing algorithm.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96  97  98  99  100  101  102  103  104  105  106 | fprintf('MULTI START HILL CLIMBING STRATEGY\n');  fprintf(' Using all possible routing paths:\n');  n = inf;  [sP nSP] = calculatePaths(L,T,n);  time = 10;  t = tic;  bestEnergy = inf;  allValues = [];  contadortotal = [];  while toc(t) < time  % Greedy Randomized  continuar = true;  while continuar  continuar = false;  ax2 = randperm(nFlows);  sol = zeros(1,nFlows);  for i = ax2  k\_best = 0;  best = inf;  for k = 1:nSP(i)  sol(i) = k;  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load = max(max(Loads(:,3:4)));  if load <= 10  energy = 0;  for a = 1:nLinks  if Loads(a,3)+Loads(a,4)>0  energy = energy + L(Loads(a,1),Loads(a,2));  end  end  else  energy = inf;  end  if energy < best  k\_best = k;  best = energy;  end  end  if k\_best > 0  sol(i) = k\_best;  else  continuar = true;  break;  end  end  end  energy = best;    % Multi start Hill CLimbing:  continuar = true;  while continuar  i\_best = 0;  k\_best = 0;  best = energy;  for i = 1:nFlows  for k = 1:nSP(i)  if k ~= sol(i)  aux = sol(i);  sol(i) = k;  Loads = calculateLinkLoads(nNodes,Links,T,sP,sol);  load1 = max(max(Loads(:,3:4)));  if load1 <= 10  energy1 = 0;  for a = 1:nLinks  if Loads(a,3)+Loads(a,4)>0  energy1 = energy1 + L(Loads(a,1),Loads(a,2));  end  end  else  energy1 = inf;  end  if energy1 < best  i\_best = i;  k\_best = k;  best = energy1;  end  sol(i) = aux;  end  end  end  if i\_best > 0  sol(i\_best) = k\_best;  energy = best;  else  continuar = false;  end  end  allValues = [allValues energy];  if energy < bestEnergy  bestSol = sol;  bestEnergy = energy;  end  end  fprintf(' Best energy = %.1f Km\n', bestEnergy);  fprintf(' No. of solutions = %d\n', length(allValues));  fprintf(' Av. quality of solutions = %.1f Km\n\n', mean(allValues));  figure(3);  hold on  plot(sort(allValues));  ...  title({'Multi start Hill Climbing algorithm'}, {'to minimize the energy consumption of the network'});  xlabel('No. of solutions');  ylabel('Best energy (Km)');  legend('All possible routing paths','10 shortest routing paths','5 shortest routing paths','Location','southeast'); |
| **Code analysis** | |
| Primeiramente, definiu-se o número de caminhos a utilizar no algoritmo Multi Start Hill Climbing (linha 3), que irá variar entre inf (usando todos os caminhos possíveis na rede), 10 (usando 10 caminhos de roteamento mais curtos) e 5 (usando 5 caminhos de roteamento mais curtos).  De seguida, calcularam-se os n caminhos da rede para cada fluxo (linha 4), definiu-se o critério de paragem (linha 8) e inicializaram-se algumas variáveis auxiliares (linhas 6 a 9).  Enquanto o tempo não ultrapassa o estipulado (linhas 10 a 93), em primeiro lugar, construiu-se uma solução, usando o algoritmo Greedy Randomized (linhas 11 a 47), como implementado na alínea 2.b e, com essa solução, calculou-se uma nova solução aplicando o algoritmo Hill Climbing. Já tendo o percurso escolhido para cada fluxo, testaram-se todas as soluções dadas pela troca de um percurso por um outro para cada fluxo, ou seja, testando todas essas soluções, vê-se qual a melhor e, se for melhor que a solução atual, troca-se e volta-se a repetir até que nenhuma das trocas individuais seja melhor (mínimo local), sempre considerando se a carga é inferior aos 10 Gbps tal como é implementado no algoritmo Greedy Randomized (linhas 49 a 87).  Este processo repete-se para n=10 e n=5 caminhos mais curtos. Para cada valor de n, imprimiu-se o valor de consumo de energia da melhor solução, o número de soluções geradas pelo algoritmo e a qualidade média de todas as soluções (linhas 94 a 96) e, por fim, desenhou-se o gráfico com as melhores energias de todas as soluções geradas para cada simulação de n (linhas 97 a 106). | |
| **Result** | |
|  | |
| **Conclusions** | |
| Relativamente à qualidade das soluções e à melhor energia, quando n=inf, ou seja, quando são utilizados todos os caminhos possíveis na rede para cada fluxo, obtém-se uma eficiência bastante boa, com poucas soluções geradas e com boa qualidade média das soluções.  Quando n=10, ou seja, quando são utilizados os 10 caminhos mais curtos, obtém-se uma eficiência igual à anterior quando n=inf, mas com um aumento significativo no número e na qualidade média das soluções geradas pelo algoritmo.  Quando n=5, ou seja, quando são utilizados os 5 caminhos mais curtos, a eficiência do algoritmo piora, geram-se mais soluções com pior qualidade e o valor da melhor energia aumenta.  Concluindo, o número de caminhos de roteamento influencia a eficiência do algoritmo Multi Start Hill Climbing, pois quanto menor for o número de caminhos, maior será a melhor carga da ligação e pior será a qualidade média das soluções, aumentando o número de soluções geradas. | |

**2.d.** Compare the efficiency of the three heuristic algorithms based on the results obtained in **2.a**, **2.b** and **2.c**.

|  |
| --- |
| **Code analysis** |
| Para esta alínea reaproveitaram-se os códigos das alíneas 2.a, 2.b e 2.c, considerando apenas um caso: n= inf (usando todos os caminhos possíveis na rede). |
| **Result** |
|  |
| **Conclusions** |
| Relativamente ao algoritmo Random, é notório que é um algoritmo pouco eficiente quando se pretende minimizar o consumo de energia, uma vez que apresenta um elevado número de soluções geradas, com qualidade média inf e o consumo de energia mínimo ainda continua a estar elevado.  O algoritmo Greedy Randomized e o Multi Start Hill Climbing variam entre um mínimo e um máximo praticamente igual, a qualidade das soluções geradas é praticamente igual e o valor da melhor energia é igual. Logo, o Multi Start Hill Climbing não traz ganhos para a função objetivo pois não consegue minimizar o consumo de energia. |
|  |

|  |
| --- |
| **TASK 3** |

Assume that all routers are of very high availability (i.e., their availability is 1.0). Compute the availability of each link based on the length of the link assuming the model considered in *J.-P. Vasseur, M. Pickavet and P. Demeester, “Network Recovery: Protection and Restoration of Optical, SONET-SDH, IP, and MPLS”, Elsevier (2004)*. In this task, the aim is to compute a pair of symmetrical routing paths to support each flow of the unicast service.

**3.a.** For each flow, compute one of its routing paths given by the most available path.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71 | clear all;  close all;  Nodes= [30 70  350 40  550 180  310 130  100 170  540 290  120 240  400 310  220 370  550 380];  Links= [1 2  1 5  2 3  2 4  3 4  3 6  3 8  4 5  4 8  5 7  6 8  6 10  7 8  7 9  8 9  9 10];  T= [1 3 1.0 1.0  1 4 0.7 0.5  2 7 2.4 1.5  3 4 2.4 2.1  4 9 1.0 2.2  5 6 1.2 1.5  5 8 2.1 2.5  5 9 1.6 1.9  6 10 1.4 1.6];  nNodes= 10;  nLinks= size(Links,1);  nFlows= size(T,1);  co= Nodes(:,1)+j\*Nodes(:,2);  L= inf(nNodes);  for i=1:nNodes  L(i,i)= 0;  end  for i=1:nLinks  d= abs(co(Links(i,1))-co(Links(i,2)));  L(Links(i,1),Links(i,2))= d+5;  L(Links(i,2),Links(i,1))= d+5;  end  L= round(L);  MTBF= (450\*365\*24)./L;  A= MTBF./(MTBF + 24);  A(isnan(A))= 0;  logA= -log(A);  [sP nSP]= calculatePaths(logA,T,1);  count= 1;  ava=ones(1,length(sP));  for i=1:length(sP)  fprintf('Flow %d: ',i);  path=sP{i}{1};  aux = 1;  for j=1:(length(path)-1)  initialNode = path(j);  nextNode = path(j+1);  ava(i)= ava(i)\*A(initialNode,nextNode);  end  fprintf('availability of Path ');  fprintf('%d ', path);  fprintf('= %.5f%%\n', ava(i))  end |
| **Code analysis** | |
| Primeiramente, definiram-se três matrizes: a matriz com a localização de cada nó para depois calcular o comprimento das ligações, onde a primeira coluna corresponde à coordenada x e a segunda à coordenada y (linhas 3 a 12); a matriz que contém todas as ligações da rede (linhas 13 a 28) e a matriz para cada fluxo, onde a primeira coluna corresponde ao nó origem, a segunda ao nó destino, a terceira ao débito binário origem-destino e a quarta coluna ao débito binário destino-origem (linhas 29 a 37).  De seguida, inicializaram-se algumas variáveis como o número de nós na rede (linha 38), o número de ligações (linha 39), o número de fluxos (linha 40) e os números complexos, onde a parte real corresponde à coordenada x e a parte imaginária à coordenada y (linha 41).  Posteriormente, definiu-se uma matriz L que contém os comprimentos, em km, de cada ligação ij, ou infinito se a ligação não existir, com a diagonal preenchida a zeros (linhas 42 a 51).  Depois, supondo que todos os routers tenham disponibilidade muito alta (ou seja, sua disponibilidade é 1,0), calculou-se a disponibilidade de cada link como uma matriz quadrada A assumindo o modelo considerado em J.-P. Vasseur, M. Pickavet e P. Demeester, “Network Recovery: Protection and Restoration of Optical, SONET-DH, IP, and MPLS”, Elsevier (2004) (linhas 52 a 55).  Por fim, calcularam-se os caminhos da rede para cada fluxo, usando o primeiro caminho de roteamento mais curto e imprimiu-se, para cada fluxo, um dos seus caminhos de roteamento dados pelo caminho mais disponível, com a respetiva disponibilidade (linhas 57 a 61).  O código das linhas 1 a 55, será utilizado em todas as restantes alíneas da tarefa 3. | |
| **Result** | |
|  | |

**3.b.** For each flow, compute another routing path given by the most available path which is link disjoint with the previously computed routing path. Compute the availability provided by each pair of routing paths. Present all pairs of routing paths of each flow and their availability. Present also the average service availability (i.e., the average availability value among all flows of the service).

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | **FALTAAA** |
| **Code analysis** | |
| **FALTAAA** | |
| **Result** | |
| **FALTAAA** | |
| **Conclusions** | |
| **FALTAAA** | |

**3.c.** Recall that the capacity of all links is 10 Gbps in each direction. Compute how much bandwidth is required on each direction of each link to support all flows with 1+1 protection using the previous computed pairs of link disjoint paths. Compute also the total bandwidth required on all links. Register which links do not have enough capacity.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | **FALTAAA** |
| **Code analysis** | |
| **FALTAAA** | |
| **Result** | |
| **FALTAAA** | |
| **Conclusions** | |
| **FALTAAA** | |

**3.d.** Compute how much bandwidth is required on each link to support all flows with 1:1 protection using the previous computed pairs of link disjoint paths. Compute also the total bandwidth required on all links. Register which links do not have enough capacity and the highest bandwidth value required among all links.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | **FALTAAA** |
| **Code analysis** | |
| **FALTAAA** | |
| **Result** | |
| **FALTAAA** | |
| **Conclusions** | |
| **FALTAAA** | |

**3.e.** Compare the results of **3.c** and **3.d** and justify the differences.

|  |
| --- |
| **Code analysis** |
| **FALTAAA** |
| **Result** |
| **FALTAAA** |
| **Conclusions** |
| **FALTAAA** |

|  |
| --- |
| **TASK 4** |

Consider the same availability values as in Task 3. In this task, the aim is to compute a pair of symmetrical routing paths to support each flow of the unicast service with 1:1 protection which minimizes the highest required bandwidth value among all links.

**4.a.** For each flow, compute 10 pairs of link disjoint paths in the following way. With a k-shortest path algorithm, first compute the k = 10 most available routing paths provided by the network to each traffic flow. Then, compute the most available path which is link disjoint with each of the k previous paths.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | **FALTAAA** |
| **Code analysis** | |
| **FALTAAA** | |
| **Result** | |
| **FALTAAA** | |
| **Conclusions** | |
| **FALTAAA** | |

**4.b.** Develop a multi start hill climbing algorithm for this optimization problem using the 10 pairs of link disjoint paths computed in **4.a** for each flow. Run the algorithm during 30 seconds. Present the pair of routing paths of each flow (and its availability) and the average service availability of the best solution. Present the highest required bandwidth value among all links. Compare this solution with the one in **3.d** and take all possible conclusions.

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | **FALTAAA** |
| **Code analysis** | |
| **FALTAAA** | |
| **Result** | |
| **FALTAAA** | |
| **Conclusions** | |
| **FALTAAA** | |

|  |
| --- |
| **AUXILIARY FUNCTIONS** |

|  |  |
| --- | --- |
| **Matlab code** | |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78  79  80  81  82  83  84  85  86  87  88  89  90  91  92  93  94  95  96 | function Loads= calculateLinkLoads(nNodes,Links,T,sP,Solution)  nFlows= size(T,1);  nLinks= size(Links,1);  aux= zeros(nNodes);  for i= 1:nFlows  if Solution(i)>0  path= sP{i}{Solution(i)};  for j=2:length(path)  aux(path(j-1),path(j))= aux(path(j-1),path(j)) + T(i,3);  aux(path(j),path(j-1))= aux(path(j),path(j-1)) + T(i,4);  end  end  end  Loads= [Links zeros(nLinks,2)];  for i= 1:nLinks  Loads(i,3)= aux(Loads(i,1),Loads(i,2));  Loads(i,4)= aux(Loads(i,2),Loads(i,1));  end  end  function [sP nSP]= calculatePaths(L,T,n)  nFlows= size(T,1);  nSP= zeros(1,nFlows);  for i=1:nFlows  [shortestPath, totalCost] = kShortestPath(L,T(i,1),T(i,2),n);  sP{i}= shortestPath;  nSP(i)= length(totalCost);  end  end  function Loads= calculateLinkLoads1plus1(nNodes,Links,T,sP1,sP2)  nFlows= size(T,1);  nLinks= size(Links,1);  aux= zeros(nNodes);  for i= 1:nFlows  if ~isempty(sP1{i}{1})  path= sP1{i}{1};  for j=2:length(path)  aux(path(j-1),path(j))= aux(path(j-1),path(j)) + T(i,3);  aux(path(j),path(j-1))= aux(path(j),path(j-1)) + T(i,4);  end  end  if ~isempty(sP2{i}{1})  path= sP2{i}{1};  for j=2:length(path)  aux(path(j-1),path(j))= aux(path(j-1),path(j)) + T(i,3);  aux(path(j),path(j-1))= aux(path(j),path(j-1)) + T(i,4);  end  end  end  Loads= [Links zeros(nLinks,2)];  for i= 1:nLinks  Loads(i,3)= aux(Loads(i,1),Loads(i,2));  Loads(i,4)= aux(Loads(i,2),Loads(i,1));  end  end  function Loads= calculateLinkLoads1to1(nNodes,Links,T,sP1,sP2)  nFlows= size(T,1);  nLinks= size(Links,1);  aux= zeros(nNodes);  for i= 1:nFlows  path= sP1{i}{1};  for j=2:length(path)  aux(path(j-1),path(j))= aux(path(j-1),path(j)) + T(i,3);  aux(path(j),path(j-1))= aux(path(j),path(j-1)) + T(i,4);  end  end  for link= 1:nLinks  aux2= zeros(nNodes);  t1= Links(link,1);  t2= Links(link,2);  for i= 1:nFlows  path= sP1{i}{1};  pathdif= find(path==t1 | path==t2);  if length(pathdif)<2 || pathdif(2)-pathdif(1)>1  for j=2:length(path)  aux2(path(j-1),path(j))= aux2(path(j-1),path(j)) + T(i,3);  aux2(path(j),path(j-1))= aux2(path(j),path(j-1)) + T(i,4);  end  elseif ~isempty(sP2{i}{1})  path= sP2{i}{1};  for j=2:length(path)  aux2(path(j-1),path(j))= aux2(path(j-1),path(j)) + T(i,3);  aux2(path(j),path(j-1))= aux2(path(j),path(j-1)) + T(i,4);  end  end  end  aux=max(aux,aux2);  end  Loads= [Links zeros(nLinks,2)];  for i= 1:nLinks  Loads(i,3)= aux(Loads(i,1),Loads(i,2));  Loads(i,4)= aux(Loads(i,2),Loads(i,1));  end  end |