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1. **Цель лабораторных работ**

Написать спецификацию какого-либо программного продукта и протестировать его с помощью модульных, интеграционных, функциональных и системных тестов.

1. **Спецификация программного продукта**

**Описание задачи:** Дана выборка, состоящая из значений инвестиций компаний в рекламу по ТВ, в газетах и по радио, а также выручка компании. Необходимо построить регрессор для прогнозирования выручки компании, в зависимости от ее инвестиций.

**Описание реализации**: Была разработана программа, которая находит веса признаков для линейного регрессора. Данные считываются из файла, результат выводится в файл.

Язык реализации: Python 3.5

**Описание алгоритма:** Линейная регрессия – используемая в статистике регрессионная модель одной переменной y от нескольких других переменных x с линеной функцией зависимости. Определим модель зависимости как ![y_i= w_1 + w_2x_i + \varepsilon_i.](data:image/gif;base64,R0lGODdhkAATAPMAAP///9XV1crKysDAwLW1tampqW5ubmJiYlRUVEZGRgAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAACQABMAAAT/EMhJq704a622/yDVhWRpntKIrpvKvjDpxvF8Kkog0hOupz0ZxhcEbgIKAwGXC9kkSKZGoCioqC2mVluhWiVYI+jpHYUBTwqygFAIAGfPE/mWCwYqNw99H+nFH09ueCl1aC06CgM3FwoEMnVIP3t6kkVDWwlbIm+WgBmeWVqaXAAEB1JyE3iGn4wAnmeEHBkjsbZMkxOhFmmHFgYHi429EwYGclvKxIXNaAoHLbU9dX+KcE0Vlb7M2sNjw9d7KQNUBouzl0O15UnoeRNhblQI2LqqvcNxIrg40eNQcAigQmQHLQxRBuZS14+AgYJOLkSBqG3GF4ARD77Yx4JbCV5RXe5hdKWtRisNIaeBSEnNnjYCS0YWkwnGowiYNgPhVLOw5B+aJPfQifizIx8S6YD+Gmkpp4SkL6DK+abU6QkvQRtRfSHOyUWa/nBghFYq0FeuZz1EUcoWxdoYbyVEAAA7AAAAAAAAAAAA). Искомый вектор весов можно найти двумя способами:

1. Нахождение вектора оптимальных весов w может быть сделано аналитически. Мы хотим найти такой вектор весов w, чтобы вектор y, соответствующий целевому признаку, получался умножением матрицы X (состоящей из всех признаков объектов обучающей выборки, кроме целевого) на вектор весов w. То есть, чтобы выполнялось матричное уравнение y = X \* w. Согласно методу наименьших квадратов, искомый вектор параметров есть решение нормального уравнения ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIYAAAAaCAIAAAD9v7P+AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsMB2mqY3AAABSlJREFUaEPtWS2Y4kgQbU4hcYkDd+MGBw4cOHDEgQMHpxi5LjiyClYFBy7ZM+DCfSfCqQQFLlnFnAoucVx1h58QAnTC7YT9vinFQFdXdb3uV697ErvdDn2aW4GtORt1WmZnLRST8dXkt/hCP11kB7FJ5/uPuPP6hOSEQDKVjPFwHPP4NSDRhWymKsjzYSORSFSFmdwrs1lBj3s/7+lu1mKLndFMfismEtnOZDZq5RMNeRs5O+glT2+GWOtrkOVmXEGoMt6QT101Ut7aoHBp/cNcKo9QW7FDzax065IFHirPIIbHM6l8ZWyEmsM7GEX2/HhHa9pE6JWA87MsCiT7XLT+K0LNKQbnMYuNuJz1pNebvcPpdsw5PupgbLknL0yHfCVU4YtMtSev4W9ijj77hhgunz1nhDvuf//51hkd5whPJts1ZkmcXb41mq0xHW3Xk04Wsi02hosjPZm6vESVYjYVPoTf4zFEI3rbKl+oec+2JdVxYqdNpvVzTKmveSlEA2K4wiq33Y1xrcCr99nItrQBZkZxZZ0PJgfAcz7huDK55tTLTRuphlBBjE5Xp0rGQVxQorSfsG2lfcIEEMv5lrzbGWLhOjHccYef0zUJelBEI7EPmOD0fbtlR+L/T5z68ZDgHR2QvK104RAgKFzQkr2tPbCs99xhozPdkH3bE8gQS5Acw2uBu8Xb2iOC7nE7h8S2DG06HojqsUmtptKKnGJLFfvjMyKJFpwsLlAtYcWCUDqdvjggO9tS+7gmTWlzlX9uuONM1S5CrjKKZETsIQay8x+Q3c42pCakXhhoPsKzNytVkcT+dOXGNJTB8fP1LPynhKiaI2MDo7uiE3apVGMYv6BwE71qe1dvdMK5VyTinrK7FLQftKDb7gZO9QFBtG9XodStbVkrEVfIpWlb43MUOfgVVypbhDnMd6wkdKH1xz/wGcsixJZbjWLZJyjY6si6YaMq64frfT3HXwXeklNsBn5aLtZmJNVy251EjDo1zphlcY//ThQhpSVTqReuA4T8VV6AVzL7JvCl/EvqtvuFCGYzLxiSd2SOBIfrvqKlucVJmLLMvpX9JYagt+yy8g76NzghZ9HjBFSBbfSXMNMp13waRue+dOjreZaCOWlweqYE9PR1MsfbldqS+TIHXguyJH2hc3m8725ZwL0EQFzqs96XBdfgsuDvwDrMiWByrexFiZ3tTbssAJsJpDq85Dk3nAw78POyFxYTWvcCe3FsKWpL4E4Nh/KXDmDybTQntEFryZcicLWsr5Ezn+hcGXb8HbtgZUK6iCHXBqLtcvyAr59fEQ5O4XvJ/tlBOwsLLf/Q0l3KBmkToglTueNO4z53hDQsoA8t3W1XYeW0K98lVayDYrsf/VIEkzIfcsAPDOhSAd2f9/oIvCxv37eUbi53usm5+oL+oYnSHU8bQQXbK7GW9lxqXUwK4l5CUdYBqz2EL5dUN6MASKTaqUKbce1S9FEmcm0Y1m4l955raWITugd6bU9ddWutlL7LbLmmqBh39hS9Oz58Afrv5kpsY8rj7oEqoG7xSHujjdsYEsSUeGlFvqMyvMthyZQ4fvxVERaBL4MP6FGqMngH2Wo3d/Z+E3qGxxzwxh7QcBYJEwsksOFWYr0uupfQn2wQqt2WyKGMx+DC3wzzVh8TJISktKlCRa4PVdJQlJjgABJWDcuQ2u2zB8q7q4kRkru5/doDQLkyzO+1/ulxinI9CUxen/ZMFYjtX1jPVITnyuUTkufCA7L5hOTpIPkPHETwlMOENvMAAAAASUVORK5CYII=).
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2 Параметры w0,w1,w2,w3, по которым минимизируется среднеквадратичная ошибка, можно находить численно с помощью градиентного спуска. Градиентный шаг для весов будет выглядеть следующим образом.
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Здесь η - параметр, шаг градиентного спуска.

У градиентного спуска, описанного выше, есть один недостаток. На больших выборках вычисление градиента по всем имеющимся данным на каждом шаге может быть вычислительно сложно. В стохастическом варианте градиентного спуска поправки для весов вычисляются только с учетом одного случайно взятого объекта обучающей выборки:

![](data:image/png;base64,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)

где k - случайный индекс, k∈{1,…,ℓ}.

1. **Описание абстрактных классов и методов:**

* Class **Matrix** – класс для нахождения весов аналитически.
* Class **SGD** – класс для нахождения весов с помощью стохастического градиентного спуска.
* Class **Vector** – класс для работы с вектором, в данной задаче – с вектором значений целевой переменной.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Класс **Matrix**:

Метод **shape(Marr):** возвращает размер матрицы

Входные данные: Матрица

Выходные данные: массив, состоящий из размеров матрицы

Метод **T(Marr):** транспонирует матрицу:

Входные данные: Матрица

Выходные данные: транспонированная матрица

Метод **scales(Marr):** масштабирует матрицу

Входные данные: Матрица

Выходные данные: из каждого элемента каждого стоца матрицы вычитается его среднее значение и делится на стандартное отклонение значений этого столбца.

Метод **add\_ones\_col\_left(Marr):** Добавляет единичный столбец слева к матрице

Входные данные: Матрица

Выходные данные: матрица с единичным стобцом слева

Метод **inv(Marr):** находит обратную матрицу

Входные данные: Матрица

Выходные данные: обратная матрица

Метод **matmult**(a, b)**:** перемножает матрицы

Входные данные: 2 матрицы

Выходные данные: Произведение матриц

Метод **pseudo\_inverse**(Marr)**:** Возвращает псевдо-обратную матрицу

Входные данные: Матрица

Выходные данные: псевдо-обратная матрица

Метод **transform (self):** масштабирует матрицу и приписывает к ней единичный вектор слева.

Входные данные: нет

Выходные данные: трансформмированная матрица

Метод **weights(self, y):** находит веса для последующего предсказания

Входные данные: вектор y, соответствующий целевому признаку

Выходные данные: веса для линейной регрессии

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Класс **Vector**:

Метод **length(self):** возвращает длину вектора

Входные данные: нет

Выходные данные: значение длинны вектора

Метод **n(self, n):** Возвращает n-й элемент вектора

Входные данные: **n** - номер элемента

Выходные данные: n-й элемент

Метод **to\_array(self):** Возвращает вектор

Входные данные: нет

Выходные данные: вектор

Метод **mserror(self, y\_pred):** вычисляет значение средней квадратической ошибки

Входные данные: y\_pred - массив

Выходные данные: Значение средней квадратической ошибки

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Класс **SGD:**

Метод **euclidean(self, w\_new):** возвращает Евклидово расстояние между векторами

Входные данные: новый вектор весов

Выходные данные: значение Евклидово расстояние между новым и текущим векторами весов

Метод **def stochastic\_gradient\_descent (self, eta=1e-2, max\_iter=1e6, min\_weight\_dist=1e-8, seed=42, verbose=False):** возвращает результирующий вектор весов и вектор ошибок на каждой итерации

Входные данные: значение градиентного шага, максимальное число итереций, превысив которое прекратится вычисление весов, минимальное значение Евклидова расстояния между весами, получив которое прекращается спуск, значение для генерации псевдо случайных чисел.

Выходные данные: результирующий вектор весов и вектор ошибок на каждой итерации

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. **Спецификация модульных тестов**

Цель модульного тестирования — изолировать отдельные части программы и показать, что по отдельности эти части работоспособны.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Метод для тестирования: def **matmult(self, b, a=None)**

Кассы эквивалентности для входных данных:

1. Матрицы, где в число столбцов в первой совпадает с числом строк во второй
2. Матрицы, где в число столбцов в первой не совпадает с числом строк во второй
3. Матица размера 1\*1
4. Пустые матрицы

Анализ:

Тест **test\_1:**

Вход: [[1,0,1], [0,1,5]] и [[1,2], [1,4], [0,4]]

Ожидаемый результат: [[1, 6], [1, 24]]

Тест **test\_2:**

Вход: матрицы [[1,0,1], [0,1,5]] и [[1,4], [0,4]]

Ожидаемый результат: **Error**

Тест **test\_3:**

Вход: [[1]] и [[3]]

Ожидаемый результат: **[[3]]**

Тест **test\_4:**

Вход: матрицы без элементов: [[]] и [[]]

Ожидаемый результат: **[[]]**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Метод для тестирования: def **inv(self):**

Кассы эквивалентности для входных данных:

1. Пустая матица
2. Матрица с одним элементов
3. Прямоугольная матрица
4. Квадратная матрица с несколькими элементами
5. Матрица, с определителем равным 0

Анализ:

Тест **test\_5:**

Вход: **[[]]**

Ожидаемый результат: **[[]]**

Тест **test\_6:**

Вход: **[[2]]**

Ожидаемый результат: **[[0.5]]**

Тест **test\_7:**

Вход: **[[2, 1]]**

Ожидаемый результат: **Error**

Тест **test\_8:**

Вход: [[2, 1], [2, 3]]

Ожидаемый результат: **[[0.75, -0.25], [-0.5, 0.5]]**

Тест **test\_9:**

Вход: [[4, 2], [2, 1]]

Ожидаемый результат: **Error**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Метод для тестирования: def **\_T(self):**

Кассы эквивалентности для входных данных:

1. Матрица без элементов
2. Матрица с одним элементом
3. Прямоугольная матрица
4. Квадратная матрица

Анализ:

Тест **test\_10:**

Вход: **[[]]**

Ожидаемый результат: [[]]

Тест **test\_11:**

Вход: **[[5]]**

Ожидаемый результат: [[5]]

Тест **test\_12:**

Вход: [[5, 1, 4], [8, 0, -1]]

Ожидаемый результат: [[5, 8], [1, 0], [4, -1]]

Тест **test\_13:**

Вход: [[5, 1], [8, 0]]

Ожидаемый результат: [[5, 8], [1, 0]]

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Метод для тестирования: def **\_scales(Marr):**

Кассы эквивалентности для входных данных:

1. Матрица без элементов
2. Матрица с одним элементом
3. Матрица, в которой стандартное отклонение элементов столбца != 0
4. Матрица, в которой стандартное отклонение элементов столбца == 0

Анализ:

Тест **test\_14:**

Вход: **[[]]**

Ожидаемый результат: [[]]

Тест **test\_15**

Вход: **[[2]]**

Ожидаемый результат: **[[1, 2]]**

Тест **test\_16:**

Входы: [[2, 1], [3,5]]

Ожидаемый результат: [[1, -1.0, -1.0], [1, 1.0, 1.0]]

Тест **test\_17:**

Входы: [[2, 1], [5, 1]]

Ожидаемый результат: [[1, -1.0, 1], [1, 1.0, 1]]

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Метод для тестирования: def **\_add\_one\_col\_left(Marr):**

Кассы эквивалентности для входных данных:

1. Матрица без элементов
2. Матрица с одной строкой
3. Матрица, с несколькими строками

Анализ:

Тест **test\_18:**

Вход: **[[]]**

Ожидаемый результат: [[]]

Тест **test\_19:**

Вход: **[[2]]**

Ожидаемый результат: **[[1, 2]]**

Тест **test\_20:**

Входы: [[2, 1], [3,5]]

Ожидаемый результат: [[1, 2, 1], [1, 3, 5]]

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Метод для тестирования: def **mserror(self, y\_pred):**

Кассы эквивалентности для входных данных:

1. Пустые вектора
2. Вектора разной длины
3. Вектора одинаковой длины с разными значениями
4. Вектора одинаковой длины с одинаковыми значениями

Анализ:

Тест **test\_1:**

Вход: **[], []**

Ожидаемый результат: **Error**

Тест **test\_2:**

Вход: **[1, 2, 3], [3, 1]**

Ожидаемый результат: **Error**

Тест **test\_3:**

Вход: **[1, 2, 3], [3, 1, 4]**

Ожидаемый результат: **2**

Тест **test\_4:**

Вход: [[1, 2, 3], [1, 2, 3]]

Ожидаемый результат: **0**

1. **Покрытие кода тестами**

Для исследования объема покрытого тестами кода, использовалась сстандартная библиотека языка python – nose, из-за ее простоты, встроенного подсчета различных метрик, в частности процента покрытия кода, и встроенности в язык python.

В результате были получены следующие результаты:

**![](data:image/png;base64,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)**

Видно, что покрытие тестами методов класса Matrix составляет 85%. Это объяснимо, если учесть, что не были протестированы методы pseudo\_inverse, transform и weight, так как эти методы целиком состоят из вызовов уже протестированных методов.

Покрытие же тестами методов класса Vector составляет 89%, что так же объяснимо, так как не были протестированы методы length, n и to\_array из-за их простоты и использования в них стандартных функций языка python.