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Алгоритм Хаффмана

Алгоритм Хаффмана - адаптивний жадібний алгоритм оптимального префіксних кодування алфавіту з мінімальною надмірністю. Був розроблений в 1952 році аспірантом Массачусетського технологічного інституту Девідом Хаффманом при написанні їм курсової роботи. В даний час використовується в багатьох програмах стиснення даних.

На відміну від алгоритму Шеннона - Фано, алгоритм Хаффмана залишається завжди оптимальним і для вторинних алфавітів m2 з більш ніж двома символами.

Цей метод кодування складається з двох основних етапів:

1.Побудова оптимального кодового дерева.

2.Побудова відображення код-символ на основі побудованого дерева.

Розлянемо цей алгоритм на основі прикладу:

Припустимо, що у нас є строка «beep boop beer!», для якої, в її поточному вигляді, на кожен знак витрачається по одному байту. Це означає, що вся рядок цілком займає 15 \* 8 = 120 біт пам'яті.

Для початку побудуємо таблицю частот цих символів:

|  |  |
| --- | --- |
| **Символ** | **Частота** |
| 'b' | 3 |
| 'e' | 4 |
| 'p' | 2 |
| ' ' | 2 |
| 'o' | 2 |
| 'r' | 1 |
| '!' | 1 |

Після обчислення частот ми створимо вузли бінарного дерева для кожного знака і додамо їх в чергу, використовуючи частоту в якості пріоритету:

![A description...](data:image/png;base64,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)

Тепер ми дістаємо два перших елемента з черги і пов'язуємо їх, створюючи новий вузол дерева, в якому вони обидва будуть нащадками, а пріоритет нового вузла буде дорівнює сумі їх пріоритетів. Після цього ми додамо вийшов новий вузол назад у чергу.

![A description...](data:image/png;base64,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)

Повторимо ті ж кроки і отримаємо:
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Використовуючи вищенаведені правила прийдемо до такого вигляду дерева.
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Тепер, щоб отримати код для кожного символу, треба просто пройтися по дереву, і для кожного переходу додавати 0, якщо ми йдемо вліво, і 1 - якщо направо:

![A description...](data:image/png;base64,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)

Ми отримали нові коди символів для даної строки:

|  |  |
| --- | --- |
| **Символ** | **Код** |
| 'b' | 00 |
| 'e' | 11 |
| 'p' | 101 |
| ' ' | 011 |
| 'o' | 010 |
| 'r' | 1000 |
| '!' | 1001 |

Щоб розшифрувати закодований рядок, нам треба, відповідно, просто йти по дереву, згортаючи у відповідну кожному біту сторону до тих пір, поки ми не досягнемо листа. Наприклад, якщо є рядок «101 11101 11» і наше дерево, то ми отримаємо рядок «pepe».

Важливо мати на увазі, що кожен код не є префіксом для коду іншого символу. У нашому прикладі, якщо 00 - це код для 'b', то 000 не може виявитися чиєюсь кодом, тому що інакше ми отримаємо конфлікт. Ми ніколи не досягли б цього символу в дереві, так як зупинялися б ще на 'b'.

Архіватор та деархіватор було реалізовано в одній програмі.

**Архіватор**

Зчитуємо файл побітово в асоціативний масив. На його базі будуємо дерево. Після цього будуємо таблицю(асоціативний масив), в якій перша колонка — символи, друга — масив з нулів та одиниць(таблиця при цьому записується у файл). Конвертуємо дерево в строку, заносимо її у файл. Далі побітово записуємо коди символів на їх місці.

**Деархіватор**

Відкриваємо файл, за допомогою рекурсивної функції будуємо дерево. Далі зчитуємо побітово і в дереві шукаємо символ(так як алгоритм Хаффмана непрефіксний, кожен символ має свій код, тож розкодовується однозначно).

Код:

**#include <iostream>**

**#include <cstdlib>**

**#include <vector>**

**#include <map>**

**#include <list>**

**#include <fstream>**

**#include <ctime>**

**using** **namespace** std;

*/\*\**

*\* class Node*

*\* for tree*

*\*/*

**class** **Node** {

public:

**int** a;

**char** c;

Node **\***left, **\***right;

Node() {

left **=** right **=** NULL;

}

Node(Node **\*** l, Node **\*** r) {

a **=** l**->**a **+** r**->**a;

left **=** l;

right **=** r;

}

};

*/\*\**

*\* class myCompare*

*\* class for comparing*

*\*/*

**class** **myCompare** {

public:

**bool** **operator**()(Node **\*** l, Node **\*** r) **const** {

**return** l**->**a **<** r**->**a;

}

};

*/\*\**

*\* test function for printing tree*

*\*/*

**void** **print**(Node **\*** root, **unsigned** **int** k **=** 0) {

**if**(root **!=** NULL) {

print(root**->**left, k**+**3);

**for**(**unsigned** **int** i **=** 0; i **<** k; i**++**) {

cout **<<** " ";

}

**if**(root**->**c) {

cout **<<** root**->**a **<<** " (" **<<** root**->**c **<<** ") " **<<** endl;

} **else** {

cout **<<** root**->**a **<<** endl;

}

print(root**->**right, k**+**3);

}

}

*// global variables*

*// code - vector for each symbol's code*

vector**<bool>** code;

map**<char**, vector**<bool>** **>** table;

*/\*\**

*\* function buildTable*

*\* recursive function for building associative array - table*

*\*/*

**void** **buildTable**(Node **\***root, ofstream **&**f) {

**if**(root**->**left **!=** NULL) {

code.push\_back(0);

buildTable(root**->**left, f);

}

**if**(root**->**right **!=** NULL) {

code.push\_back(1);

buildTable(root**->**right, f);

}

**if**(root**->**c) {

**for**(**int** i **=** 0; i **<** code.size(); i**++**) {

f **<<** code[i];

}

f **<<** " " **<<** root**->**c **<<** '\n';

table[root**->**c] **=** code;

}

code.pop\_back();

}

*/\*\**

*\* function convertFromTree*

*\* convert from tree to file*

*\*/*

**void** **convertFromTree**(Node **\*** root, ofstream **&**f) {

**if**(root**->**left) {

**if**(root**->**left**->**c) {

f **<<** 0 **<<** root**->**left**->**c;

} **else** {

f **<<** 1;

}

convertFromTree(root**->**left, f);

}

**if**(root**->**right) {

**if**(root**->**right**->**c) {

f **<<** 0 **<<** root**->**right**->**c;

} **else** {

f **<<** 1;

}

convertFromTree(root**->**right, f);

}

}

*/\*\**

*\* function convertToTree*

*\* convert form file to tree*

*\*/*

**void** **convertToTree**(Node **\*\*** root, ifstream **&**f) {

**int** c **=** f.get();

**if**(c **==** 49) {

(**\***root)**->**left **=** **new** Node();

(**\***root)**->**right **=** **new** Node();

convertToTree(**&**((**\***root)**->**left), f);

convertToTree(**&**((**\***root)**->**right), f);

} **else** **if**(c **==** 48) {

**char** sym **=** f.get();

(**\***root)**->**c **=** sym;

}

}

**int** **main**() {

**bool** exit **=** false;

srand(time(NULL));

**while**(**!**exit) {

*// getting a file type*

**int** type;

cout **<<** "If you want to encode, put 0; decode - put 1" **<<** endl;

cin **>>** type;

cin.ignore(1);

*// getting files*

string input, output;

cout **<<** "Please, input in filename" **<<** endl;

cin **>>** input;

cin.ignore();

cout **<<** "Please, input out filename" **<<** endl;

cin **>>** output;

map**<char**, **int>** chars;

*// for measuring of time*

**clock\_t** progTime **=** clock();

*// type == 0 - encode*

**if**(type **==** 0) {

ifstream f(input.c\_str(), ios**::**binary);

**if**(f.fail()) {

cout **<<** "File is not exist" **<<** endl;

**return** 0;

}

*// getting the chars*

**while**(**!**f.eof()) {

**char** c **=** f.get();

chars[c]**++**;

}

map**<char**, **int>::**iterator itr;

list**<**Node**\*>** tree;

*// creating of the tree*

**for**(itr **=** chars.begin(); itr **!=** chars.end(); **++**itr) {

Node **\***p **=** **new** Node();

p**->**c **=** itr**->**first;

p**->**a **=** itr**->**second;

tree.push\_back(p);

}

**while**(tree.size() **!=** 1) {

tree.sort(myCompare());

Node **\***sonL **=** tree.front();

tree.pop\_front();

Node **\***sonR **=** tree.front();

tree.pop\_front();

Node **\***parent **=** **new** Node(sonL, sonR);

tree.push\_back(parent);

}

Node **\*** root **=** tree.front();

*// creatinf o statistic file*

string outputStatistic **=** output **+** "\_statistic.txt";

ofstream outStat(outputStatistic.c\_str(), ios**::**out **|** ios**::**binary);

*// building of a table*

buildTable(root, outStat);

f.clear();

f.seekg(0);

ofstream out((output **+** ".bin").c\_str(), ios**::**out **|** ios**::**binary);

*// writing of tree into the file*

out **<<** 1;

convertFromTree(root, out);

*// writing the code to the file*

**int** count **=** 0; **char** buf **=** 0;

**while**(**!**f.eof()) {

**char** c **=** f.get();

vector**<bool>** x **=** table[c];

**for**(**int** n **=** 0; n **<** x.size(); n**++**) {

buf **=** buf **|** x[n] **<<** (7 **-** count);

**if**(**++**count **==** 8) {

count **=** 0;

out **<<** buf;

buf **=** 0;

}

}

}

f.close();

out.close();

} **else** { *// type == 1 - decode*

ifstream in(input.c\_str(), ios**::**in **|** ios**::**binary);

ofstream out(output.c\_str(), ios**::**out **|** ios**::**binary);

Node **\*** treeFromFile **=** **new** Node();

*// building a tree from the file*

convertToTree(**&**treeFromFile, in);

**int** count **=** 0;

**char** byte;

Node **\***p **=** treeFromFile;

*// decoding*

byte **=** in.get();

**while**(**!**in.eof()) {

**bool** b **=** byte **&** (1 **<<** (7 **-** count));

**if**(b) {

p **=** p**->**right;

} **else** {

p **=** p**->**left;

}

**if**(p**->**left **==** NULL **&&** p**->**right **==** NULL) {

out **<<** p**->**c;

p **=** treeFromFile;

}

count**++**;

**if**(count **==** 8) {

byte **=** in.get();

count **=** 0;

}

}

in.close();

out.close();

treeFromFile **=** NULL;

}

progTime **=** clock() **-** progTime;

cout **<<** "Time: " **<<**(**double**)progTime **/** CLOCKS\_PER\_SEC **<<** " seconds" **<<** endl;

code.clear();

table.clear();

cout **<<** "Exit? 1/0" **<<** endl;

cin **>>** exit;

}

**return** 0;

}

Висновок.

Реалізований архіватор по методу Хаффмана та деархіватор. Побудовані тестові приклади, що характеризують продуктивність rar, zip та даного архіваторів.