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Rails Routing

* Using the `resources` directive on a controller will automatically route the routes: index, new, create, show, edit, update, and destroy to the given controller
  + This expects these actions to be defined in the controller, and will error if they are not
* Routes are prioritized in the order that they are written in the routes file. This is to say that if you had a simple routes.rb like so:

resources :pets

get 'pets/new' to: 'pets#create'

Then the route to get access the create action of the pets controller would never get used, and if the alternate route did not exist (pets#new) then an error would occur.

* You can group `resources` directives on a single line, much like multiple assignment.
* The second argument of the route directive corresponds to the match function. If you pass this a symbol, then it will map directly to an action on the current controller. If you pass it a string, then it must be of the format "controller#action". Using this, you can cross route different controller actions to other controllers.
* You can do some namespacing on the controller format to create more informative routes, or even just to organize them.

namespace :user do

resources :profile

end

This would create the same routes as a standard resources directive, but with the 'user/' prefix.

Note: This requires you to scope the controller ruby file by putting `User::` before the controller name.

* While you can do nested routes, they are strongly discouraged past one level deep, as the application will start to match very strange patterns
* The 'only' clause in a resources directive allows you to specify certain resources to create, and also allows you to do shallow nesting on resources so that not all nested objects have access to all the resources of the default directive