# Lecture Notes, week of Tues May 9

## Example 1

Make this linked-list data structure in C++:

![](data:image/png;base64,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)

Please see **singly\_linked\_list0.cpp** for a walk-through of the creation of this data structure. It explains most of the basic ideas of a linked list in a concrete way.

A few general notes … each “node” of a linked-list stores at least two things: it’s data value, and a pointer to the next node in the list. So we can represent a node like this:

struct Node {  
 string data;  
 Node\* next;  
};

The node stores a string, plus a pointer to the next node in the list. The next pointer for the last node of the list will have the value nullptr.

We need to know what node is at the start of the list, so will use a special Node pointer for that:

Node\* head = nullptr;

head always points to the first element of the list. When head is nullptr, the list is empty.

To create a new node for the list, we do this:

head = new Node{"hello", nullptr};

This creates a new Node, and also makes head point to it. This is now a linked list of length 1.

To delete the node, we can do this:

delete head;  
head = nullptr;

**Remember**: Every time we call new, there must, eventually, be a call to delete that de-allocates the new-ed memory. Otherwise you have a **memory leak**.

## Example 2

Let’s generalize the ideas of Example 1 by writing functions that answer the following questions (see **singly\_linked\_list1.cpp**):

How do you test if the list is **empty**?

How do you add a new node to the **front** of the list?

How do you remove the node at the **front** of the list?

How do you count the number of nodes on the list?

How do you print the nodes on a list?

How do you remove all elements?

## Example 3

Now lets re-write the functions from Example 2 in a class called List (see **singly\_linked\_list2.cpp**). But encapsulating all the code for the list into a class we make it much easier for an application to use: they don’t need to worry about pointers, or Nodes, or allocation and de-allocating memory.