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# Load packages

library(RMySQL)  
library(tidyverse)  
library(lubridate) # for manipulating date/time objects  
library(robustbase) # for robust covariance estimate  
library(stringr) # for manipulating regular expressions  
library(Rssa)

# Read data from E4, firstbeat, & MSband

db <- dbConnect(MySQL(), user="deepresearcher", password="ctpc177!", dbname="deephealth2", host="deephealthlab.org")  
e4 <- dbSendQuery(db,"SELECT \* FROM viewl\_e4\_rr")  
e4dat <- fetch(e4,n=-1)   
fb <- dbSendQuery(db, "SELECT \* FROM viewl\_firstbeat\_rr")  
fbdat <- fetch(fb, n=-1)  
mb <- dbSendQuery(db, "SELECT \* FROM viewl\_msband\_rr")  
mbdat <- fetch(mb, n=-1)

# Read timing data

timing <- read\_csv("timing\_data.csv")  
df <- timing %>%  
 select (Event, LWP2\_0019, Activity) %>%  
 rename("Time"="LWP2\_0019")  
n <- nrow(df)  
dte <- mdy(as.character(df[1,"Time"]))  
start <- as.character(df[2,"Time"])  
end <- as.character(df[n,"Time"])

# Select rows for user 19 from E4

user19\_l <- e4dat %>%  
 filter(user=="lwp2\_0019", device\_location=="Left") %>%   
 mutate(readable\_timestamp=as.POSIXct(readable\_timestamp),  
 e4\_rr=e4\_rr\*1000)   
filter\_time\_day1\_e4 <- user19\_l %>%  
 filter(strftime(readable\_timestamp, "%H:%M:%S") >= start & strftime(readable\_timestamp, "%H:%M:%S") <= end, date(readable\_timestamp)==dte)

# Select rows for user 19 from ECG

user19\_fb <- fbdat %>%  
 filter(user=="lwp2\_0019") %>%   
 mutate(readable\_timestamp=as.POSIXct(readable\_timestamp))   
filter\_time\_day1\_fb <- user19\_fb %>%  
 filter(strftime(readable\_timestamp, "%H:%M:%S") >= start & strftime(readable\_timestamp, "%H:%M:%S") <= end, date(readable\_timestamp)==dte)

# Select rows for user 19 from MSband

user19\_l\_mb <- mbdat %>%  
 filter(user=="lwp2\_0019", device\_location=="Left") %>%   
 mutate(readable\_timestamp=as.POSIXct(readable\_timestamp),  
 mb\_rr=(mb\_rr\*1000))   
filter\_time\_day1\_mb <- user19\_l\_mb %>%  
 filter(strftime(readable\_timestamp, "%H:%M:%S") >= start & strftime(readable\_timestamp, "%H:%M:%S") <= end, date(readable\_timestamp)==dte)

# Clean data

## Detect outlier, short RR-interval, based on z-score standardization.

# Standardize function. Standard deviation based on robust covariance estimate  
standardize <- function(rr){  
 return ((rr-mean(rr))/sqrt(covMcd(rr)$cov[1])) # robust covariance estimate from covMcd function, robustbase package   
}  
  
# Function to identify outlier  
outlier\_short <- function(rr){  
 z <- standardize(rr)  
 ind <- which(z<(-3)) # -3: limit in sd for outlier detection of short rr interval  
 return (ind)  
}  
  
# Function to remove outlier, then add to subsequent beat  
rm\_short <- function(x,y){ # x is the index of outliers, y is the column of rr-interval  
 for (i in 1:length(x)){  
 if (x[i]<length(y)){  
 y[x[i]+1] <- y[x[i]+1] + y[x[i]]  
 y[x[i]] <- NA  
 }  
 else{ # if rr-interval is at the end of the array, just remove it without adding it to the next beat  
 y[x[i]] <- NA  
 }  
 }  
 return (y)  
}  
  
# Combine all functions  
rm\_short\_comp <- function (rr){  
 indx <- outlier\_short(rr)  
 clean <- rm\_short(indx,rr)  
 return (clean)  
}

## Impute long rr-interval, applied after removing short

# Function to impute long rr-intervals  
impute\_long <- function(rr){   
 dmax <- mean(rr) + (2\*sqrt(covMcd(rr)$cov[1]))  
 dp <- numeric()  
 dp1 <- numeric()  
 ind\_long <- which(rr>dmax) # Index of long outliers  
 for (i in 1:length(ind\_long)){ # imputation if rr>dmax  
 dp <- sum((rr[ind\_long][i]-dmax), dp)  
 }  
 dp <- dp/length(ind\_long) # imputation if rr<=dmax  
 rr[ind\_long] <- rr[ind\_long]-dp  
 for (i in 1:length(rr[-ind\_long])){  
 dp1 <- sum((rr[-ind\_long][i]-dmax), dp1)  
 }  
 dp1 <- dp1/length(rr[-ind\_long])  
 rr[-ind\_long] <- rr[-ind\_long]-dp1  
 return (rr)  
}  
  
# Iterate each rr-interval and expand window. Apply impute\_long function when average of window is less than or equal to dmax  
window\_impute\_long <- function(rr){  
 k <- 1  
 dmax <- mean(rr) + (2\*sqrt(covMcd(rr)$cov[1]))  
 for (i in 2:length(rr)){  
 if ((mean(rr[i-k]:rr[i+k]))<=dmax){  
 return (impute\_long(rr))  
 }  
 else {  
 k <- k+1  
 }  
 }  
}

## SSA cleaning based on the following links:

<https://www.r-bloggers.com/wheres-the-magic-emd-and-ssa-in-r/>

<https://www.researchgate.net/publication/228092069_Basic_Singular_Spectrum_Analysis_and_Forecasting_with_R>

### Function to use reconstructed value is residuals > 0.5

reconstructed\_rr <- function(residuals, reconstruct, original){  
 int <- seq(1, length(residuals), 1)  
 indx.res <- which(residuals>0.5)  
 indx.or <- int[!int %in% indx.res]  
 res <- data.frame(Index=indx.res, Label="Reconstruct")  
 or <- data.frame(Index=indx.or, Label="Original")  
 for (i in 1:length(indx.res)){  
 res$RR[i] <- reconstruct[indx.res[i]]   
 }  
 for (i in 1:length(indx.or)){  
 or$RR[i] <- original[indx.or[i]]  
 }  
 df <- rbind(res,or) %>%  
 arrange(Index) %>%  
 select(-Index)  
 return (df)  
}

# Apply algorithms to clean rr-interval, then apply SSA, for each device

## E4

filter\_time\_day1\_e4.clean <- filter\_time\_day1\_e4 %>%  
 mutate(e4\_rr=rm\_short\_comp(e4\_rr)) %>%  
 filter(!is.na(e4\_rr)) %>%  
 mutate(e4\_rr=window\_impute\_long(e4\_rr))  
  
# SSA: 1st stage decomposition  
e4.ssa <- ssa(L=15, x=filter\_time\_day1\_e4.clean$e4\_rr, kind="toeplitz-ssa", svd.method = "svd") # window, L=15  
# summary(e4.ssa)  
  
# 1st stage visual information for grouping  
# plot(e4.ssa) # scree plot of singular values to identify trends and pairings  
  
# 1st stage reconstruction  
res1 <- reconstruct(e4.ssa, groups=list(Tr=1:4)) # choose first 4 trend/components to produce Poncaire's plot  
res.trend <- residuals(res1) # Extract residuals, original values-predicted values  
# spec.pgram(res.trend, detrend=F, log="no") # Periodogram, detect seasonality. Unit of x-axis in Hz,y-axis represents power spectral density  
  
# Apply formula that uses reconstructed value if residuals>0.5  
e4\_reconstructed <- reconstructed\_rr(res.trend, res1$Tr, filter\_time\_day1\_e4.clean$e4\_rr)   
  
# Original plot  
ggplot(filter\_time\_day1\_e4.clean, aes(x=readable\_timestamp, y=e4\_rr)) + geom\_line(color="salmon") +  
 ggtitle("Plot of original rr-interval against time, after removing outliers, \nmeasured by E4 on the left hand, \non first day of study, 2016-11- 15, for participant 19.") +  
 ylab("RR interval in milliseconds") +   
 xlab("Time")
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df\_e4 <- data.frame(Time=filter\_time\_day1\_e4.clean$readable\_timestamp, Original=filter\_time\_day1\_e4.clean$e4\_rr, Reconstructed=e4\_reconstructed$RR)  
  
# Reconstructed and original plot combined  
df\_e4 %>%  
 gather(Reconstructed, Original, key="Type", value="RR-interval") %>%  
 ggplot(aes(x=Time, y=`RR-interval`)) +  
 geom\_line(aes(colour=Type)) +  
 ylab("RR-interval in ms")
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# Reconstructed plot  
ggplot(df\_e4, aes(x=Time, y=Reconstructed)) + geom\_line(color="mediumturquoise") + ylab("Reconstructed RR-interval in ms") + ggtitle("Reconstructed rr-interval for E4")

![](data:image/png;base64,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)

## ECG/FirstBeat

filter\_time\_day1\_fb.clean <- filter\_time\_day1\_fb %>%  
 mutate(fb\_rr=rm\_short\_comp(fb\_rr)) %>%  
 filter(!is.na(fb\_rr)) %>%  
 mutate(fb\_rr=window\_impute\_long(fb\_rr))  
  
fb.ssa <- ssa(L=15, x=filter\_time\_day1\_fb.clean$fb\_rr, kind="toeplitz-ssa", svd.method = "svd")  
# plot(fb.ssa)   
fb\_res <- reconstruct(fb.ssa, group=list(Tr=c(1:4)))  
res.trend.fb <- residuals(fb\_res) # Extract seasonality from residuals, original values-predicted values  
# spec.pgram(res.trend.fb, detrend=F, log="no")   
  
# Apply formula that uses reconstructed value if residuals>0.5  
fb\_reconstructed <- reconstructed\_rr(res.trend.fb, fb\_res$Tr, filter\_time\_day1\_fb.clean$fb\_rr)   
  
# Original Plot  
ggplot(filter\_time\_day1\_fb.clean, aes(x=readable\_timestamp, y=fb\_rr)) + geom\_line(color="salmon") +  
 ylab("RR interval in ms") + xlab("Time") +  
 ggtitle("Plot of original rr-interval against time for first segment, after removing outliers, \nmeasured by FirstBeat during the first day of study, \n2016-11- 15, for participant 19.") +  
 ylab("RR interval in milliseconds") +  
 xlab("time")
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df\_fb <- data.frame(Reconstructed=fb\_reconstructed$RR, Original=filter\_time\_day1\_fb.clean$fb\_rr, Time=filter\_time\_day1\_fb.clean$readable\_timestamp)  
  
# Reconstructed and original plot combined  
df\_fb %>%  
 gather(Reconstructed, Original, key="Type", value="RR-interval") %>%  
 ggplot(aes(x=Time, y=`RR-interval`)) +  
 geom\_line(aes(colour=Type)) +  
 ylab("RR-interval in ms")
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# Huge spike of ECG at, 14:19:58, >37,000ms. This is due to removal of previous short rr-intervals (rows 4081-4177) and adding it to the rr-interval at row 4081.   
  
# Reconstructed plot  
ggplot(df\_fb, aes(x=Time, y=Reconstructed)) + geom\_line(colour="mediumturquoise") + ylab("Reconstructed RR-interval in ms") + xlab("Time") + ggtitle("Reconstructed rr-interval for FirstBeat")
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Instead of L=15, use L=N/2, to get rid of huge upward spike for FirstBeat.

fb.ssa1 <- ssa(x=filter\_time\_day1\_fb.clean$fb\_rr, kind="toeplitz-ssa", svd.method = "svd")

fb\_res1 <- reconstruct(fb.ssa1, group=list(Tr=1:4))  
res.fb <- residuals(fb\_res1)  
  
# Apply formula that uses reconstructed value if residuals>0.5  
fb\_reconstructed1 <- reconstructed\_rr(res.fb, fb\_res1$Tr, filter\_time\_day1\_fb.clean$fb\_rr)   
  
df\_fb1 <- data.frame(Reconstructed=fb\_reconstructed1$RR, Original=filter\_time\_day1\_fb.clean$fb\_rr, Time=filter\_time\_day1\_fb.clean$readable\_timestamp)  
  
# Reconstructed and original plot combined  
df\_fb1 %>%  
 gather(Reconstructed, Original, key="Type", value="RR-interval") %>%  
 ggplot(aes(x=Time, y=`RR-interval`)) +  
 geom\_line(aes(colour=Type)) +  
 ylab("RR-interval in ms")
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# Reconstructed plot  
ggplot(df\_fb1, aes(x=Time, y=Reconstructed)) + geom\_line(colour="mediumturquoise") + ylab("Reconstructed RR-interval in ms") + xlab("Time") + ggtitle("Reconstructed rr-interval for FirstBeat")
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## MSband

filter\_time\_day1\_mb.clean <- filter\_time\_day1\_mb %>%  
 mutate(mb\_rr=rm\_short\_comp(mb\_rr)) %>%  
 filter(!is.na(mb\_rr)) %>%  
 mutate(mb\_rr=window\_impute\_long(mb\_rr))  
  
mb.ssa <- ssa(L=15, x=filter\_time\_day1\_mb.clean$mb\_rr, kind="toeplitz-ssa", svd.method = "svd")  
# plot(mb.ssa)  
mb\_res <- reconstruct(mb.ssa, group=list(Tr=c(1:4)))  
res.trend.mb <- residuals(mb\_res) # Extract seasonality from residuals, original values-predicted values  
# spec.pgram(res.trend.mb, detrend=F, log="no")   
  
# Apply formula that uses reconstructed value if residuals>0.5  
mb\_reconstructed <- reconstructed\_rr(res.trend.mb, mb\_res$Tr, filter\_time\_day1\_mb.clean$mb\_rr)   
  
# Original Plot  
ggplot(filter\_time\_day1\_mb.clean, aes(x=readable\_timestamp, y=mb\_rr)) + geom\_line(color="salmon") +  
 ggtitle("Plot of original rr-interval against time, after removing outliers, \nmeasured by MSband on the left hand, \non first day of study, 2016-11- 15, for participant 19.") +  
 ylab("RR interval in milliseconds") +   
 xlab("time")
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df\_mb <- data.frame(Reconstructed=mb\_reconstructed$RR, Original=filter\_time\_day1\_mb.clean$mb\_rr, Time=filter\_time\_day1\_mb.clean$readable\_timestamp)  
  
# Reconstructed and original plot combined  
df\_mb %>%  
 gather(Reconstructed, Original, key="Type", value="RR-interval") %>%  
 ggplot(aes(x=Time, y=`RR-interval`)) +  
 geom\_line(aes(colour=Type)) +  
 ylab("RR-interval in ms")
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# Reconstructed plot  
ggplot(df\_mb, aes(x=Time, y=Reconstructed)) + geom\_line(colour="mediumturquoise") + ylab("Reconstructed RR-interval in ms")
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# Analyze HRV via the time domain, RMSSD, most relevant and accurate measure of autonomic nervous system (ANS) over the short-term

RMSSD is a time series measure of HRV, associated with short-term rapid changes in heart rate, and correlated with vagus-mediated (parasympathetic) components of HRV (DeGiorgio et al 2011). Low RMSSD values indicate poor vagus mediated HRV. Reduced HRV is a biomarker for mortality and sudden death in heart disease, and is correlated with stress.

# x should be the column containing rr-interval, units in millisecond  
HRV <- function(x){  
 total <- 0  
 for (i in 1:(length(x)-1)){  
 total <- sum(total, (x[i+1] -x[i])^2, na.rm=T)  
 }  
 return (sqrt(total/(length(x)-1)))  
}

# Select each period and calculate RMSSD for E4, fb, and MSband. Fb has 2 versions, one with L=15, and one with L=N/2.

for (i in 3:(n-1)){  
 # select time for rr-interval   
 rr\_int\_e4 <- df\_e4 %>%  
 filter(strftime(Time, "%H:%M")>=df$Time[i] & strftime(Time, "%H:%M") <df$Time[i+1])  
 rr\_int\_fb <- df\_fb %>%  
 filter(strftime(Time, "%H:%M")>=df$Time[i] & strftime(Time, "%H:%M") < df$Time[i+1])  
 rr\_int\_fb1 <- df\_fb1 %>%  
 filter(strftime(Time, "%H:%M")>=df$Time[i] & strftime(Time, "%H:%M") < df$Time[i+1])  
 rr\_int\_mb <- df\_mb %>%  
 filter(strftime(Time, "%H:%M")>=df$Time[i] & strftime(Time, "%H:%M") < df$Time[i+1])  
 # calculate RMSSD for each rr interval according to time  
 df$RMSSD\_e4[i] <- HRV(rr\_int\_e4$Reconstructed)  
 df$RMSSD\_fb[i] <- HRV(rr\_int\_fb$Reconstructed)  
 df$RMSSD\_fb1[i] <- HRV(rr\_int\_fb1$Reconstructed)  
 df$RMSSD\_mb[i] <- HRV(rr\_int\_mb$Reconstructed)  
}  
df$RMSSD\_e4[n] <- NA  
df$RMSSD\_fb[n] <- NA  
df$RMSSD\_fb1[n] <- NA  
df$RMSSD\_mb[n] <- NA  
  
df #output

## # A tibble: 21 x 7  
## Event Time Activity RMSSD\_e4 RMSSD\_fb  
## <chr> <chr> <chr> <dbl> <dbl>  
## 1 Date 11/15/2016 <NA> NA NA  
## 2 Session 1 Start 13:32:52 <NA> NA NA  
## 3 R1 13:35 Relaxing music 35.70953 49.25316  
## 4 R2 13:44 Relaxing pictures 40.42683 39.56516  
## 5 SV1 13:46 Self-report forms 49.45418 81.87692  
## 6 S1 13:48 Stressful Pictures IAPS 41.11288 52.78726  
## 7 S2 14:00 Stressful Pictures 42.41722 58.25464  
## 8 SV2 14:02 Self-report forms 42.96767 88.43546  
## 9 R3 14:03 Relaxing music 40.77023 56.96728  
## 10 R4 14:14 Relaxing Pictures 50.69409 95.98889  
## # ... with 11 more rows, and 2 more variables: RMSSD\_fb1 <dbl>,  
## # RMSSD\_mb <dbl>

# Plot HRV over different periods of stress and relaxation, during the study, for each device

hrv\_df <- df %>%  
 slice(3:20) %>%  
 gather(`RMSSD\_e4`, `RMSSD\_fb`, `RMSSD\_fb1`,`RMSSD\_mb`, key="Device", value="RMSSD") %>%  
 mutate(Device=str\_replace(Device, "^.\*\_", ""),  
 Event=factor(Event, levels=df$Event[3:20]))  
  
clr <- c("blue", "green", "purple", "red", "black", "purple", "blue", "green", "purple", "orange", "blue", "gray", "purple", "yellow", "pink", "black", "purple", "violet")  
ggplot(hrv\_df, aes(x=Event, y=RMSSD)) +  
 geom\_path(aes(group=Device)) +  
 geom\_point(aes(colour=Event)) +  
 facet\_wrap(~Device) +  
 scale\_colour\_manual(values=clr,   
 labels=paste(hrv\_df$Event,hrv\_df$Activity, sep=":"),  
 name=NULL) +  
 ggtitle("Plot of RMSSD across events for each device") +  
 ylab("RMSSD in ms") +  
 theme(legend.position="top",   
 legend.text=element\_text(size=7),  
 axis.text.x = element\_text(angle = 90, hjust = 1))
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# Implement timing, 3 min + 30s

time <- hms(start) + minutes(3)  
timings <- c(as.character(hms(start)),vector())  
while (as.character(time)<(hms(end)-seconds(30))){  
 timings <- c(timings, as.character(seconds\_to\_period(period\_to\_seconds(time)+seconds(30))))  
 time <- seconds\_to\_period(period\_to\_seconds(time)+seconds(30))  
}  
timings <- c(timings, as.character(hms(end)))  
for (i in 1:length(timings)){  
 timings[i]<- ifelse(nchar(timings)[i]<11,  
 paste(substr(timings[i],1,3)," 0", substr(timings[i],5,nchar(timings[i])), sep=""),  
 timings[i])  
 # Add zeros in between minutes for some timings  
}  
timings <- substr(str\_replace\_all(timings, "\\D\\s", ":"),1,8) # Replace HMS with semicolon for comparison of timing  
timings

## [1] "13:32:52" "13:36:22" "13:36:52" "13:37:22" "13:37:52" "13:38:22"  
## [7] "13:38:52" "13:39:22" "13:39:52" "13:40:22" "13:40:52" "13:41:22"  
## [13] "13:41:52" "13:42:22" "13:42:52" "13:43:22" "13:43:52" "13:44:22"  
## [19] "13:44:52" "13:45:22" "13:45:52" "13:46:22" "13:46:52" "13:47:22"  
## [25] "13:47:52" "13:48:22" "13:48:52" "13:49:22" "13:49:52" "13:50:22"  
## [31] "13:50:52" "13:51:22" "13:51:52" "13:52:22" "13:52:52" "13:53:22"  
## [37] "13:53:52" "13:54:22" "13:54:52" "13:55:22" "13:55:52" "13:56:22"  
## [43] "13:56:52" "13:57:22" "13:57:52" "13:58:22" "13:58:52" "13:59:22"  
## [49] "13:59:52" "14:00:22" "14:00:52" "14:01:22" "14:01:52" "14:02:22"  
## [55] "14:02:52" "14:03:22" "14:03:52" "14:04:22" "14:04:52" "14:05:22"  
## [61] "14:05:52" "14:06:22" "14:06:52" "14:07:22" "14:07:52" "14:08:22"  
## [67] "14:08:52" "14:09:22" "14:09:52" "14:10:22" "14:10:52" "14:11:22"  
## [73] "14:11:52" "14:12:22" "14:12:52" "14:13:22" "14:13:52" "14:14:22"  
## [79] "14:14:52" "14:15:22" "14:15:52" "14:16:22" "14:16:52" "14:17:22"  
## [85] "14:17:52" "14:18:22" "14:18:52" "14:19:22" "14:19:52" "14:20:22"  
## [91] "14:20:52" "14:21:22" "14:21:52" "14:22:22" "14:22:52" "14:23:22"  
## [97] "14:23:52" "14:24:22" "14:24:52" "14:25:22" "14:25:52" "14:26:22"  
## [103] "14:26:52" "14:27:22" "14:27:52" "14:28:22" "14:28:52" "14:29:22"  
## [109] "14:29:52" "14:30:22" "14:30:52" "14:31:22" "14:31:52" "14:32:22"  
## [115] "14:32:52" "14:33:22" "14:33:52" "14:34:22" "14:34:52" "14:35:22"  
## [121] "14:35:52" "14:36:22" "14:36:52" "14:37:22" "14:37:52" "14:38:22"  
## [127] "14:38:52" "14:39:22" "14:39:52" "14:40:22" "14:40:52" "14:41:22"  
## [133] "14:41:52" "14:42:22" "14:42:52" "14:43:22" "14:43:52" "14:44:22"  
## [139] "14:44:52" "14:45:22" "14:45:52" "14:46:22" "14:46:52" "14:47:22"  
## [145] "14:47:52" "14:47:57"

df\_window <- data.frame(time=timings) %>%  
 mutate(time=as.character(time))  
for (i in 1:(nrow(df\_window)-1)){  
 # select time  
 e4 <- df\_e4 %>%  
 filter(strftime(Time, "%H:%M:%S")>=df\_window$time[i] & strftime(Time, "%H:%M:%S") <df\_window$time[i+1])  
 fb <- df\_fb %>%  
 filter(strftime(Time, "%H:%M:%S")>=df\_window$time[i] & strftime(Time, "%H:%M:%S") < df\_window$time[i+1])  
 fb1 <- df\_fb1 %>%  
 filter(strftime(Time, "%H:%M:%S")>=df\_window$time[i] & strftime(Time, "%H:%M:%S") < df\_window$time[i+1])  
 mb <- df\_mb %>%  
 filter(strftime(Time, "%H:%M:%S")>=df\_window$time[i] & strftime(Time, "%H:%M:%S") < df\_window$time[i+1])  
 # calculate RMSSD for each time interval  
 df\_window$RMSSD\_e4[i] <- HRV(e4$Reconstructed)  
 df\_window$RMSSD\_fb[i] <- HRV(fb$Reconstructed)  
 df\_window$RMSSD\_fb1[i] <- HRV(fb1$Reconstructed)  
 df\_window$RMSSD\_mb[i] <- HRV(mb$Reconstructed)  
}  
  
head(df\_window)

## time RMSSD\_e4 RMSSD\_fb RMSSD\_fb1 RMSSD\_mb  
## 1 13:32:52 35.35419 36.22986 39.25579 45.90531  
## 2 13:36:22 29.33599 19.45375 19.18113 74.40244  
## 3 13:36:52 36.72371 26.51069 17.17777 84.55981  
## 4 13:37:22 34.64609 85.22152 92.43649 47.86705  
## 5 13:37:52 31.31101 65.14340 79.43071 48.45938  
## 6 13:38:22 37.60952 23.81902 17.74642 16.64338

tail(df\_window)

## time RMSSD\_e4 RMSSD\_fb RMSSD\_fb1 RMSSD\_mb  
## 141 14:45:52 0.00000 11.39918 15.44252 99.47055  
## 142 14:46:22 0.00000 11.77657 17.70395 126.14013  
## 143 14:46:52 0.00000 51.39032 74.38258 111.50107  
## 144 14:47:22 0.00000 86.79267 109.45519 113.01484  
## 145 14:47:52 0.00000 10.37041 10.88577 64.25495  
## 146 14:47:57 35.35419 36.22986 39.25579 45.90531

Zeros or NaN in between indicate that there isn't any value for certain timings.

# Plot RMSSD across continuous timings

df\_window1 <- df\_window %>%  
 gather(`RMSSD\_e4`, `RMSSD\_fb`,`RMSSD\_fb1`, `RMSSD\_mb`, key="Device", value="RMSSD") %>%  
 mutate(Device=str\_replace(Device, "^.\*\_", ""))  
head(df\_window1)

## time Device RMSSD  
## 1 13:32:52 e4 35.35419  
## 2 13:36:22 e4 29.33599  
## 3 13:36:52 e4 36.72371  
## 4 13:37:22 e4 34.64609  
## 5 13:37:52 e4 31.31101  
## 6 13:38:22 e4 37.60952

ggplot(df\_window1, aes(x=time,y=RMSSD)) +  
 geom\_path(aes(group=Device)) +  
 facet\_wrap(~Device) +  
 ylab("RMSSD in ms")

![](data:image/png;base64,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)

# Take a segment of rr-interval for 20s between 500-1000ms from MB, for inspection of algorithm

(test.data.mb <- filter\_time\_day1\_mb %>%  
 filter(strftime(readable\_timestamp, "%H:%M:%S") >= "13:41:00" & strftime(readable\_timestamp, "%H:%M:%S") <= "13:41:20") %>%  
 select(readable\_timestamp,mb\_rr))

## readable\_timestamp mb\_rr  
## 1 2016-11-15 13:41:00 779.824  
## 2 2016-11-15 13:41:01 746.640  
## 3 2016-11-15 13:41:01 730.048  
## 4 2016-11-15 13:41:02 746.640  
## 5 2016-11-15 13:41:03 696.864  
## 6 2016-11-15 13:41:03 696.864  
## 7 2016-11-15 13:41:04 746.640  
## 8 2016-11-15 13:41:05 746.640  
## 9 2016-11-15 13:41:06 746.640  
## 10 2016-11-15 13:41:06 763.232  
## 11 2016-11-15 13:41:08 647.088  
## 12 2016-11-15 13:41:08 713.456  
## 13 2016-11-15 13:41:09 746.640  
## 14 2016-11-15 13:41:10 829.600  
## 15 2016-11-15 13:41:11 796.416  
## 16 2016-11-15 13:41:12 713.456  
## 17 2016-11-15 13:41:12 696.864  
## 18 2016-11-15 13:41:13 746.640  
## 19 2016-11-15 13:41:14 779.824  
## 20 2016-11-15 13:41:15 746.640  
## 21 2016-11-15 13:41:15 696.864  
## 22 2016-11-15 13:41:16 713.456  
## 23 2016-11-15 13:41:17 713.456  
## 24 2016-11-15 13:41:17 713.456  
## 25 2016-11-15 13:41:18 696.864  
## 26 2016-11-15 13:41:19 713.456  
## 27 2016-11-15 13:41:19 696.864  
## 28 2016-11-15 13:41:20 730.048

write\_csv(test.data.mb, "test\_data\_mb.csv")

# Analyze HRV via the frequency domain

HRV, especially the high frequency components, is regulated by parasympathetic activity from the vagus nerve; only parasympathetic action can mediate the rapid changes accompanying such high frequency variation. Plan to use RHRV package for analysis, to be continued.

library(RHRV)