**Introduction**

Any problem that asks us to find the top/smallest/frequent ‘K’ elements among a given set falls under this pattern.

The best data structure that comes to mind to keep track of ‘K’ elements is [**Heap**](https://en.wikipedia.org/wiki/Heap_(data_structure)). This pattern will make use of the Heap to solve multiple problems dealing with ‘K’ elements at a time from a set of given elements.

Let’s jump onto our first problem to develop an understanding of this pattern.

# Top 'K' Numbers (easy)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Try-it-yourself)
  + [Solution](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Problem-Statement)

Given an unsorted array of numbers, find the ‘K’ largest numbers in it.

Note: For a detailed discussion about different approaches to solve this problem, take a look at [Kth Smallest Number](https://www.educative.io/collection/page/5668639101419520/5671464854355968/4817079184130048).

**Example 1:**

Input: [3, 1, 5, 12, 2, 11], K = 3  
Output: [5, 12, 11]

**Example 2:**

Input: [5, 12, 11, -1, 12], K = 3  
Output: [12, 11, 12]

## Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Solution)

A brute force solution could be to sort the array and return the largest K numbers. The time complexity of such an algorithm will be O(N\*logN) as we need to use a sorting algorithm like [Timsort](https://en.wikipedia.org/wiki/Timsort" \t "_blank) if we use Java’s Collection.sort(). Can we do better than that?

The best data structure that comes to mind to keep track of top ‘K’ elements is [Heap](https://en.wikipedia.org/wiki/Heap_(data_structure)). Let’s see if we can use a heap to find a better algorithm.

If we iterate through the array one element at a time and keep ‘K’ largest numbers in a heap such that each time we find a larger number than the smallest number in the heap, we do two things:

1. Take out the smallest number from the heap, and
2. Insert the larger number into the heap.

This will ensure that we always have ‘K’ largest numbers in the heap. The most efficient way to repeatedly find the smallest number among a set of numbers will be to use a min-heap. As we know, we can find the smallest number in a min-heap in constant time O(1), since the smallest number is always at the root of the heap. Extracting the smallest number from a min-heap will take O(logN) (if the heap has ‘N’ elements) as the heap needs to readjust after the removal of an element.

Let’s take Example-1 to go through each step of our algorithm:

Given array: [3, 1, 5, 12, 2, 11], and K=3

1. First, let’s insert ‘K’ elements in the min-heap.
2. After the insertion, the heap will have three numbers [3, 1, 5] with ‘1’ being the root as it is the smallest element.
3. We’ll iterate through the remaining numbers and perform the above-mentioned two steps if we find a number larger than the root of the heap.
4. The 4th number is ‘12’ which is larger than the root (which is ‘1’), so let’s take out ‘1’ and insert ‘12’. Now the heap will have [3, 5, 12] with ‘3’ being the root as it is the smallest element.
5. The 5th number is ‘2’ which is not bigger than the root of the heap (‘3’), so we can skip this as we already have top three numbers in the heap.
6. The last number is ‘11’ which is bigger than the root (which is ‘3’), so let’s take out ‘3’ and insert ‘11’. Finally, the heap has the largest three numbers: [5, 12, 11]

As discussed above, it will take us O(logK)to extract the minimum number from the min-heap. So the overall time complexity of our algorithm will be O(K\*logK+(N-K)\*logK) since, first, we insert ‘K’ numbers in the heap and then iterate through the remaining numbers and at every step, in the worst case, we need to extract the minimum number and insert a new number in the heap. This algorithm is better than O(N\*logN).

Here is the visual representation of our algorithm:
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### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Code)

Here is what our algorithm will look like:

import java.util.\*;

class KLargestNumbers {

public static List<Integer> findKLargestNumbers(int[] nums, int k) {

PriorityQueue<Integer> minHeap = new PriorityQueue<Integer>((n1, n2) -> n1 - n2);

// put first 'K' numbers in the min heap

for (int i = 0; i < k; i++)

minHeap.add(nums[i]);

// go through the remaining numbers of the array, if the number from the array is bigger than the

// top (smallest) number of the min-heap, remove the top number from heap and add the number from array

for (int i = k; i < nums.length; i++) {

if (nums[i] > minHeap.peek()) {

minHeap.poll();

minHeap.add(nums[i]);

}

}

// the heap has the top 'K' numbers, return them in a list

return new ArrayList<>(minHeap);

}

public static void main(String[] args) {

List<Integer> result = KLargestNumbers.findKLargestNumbers(new int[] { 3, 1, 5, 12, 2, 11 }, 3);

System.out.println("Here are the top K numbers: " + result);

result = KLargestNumbers.findKLargestNumbers(new int[] { 5, 12, 11, -1, 12 }, 3);

System.out.println("Here are the top K numbers: " + result);

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Time-complexity)

As discussed above, the time complexity of this algorithm is O(K\*logK+(N-K)\*logK), which is asymptotically equal to O(N\*logK)

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/RM535yM9DW0#Space-complexity)

The space complexity will be O(K) since we need to store the top ‘K’ numbers in the heap.

# Kth Smallest Number (easy)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Space-complexity)
  + [An Alternate Approach](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#An-Alternate-Approach)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Problem-Statement)

Given an unsorted array of numbers, find Kth smallest number in it.

Please note that it is the Kth smallest number in the sorted order, not the Kth distinct element.

Note: For a detailed discussion about different approaches to solve this problem, take a look at [Kth Smallest Number](https://www.educative.io/collection/page/5668639101419520/5671464854355968/4817079184130048).

**Example 1:**

Input: [1, 5, 12, 2, 11, 5], K = 3  
Output: 5  
Explanation: The 3rd smallest number is '5', as the first two smaller numbers are [1, 2].

**Example 2:**

Input: [1, 5, 12, 2, 11, 5], K = 4  
Output: 5  
Explanation: The 4th smallest number is '5', as the first three small numbers are [1, 2, 5].

**Example 3:**

Input: [5, 12, 11, -1, 12], K = 3  
Output: 11  
Explanation: The 3rd smallest number is '11', as the first two small numbers are [5, -1].

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Solution)

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern but has two differences:

1. Here we need to find the Kth smallest number, whereas in [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) we were dealing with ‘K’ largest numbers.
2. In this problem, we need to find only one number (Kth smallest) compared to finding all ‘K’ largest numbers.

We can follow the same approach as discussed in the ‘Top K Elements’ problem. To handle the first difference mentioned above, we can use a max-heap instead of a min-heap. As we know, the root is the biggest element in the max heap. So, since we want to keep track of the ‘K’ smallest numbers, we can compare every number with the root while iterating through all numbers, and if it is smaller than the root, we’ll take the root out and insert the smaller number.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Code)

Here is what our algorithm will look like:

import java.util.\*;

class KthSmallestNumber {

public static int findKthSmallestNumber(int[] nums, int k) {

PriorityQueue<Integer> maxHeap = new PriorityQueue<Integer>((n1, n2) -> n2 - n1);

// put first k numbers in the max heap

for (int i = 0; i < k; i++)

maxHeap.add(nums[i]);

// go through the remaining numbers of the array, if the number from the array is smaller than the

// top (biggest) number of the heap, remove the top number from heap and add the number from array

for (int i = k; i < nums.length; i++) {

if (nums[i] < maxHeap.peek()) {

maxHeap.poll();

maxHeap.add(nums[i]);

}

}

// the root of the heap has the Kth smallest number

return maxHeap.peek();

}

public static void main(String[] args) {

int result = KthSmallestNumber.findKthSmallestNumber(new int[] { 1, 5, 12, 2, 11, 5 }, 3);

System.out.println("Kth smallest number is: " + result);

// since there are two 5s in the input array, our 3rd and 4th smallest numbers should be a '5'

result = KthSmallestNumber.findKthSmallestNumber(new int[] { 1, 5, 12, 2, 11, 5 }, 4);

System.out.println("Kth smallest number is: " + result);

result = KthSmallestNumber.findKthSmallestNumber(new int[] { 5, 12, 11, -1, 12 }, 3);

System.out.println("Kth smallest number is: " + result); }

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Time-complexity)

The time complexity of this algorithm is O(K\*logK+(N-K)\*logK)*O*(*K*∗*logK*+(*N*−*K*)∗*logK*), which is asymptotically equal to O(N\*logK)*O*(*N*∗*logK*)

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#Space-complexity)

The space complexity will be O(K) because we need to store ‘K’ smallest numbers in the heap.

## An Alternate Approach[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxxPGn8vE8G#An-Alternate-Approach)

Alternatively, we can use a **Min Heap** to find the Kth smallest number. We can insert all the numbers in the min-heap and then extract the top ‘K’ numbers from the heap to find the Kth smallest number. Initializing the min-heap with all numbers will take O(N) and extracting ‘K’ numbers will take O(KlogN). Overall, the time complexity of this algorithm will be O(N+KlogN)and the space complexity will be O(N).

# 'K' Closest Points to the Origin (easy)

**We'll cover the following**

* + [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Problem-Statement)
  + [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Try-it-yourself)
  + [Solution](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Solution)
  + [Code](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Space-complexity)

## Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Problem-Statement)

Given an array of points in a 2D2*D* plane, find ‘K’ closest points to the origin.

**Example 1:**

Input: points = [[1,2],[1,3]], K = 1  
Output: [[1,2]]  
Explanation: The Euclidean distance between (1, 2) and the origin is sqrt(5).  
The Euclidean distance between (1, 3) and the origin is sqrt(10).  
Since sqrt(5) < sqrt(10), therefore (1, 2) is closer to the origin.

**Example 2:**

Input: point = [[1, 3], [3, 4], [2, -1]], K = 2  
Output: [[1, 3], [2, -1]]

## Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Solution)

The [Euclidean distance](https://en.wikipedia.org/wiki/Euclidean_distance) of a point P(x,y) from the origin can be calculated through the following formula:

sqrt{x^2 + y^2}​

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern. The only difference in this problem is that we need to find the closest point (to the origin) as compared to finding the largest numbers.

Following a similar approach, we can use a **Max Heap** to find ‘K’ points closest to the origin. While iterating through all points, if a point (say ‘P’) is closer to the origin than the top point of the max-heap, we will remove that top point from the heap and add ‘P’ to always keep the closest points in the heap.

## Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Code)

Here is what our algorithm will look like:

import java.util.\*;

class Point {

int x;

int y;

public Point(int x, int y) {

this.x = x;

this.y = y;

}

public int distFromOrigin() {

// ignoring sqrt

return (x \* x) + (y \* y);

}

}

class KClosestPointsToOrigin {

public static List<Point> findClosestPoints(Point[] points, int k) {

PriorityQueue<Point> maxHeap = new PriorityQueue<>((p1, p2) -> p2.distFromOrigin() - p1.distFromOrigin());

// put first 'k' points in the max heap

for (int i = 0; i < k; i++)

maxHeap.add(points[i]);

// go through the remaining points of the input array, if a point is closer to the origin than the top point

// of the max-heap, remove the top point from heap and add the point from the input array

for (int i = k; i < points.length; i++) {

if (points[i].distFromOrigin() < maxHeap.peek().distFromOrigin()) {

maxHeap.poll();

maxHeap.add(points[i]);

}

}

// the heap has 'k' points closest to the origin, return them in a list

return new ArrayList<>(maxHeap);

}

public static void main(String[] args) {

Point[] points = new Point[] { new Point(1, 3), new Point(3, 4), new Point(2, -1) };

List<Point> result = KClosestPointsToOrigin.findClosestPoints(points, 2);

System.out.print("Here are the k points closest the origin: ");

for (Point p : result)

System.out.print("[" + p.x + " , " + p.y + "] ");

}

}

![](data:image/png;base64,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)

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Time-complexity)

The time complexity of this algorithm is (N\*logK) as we are iterating all points and pushing them into the heap.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/3YxNVYwNR5p#Space-complexity)

The space complexity will be O(K) because we need to store ‘K’ point in the heap.

# Connect Ropes (easy)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Problem-Statement)

Given ‘N’ ropes with different lengths, we need to connect these ropes into one big rope with minimum cost. The cost of connecting two ropes is equal to the sum of their lengths.

**Example 1:**

Input: [1, 3, 11, 5]  
Output: 33  
Explanation: First connect 1+3(=4), then 4+5(=9), and then 9+11(=20). So the total cost is 33 (4+9+20)

**Example 2:**

Input: [3, 4, 5, 6]  
Output: 36  
Explanation: First connect 3+4(=7), then 5+6(=11), 7+11(=18). Total cost is 36 (7+11+18)

**Example 3:**

Input: [1, 3, 11, 5, 2]  
Output: 42  
Explanation: First connect 1+2(=3), then 3+3(=6), 6+5(=11), 11+11(=22). Total cost is 42 (3+6+11+22)

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Solution)

In this problem, following a greedy approach to connect the smallest ropes first will ensure the lowest cost. We can use a **Min Heap** to find the smallest ropes following a similar approach as discussed in [Kth Smallest Number](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5696381570252800/). Once we connect two ropes, we need to insert the resultant rope back in the **Min Heap** so that we can connect it with the remaining ropes.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Code)

Here is what our algorithm will look like:

import java.util.\*;

class ConnectRopes {

public static int minimumCostToConnectRopes(int[] ropeLengths) {

PriorityQueue<Integer> minHeap = new PriorityQueue<Integer>((n1, n2) -> n1 - n2);

// add all ropes to the min heap

for (int i = 0; i < ropeLengths.length; i++)

minHeap.add(ropeLengths[i]);

// go through the values of the heap, in each step take top (lowest) rope lengths from the min heap

// connect them and push the result back to the min heap.

// keep doing this until the heap is left with only one rope

int result = 0, temp = 0;

while (minHeap.size() > 1) {

temp = minHeap.poll() + minHeap.poll();

result += temp;

minHeap.add(temp);

}

return result;

}

public static void main(String[] args) {

int result = ConnectRopes.minimumCostToConnectRopes(new int[] { 1, 3, 11, 5 });

System.out.println("Minimum cost to connect ropes: " + result);

result = ConnectRopes.minimumCostToConnectRopes(new int[] { 3, 4, 5, 6 });

System.out.println("Minimum cost to connect ropes: " + result);

result = ConnectRopes.minimumCostToConnectRopes(new int[] { 1, 3, 11, 5, 2 });

System.out.println("Minimum cost to connect ropes: " + result);

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Time-complexity)

Given ‘N’ ropes, we need O(N\*logN) to insert all the ropes in the heap. In each step, while processing the heap, we take out two elements from the heap and insert one. This means we will have a total of ‘N’ steps, having a total time complexity of O(N\*logN)

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVZmZJVxPY0#Space-complexity)

The space complexity will be O(N) because we need to store all the ropes in the heap.

# Top 'K' Frequent Numbers (medium)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Problem-Statement)

Given an unsorted array of numbers, find the top ‘K’ frequently occurring numbers in it.

**Example 1:**

Input: [1, 3, 5, 12, 11, 12, 11], K = 2  
Output: [12, 11]  
Explanation: Both '11' and '12' apeared twice.

**Example 2:**

Input: [5, 12, 11, 3, 11], K = 2  
Output: [11, 5] or [11, 12] or [11, 3]  
Explanation: Only '11' appeared twice, all other numbers appeared once.

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Solution)

This problem follows [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/). The only difference is that in this problem, we need to find the most frequently occurring number compared to finding the largest numbers.

We can follow the same approach as discussed in the **Top K Elements** problem. However, in this problem, we first need to know the frequency of each number, for which we can use a **HashMap**. Once we have the frequency map, we can use a **Min Heap** to find the ‘K’ most frequently occurring number. In the **Min Heap**, instead of comparing numbers we will compare their frequencies in order to get frequently occurring numbers

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Code)

Here is what our algorithm will look like:

## import java.util.\*;

## class TopKFrequentNumbers {

## public static List<Integer> findTopKFrequentNumbers(int[] nums, int k) {

## // find the frequency of each number

## Map<Integer, Integer> numFrequencyMap = new HashMap<>();

## for (int n : nums)

## numFrequencyMap.put(n, numFrequencyMap.getOrDefault(n, 0) + 1);

## PriorityQueue<Map.Entry<Integer, Integer>> minHeap = new PriorityQueue<Map.Entry<Integer, Integer>>(

## (e1, e2) -> e1.getValue() - e2.getValue());

## // go through all numbers of the numFrequencyMap and push them in the minHeap, which will have

## // top k frequent numbers. If the heap size is more than k, we remove the smallest (top) number

## for (Map.Entry<Integer, Integer> entry : numFrequencyMap.entrySet()) {

## minHeap.add(entry);

## if (minHeap.size() > k) {

## minHeap.poll();

## }

## }

## // create a list of top k numbers

## List<Integer> topNumbers = new ArrayList<>(k);

## while (!minHeap.isEmpty()) {

## topNumbers.add(minHeap.poll().getKey());

## }

## return topNumbers;

## }

## public static void main(String[] args) {

## List<Integer> result = TopKFrequentNumbers.findTopKFrequentNumbers(new int[] { 1, 3, 5, 12, 11, 12, 11 }, 2);

## System.out.println("Here are the K frequent numbers: " + result);

## result = TopKFrequentNumbers.findTopKFrequentNumbers(new int[] { 5, 12, 11, 3, 11 }, 2);

## System.out.println("Here are the K frequent numbers: " + result);

## }

## }

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Time-complexity)

The time complexity of the above algorithm is O(N+N\*logK)

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B89rvR6XZ3J#Space-complexity)

The space complexity will be O(N) Even though we are storing only ‘K’ numbers in the heap. For the frequency map, however, we need to store all the ‘N’ numbers.

# Frequency Sort (medium)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Problem-Statement)

Given a string, sort it based on the decreasing frequency of its characters.

**Example 1:**

Input: "Programming"  
Output: "rrggmmPiano"  
Explanation: 'r', 'g', and 'm' appeared twice, so they need to appear before any other character.

**Example 2:**

Input: "abcbab"  
Output: "bbbaac"  
Explanation: 'b' appeared three times, 'a' appeared twice, and 'c' appeared only once.

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Solution)

This problem follows the **Top ‘K’ Elements** pattern, and shares similarities with [Top ‘K’ Frequent Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5761493274460160/).

We can follow the same approach as discussed in the [Top ‘K’ Frequent Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5761493274460160/) problem. First, we will find the frequencies of all characters, then use a max-heap to find the most occurring characters.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Code)

Here is what our algorithm will look like:

import java.util.\*;

class FrequencySort {

public static String sortCharacterByFrequency(String str) {

// find the frequency of each character

Map<Character, Integer> characterFrequencyMap = new HashMap<>();

for (char chr : str.toCharArray()) {

characterFrequencyMap.put(chr, characterFrequencyMap.getOrDefault(chr, 0) + 1);

}

PriorityQueue<Map.Entry<Character, Integer>> maxHeap = new PriorityQueue<Map.Entry<Character, Integer>>(

(e1, e2) -> e2.getValue() - e1.getValue());

// add all characters to the max heap

maxHeap.addAll(characterFrequencyMap.entrySet());

// build a string, appending the most occurring characters first

StringBuilder sortedString = new StringBuilder(str.length());

while (!maxHeap.isEmpty()) {

Map.Entry<Character, Integer> entry = maxHeap.poll();

for (int i = 0; i < entry.getValue(); i++)

sortedString.append(entry.getKey());

}

return sortedString.toString();

}

public static void main(String[] args) {

String result = FrequencySort.sortCharacterByFrequency("Programming");

System.out.println("Here is the given string after sorting characters by frequency: " + result);

result = FrequencySort.sortCharacterByFrequency("abcbab");

System.out.println("Here is the given string after sorting characters by frequency: " + result);

}

}

----------------------- Python -----------------------------------

from heapq import \*

def sort\_character\_by\_frequency(str):

# find the frequency of each character

charFrequencyMap = {}

for char in str:

charFrequencyMap[char] = charFrequencyMap.get(char, 0) + 1

maxHeap = []

# add all characters to the max heap

for char, frequency in charFrequencyMap.items():

heappush(maxHeap, (-frequency, char))

# build a string, appending the most occurring characters first

sortedString = []

while maxHeap:

frequency, char = heappop(maxHeap)

for \_ in range(-frequency):

sortedString.append(char)

return ''.join(sortedString)

def main():

print("String after sorting characters by frequency: " +

sort\_character\_by\_frequency("Programming"))

print("String after sorting characters by frequency: " +

sort\_character\_by\_frequency("abcbab"))

main()

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Time-complexity)

The time complexity of the above algorithm is O(D\*logD) where ‘D’ is the number of distinct characters in the input string. This means, in the worst case, when all characters are unique the time complexity of the algorithm will be O(N\*logN) where ‘N’ is the total number of characters in the string.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gxZz615BPPG#Space-complexity)

The space complexity will be O(N) as in the worst case, we need to store all the ‘N’ characters in the HashMap.

# Kth Largest Number in a Stream (medium)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Problem-Statement)

Design a class to efficiently find the Kth largest element in a stream of numbers.

The class should have the following two things:

1. The constructor of the class should accept an integer array containing initial numbers from the stream and an integer ‘K’.
2. The class should expose a function add(int num) which will store the given number and return the Kth largest number.

**Example 1:**

Input: [3, 1, 5, 12, 2, 11], K = 4  
1. Calling add(6) should return '5'.  
2. Calling add(13) should return '6'.  
2. Calling add(4) should still return '6'.

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Solution)

This problem follows the **Top ‘K’ Elements** pattern and shares similarities with [Kth Smallest number](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5696381570252800/).

We can follow the same approach as discussed in the ‘Kth Smallest number’ problem. However, we will use a **Min Heap** (instead of a **Max Heap**) as we need to find the Kth largest number.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Code)

Here is what our algorithm will look like:

------------------- Java --------------------------------

import java.util.\*;

class KthLargestNumberInStream {

PriorityQueue<Integer> minHeap = new PriorityQueue<Integer>((n1, n2) -> n1 - n2);

final int k;

public KthLargestNumberInStream(int[] nums, int k) {

this.k = k;

// add the numbers in the min heap

for (int i = 0; i < nums.length; i++)

add(nums[i]);

}

public int add(int num) {

// add the new number in the min heap

minHeap.add(num);

// if heap has more than 'k' numbers, remove one number

if (minHeap.size() > this.k)

minHeap.poll();

// return the 'Kth largest number

return minHeap.peek();

}

public static void main(String[] args) {

int[] input = new int[] { 3, 1, 5, 12, 2, 11 };

KthLargestNumberInStream kthLargestNumber = new KthLargestNumberInStream(input, 4);

System.out.println("4th largest number is: " + kthLargestNumber.add(6));

System.out.println("4th largest number is: " + kthLargestNumber.add(13));

System.out.println("4th largest number is: " + kthLargestNumber.add(4));

}

}

---------------------- python ---------------------------------

from heapq import \*

class KthLargestNumberInStream:

minHeap = []

def \_\_init\_\_(self, nums, k):

self.k = k

# add the numbers in the min heap

for num in nums:

self.add(num)

def add(self, num):

# add the new number in the min heap

heappush(self.minHeap, num)

# if heap has more than 'k' numbers, remove one number

if len(self.minHeap) > self.k:

heappop(self.minHeap)

# return the 'Kth largest number

return self.minHeap[0]

def main():

kthLargestNumber = KthLargestNumberInStream([3, 1, 5, 12, 2, 11], 4)

print("4th largest number is: " + str(kthLargestNumber.add(6)))

print("4th largest number is: " + str(kthLargestNumber.add(13)))

print("4th largest number is: " + str(kthLargestNumber.add(4)))

main()

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Time-complexity)

The time complexity of the add() function will be O(logK) since we are inserting the new number in the heap.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B819G5DZBxX#Space-complexity)

The space complexity will be O(K) for storing numbers in the heap.

# 'K' Closest Numbers (medium)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Problem-Statement-)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Try-it-yourself-)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Solution-)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Code-)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Space-complexity)
  + [Alternate Solution using Two Pointers](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Alternate-Solution-using-Two-Pointers)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Space-complexity)

### Problem Statement [**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Problem-Statement-)

Given a sorted number array and two integers ‘K’ and ‘X’, find ‘K’ closest numbers to ‘X’ in the array. Return the numbers in the sorted order. ‘X’ is not necessarily present in the array.

**Example 1:**

Input: [5, 6, 7, 8, 9], K = 3, X = 7  
Output: [6, 7, 8]

**Example 2:**

Input: [2, 4, 5, 6, 9], K = 3, X = 6  
Output: [4, 5, 6]

**Example 3:**

Input: [2, 4, 5, 6, 9], K = 3, X = 10  
Output: [5, 6, 9]

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Solution-)

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern. The biggest difference in this problem is that we need to find the closest (to ‘X’) numbers compared to finding the overall largest numbers. Another difference is that the given array is sorted.

Utilizing a similar approach, we can find the numbers closest to ‘X’ through the following algorithm:

1. Since the array is sorted, we can first find the number closest to ‘X’ through **Binary Search**. Let’s say that number is ‘Y’.
2. The ‘K’ closest numbers to ‘Y’ will be adjacent to ‘Y’ in the array. We can search in both directions of ‘Y’ to find the closest numbers.
3. We can use a heap to efficiently search for the closest numbers. We will take ‘K’ numbers in both directions of ‘Y’ and push them in a **Min Heap** sorted by their absolute difference from ‘X’. This will ensure that the numbers with the smallest difference from ‘X’ (i.e., closest to ‘X’) can be extracted easily from the **Min Heap**.
4. Finally, we will extract the top ‘K’ numbers from the **Min Heap** to find the required numbers.

### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Code-)

Here is what our algorithm will look like:

import java.util.\*;

class Entry {

int key;

int value;

public Entry(int key, int value) {

this.key = key;

this.value = value;

}

}

class KClosestElements {

public static List<Integer> findClosestElements(int[] arr, int K, Integer X) {

int index = binarySearch(arr, X);

int low = index - K, high = index + K;

low = Math.max(low, 0); // 'low' should not be less than zero

high = Math.min(high, arr.length - 1); // 'high' should not be greater the size of the array

PriorityQueue<Entry> minHeap = new PriorityQueue<>((n1, n2) -> n1.key - n2.key);

// add all candidate elements to the min heap, sorted by their absolute difference from 'X'

for (int i = low; i <= high; i++)

minHeap.add(new Entry(Math.abs(arr[i] - X), i));

// we need the top 'K' elements having smallest difference from 'X'

List<Integer> result = new ArrayList<>();

for (int i = 0; i < K; i++)

result.add(arr[minHeap.poll().value]);

Collections.sort(result);

return result;

}

private static int binarySearch(int[] arr, int target) {

int low = 0;

int high = arr.length - 1;

while (low <= high) {

int mid = low + (high - low) / 2;

if (arr[mid] == target)

return mid;

if (arr[mid] < target) {

low = mid + 1;

} else {

high = mid - 1;

}

}

if (low > 0) {

return low - 1;

}

return low;

}

public static void main(String[] args) {

List<Integer> result = KClosestElements.findClosestElements(new int[] { 5, 6, 7, 8, 9 }, 3, 7);

System.out.println("'K' closest numbers to 'X' are: " + result);

result = KClosestElements.findClosestElements(new int[] { 2, 4, 5, 6, 9 }, 3, 6);

System.out.println("'K' closest numbers to 'X' are: " + result);

result = KClosestElements.findClosestElements(new int[] { 2, 4, 5, 6, 9 }, 3, 10);

System.out.println("'K' closest numbers to 'X' are: " + result);

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Time-complexity)

The time complexity of the above algorithm is O(logN + K\*logK) We need O(logN) for Binary Search and O(K\*logK) to insert the numbers in the **Min Heap**, as well as to sort the output array.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Space-complexity)

The space complexity will be O(K)*O*(*K*), as we need to put a maximum of 2K2*K* numbers in the heap.

## Alternate Solution using Two Pointers[**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Alternate-Solution-using-Two-Pointers)

After finding the number closest to ‘X’ through **Binary Search**, we can use the **Two Pointers** approach to find the ‘K’ closest numbers. Let’s say the closest number is ‘Y’. We can have a left pointer to move back from ‘Y’ and a right pointer to move forward from ‘Y’. At any stage, whichever number pointed out by the left or the right pointer gives the smaller difference from ‘X’ will be added to our result list.

To keep the resultant list sorted we can use a **Queue**. So whenever we take the number pointed out by the left pointer, we will append it at the beginning of the list and whenever we take the number pointed out by the right pointer we will append it at the end of the list.

Here is what our algorithm will look like:

import java.util.\*;

class KClosestElements {

public static List<Integer> findClosestElements(int[] arr, int K, Integer X) {

List<Integer> result = new LinkedList<>();

int index = binarySearch(arr, X);

int leftPointer = index;

int rightPointer = index + 1;

for (int i = 0; i < K; i++) {

if (leftPointer >= 0 && rightPointer < arr.length) {

int diff1 = Math.abs(X - arr[leftPointer]);

int diff2 = Math.abs(X - arr[rightPointer]);

if (diff1 <= diff2)

result.add(0, arr[leftPointer--]); // append in the beginning

else

result.add(arr[rightPointer++]); // append at the end

} else if (leftPointer >= 0) {

result.add(0, arr[leftPointer--]);

} else if (rightPointer < arr.length) {

result.add(arr[rightPointer++]);

}

}

return result;

}

private static int binarySearch(int[] arr, int target) {

int low = 0;

int high = arr.length - 1;

while (low <= high) {

int mid = low + (high - low) / 2;

if (arr[mid] == target)

return mid;

if (arr[mid] < target) {

low = mid + 1;

} else {

high = mid - 1;

}

}

if (low > 0) {

return low - 1;

}

return low;

}

public static void main(String[] args) {

List<Integer> result = KClosestElements.findClosestElements(new int[] { 5, 6, 7, 8, 9 }, 3, 7);

System.out.println("'K' closest numbers to 'X' are: " + result);

result = KClosestElements.findClosestElements(new int[] { 2, 4, 5, 6, 9 }, 3, 6);

System.out.println("'K' closest numbers to 'X' are: " + result);

result = KClosestElements.findClosestElements(new int[] { 2, 4, 5, 6, 9 }, 3, 10);

System.out.println("'K' closest numbers to 'X' are: " + result);

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Time-complexity)

The time complexity of the above algorithm is O(logN + K) We need O(logN) for Binary Search and O(K)for finding the ‘K’ closest numbers using the two pointers.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/N8MJQNYyJPL#Space-complexity)

If we ignoring the space required for the output list, the algorithm runs in constant space O(1)

# Maximum Distinct Elements (medium)

**We'll cover the following**

* + [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Problem-Statement)
  + [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Try-it-yourself)
  + [Solution](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Solution)
  + [Code](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Space-complexity)

## Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Problem-Statement)

Given an array of numbers and a number ‘K’, we need to remove ‘K’ numbers from the array such that we are left with maximum distinct numbers.

**Example 1:**

Input: [7, 3, 5, 8, 5, 3, 3], and K=2  
Output: 3  
Explanation: We can remove two occurrences of 3 to be left with 3 distinct numbers [7, 3, 8], we have to skip 5 because it is not distinct and appeared twice.   
  
Another solution could be to remove one instance of '5' and '3' each to be left with three distinct numbers [7, 5, 8], in this case, we have to skip 3 because it appeared twice.

**Example 2:**

Input: [3, 5, 12, 11, 12], and K=3  
Output: 2  
Explanation: We can remove one occurrence of 12, after which all numbers will become distinct. Then we can delete any two numbers which will leave us 2 distinct numbers in the result.

**Example 3:**

Input: [1, 2, 3, 3, 3, 3, 4, 4, 5, 5, 5], and K=2  
Output: 3  
Explanation: We can remove one occurrence of '4' to get three distinct numbers.

## Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Solution)

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern, and shares similarities with [Top ‘K’ Frequent Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5761493274460160/).

We can follow a similar approach as discussed in [Top ‘K’ Frequent Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5761493274460160/) problem:

1. First, we will find the frequencies of all the numbers.
2. Then, push all numbers that are not distinct (i.e., have a frequency higher than one) in a **Min Heap** based on their frequencies. At the same time, we will keep a running count of all the distinct numbers.
3. Following a greedy approach, in a stepwise fashion, we will remove the least frequent number from the heap (i.e., the top element of the min-heap), and try to make it distinct. We will see if we can remove all occurrences of a number except one. If we can, we will increment our running count of distinct numbers. We have to also keep a count of how many removals we have done.
4. If after removing elements from the heap, we are still left with some deletions, we have to remove some distinct elements.
5. import java.util.\*;
6. class MaximumDistinctElements {
7. public static int findMaximumDistinctElements(int[] nums, int k) {
8. int distinctElementsCount = 0;
9. if (nums.length <= k)
10. return distinctElementsCount;
11. // find the frequency of each number
12. Map<Integer, Integer> numFrequencyMap = new HashMap<>();
13. for (int i : nums)
14. numFrequencyMap.put(i, numFrequencyMap.getOrDefault(i, 0) + 1);
15. PriorityQueue<Map.Entry<Integer, Integer>> minHeap = new PriorityQueue<Map.Entry<Integer, Integer>>(
16. (e1, e2) -> e1.getValue() - e2.getValue());
17. // insert all numbers with frequency greater than '1' into the min-heap
18. for (Map.Entry<Integer, Integer> entry : numFrequencyMap.entrySet()) {
19. if (entry.getValue() == 1)
20. distinctElementsCount++;
21. else
22. minHeap.add(entry);
23. }
24. // following a greedy approach, try removing the least frequent numbers first from the min-heap
25. while (k > 0 && !minHeap.isEmpty()) {
26. Map.Entry<Integer, Integer> entry = minHeap.poll();
27. // to make an element distinct, we need to remove all of its occurrences except one
28. k -= entry.getValue() - 1;
29. if (k >= 0)
30. distinctElementsCount++;
31. }
32. // if k > 0, this means we have to remove some distinct numbers
33. if (k > 0)
34. distinctElementsCount -= k;
35. return distinctElementsCount;
36. }
37. public static void main(String[] args) {
38. int result = MaximumDistinctElements.findMaximumDistinctElements(new int[] { 7, 3, 5, 8, 5, 3, 3 }, 2);
39. System.out.println("Maximum distinct numbers after removing K numbers: " + result);
40. result = MaximumDistinctElements.findMaximumDistinctElements(new int[] { 3, 5, 12, 11, 12 }, 3);
41. System.out.println("Maximum distinct numbers after removing K numbers: " + result);
42. result = MaximumDistinctElements.findMaximumDistinctElements(new int[] { 1, 2, 3, 3, 3, 3, 4, 4, 5, 5, 5 }, 2);
43. System.out.println("Maximum distinct numbers after removing K numbers: " + result);
44. }
45. }

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Time-complexity)

Since we will insert all numbers in a **HashMap** and a **Min Heap**, this will take O(N\*logN) where ‘N’ is the total input numbers. While extracting numbers from the heap, in the worst case, we will need to take out ‘K’ numbers. This will happen when we have at least ‘K’ numbers with a frequency of two. Since the heap can have a maximum of ‘N/2’ numbers, therefore, extracting an element from the heap will take O(logN) and extracting ‘K’ numbers will take O(KlogN) So overall, the time complexity of our algorithm will be O(N\*logN + KlogN)

We can optimize the above algorithm and only push ‘K’ elements in the heap, as in the worst case we will be extracting ‘K’ elements from the heap. This optimization will reduce the overall time complexity to O(N\*logK + KlogK).

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/gx6oKY8PGYY#Space-complexity)

The space complexity will be O(N) as, in the worst case, we need to store all the ‘N’ characters in the **HashMap**.

# Sum of Elements (medium)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Space-complexity)
  + [Alternate Solution](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Alternate-Solution)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Problem-Statement)

Given an array, find the sum of all numbers between the K1’th and K2’th smallest elements of that array.

**Example 1:**

Input: [1, 3, 12, 5, 15, 11], and K1=3, K2=6  
Output: 23  
Explanation: The 3rd smallest number is 5 and 6th smallest number 15. The sum of numbers coming  
between 5 and 15 is 23 (11+12).

**Example 2:**

Input: [3, 5, 8, 7], and K1=1, K2=4  
Output: 12  
Explanation: The sum of the numbers between the 1st smallest number (3) and the 4th smallest   
number (8) is 12 (5+7).

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Solution)

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern, and shares similarities with [Kth Smallest Number](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5696381570252800/).

We can find the sum of all numbers coming between the K1’th and K2’th smallest numbers in the following steps:

1. First, insert all numbers in a min-heap.
2. Remove the first K1 smallest numbers from the min-heap.
3. Now take the next K2-K1-1 numbers out of the heap and add them. This sum will be our required output.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Code)

Here is what our algorithm will look like:

import java.util.\*;

class SumOfElements {

public static int findSumOfElements(int[] nums, int k1, int k2) {

PriorityQueue<Integer> minHeap = new PriorityQueue<Integer>((n1, n2) -> n1 - n2);

// insert all numbers to the min heap

for (int i = 0; i < nums.length; i++)

minHeap.add(nums[i]);

// remove k1 small numbers from the min heap

for (int i = 0; i < k1; i++)

minHeap.poll();

int elementSum = 0;

// sum next k2-k1-1 numbers

for (int i = 0; i < k2 - k1 - 1; i++)

elementSum += minHeap.poll();

return elementSum;

}

public static void main(String[] args) {

int result = SumOfElements.findSumOfElements(new int[] { 1, 3, 12, 5, 15, 11 }, 3, 6);

System.out.println("Sum of all numbers between k1 and k2 smallest numbers: " + result);

result = SumOfElements.findSumOfElements(new int[] { 3, 5, 8, 7 }, 1, 4);

System.out.println("Sum of all numbers between k1 and k2 smallest numbers: " + result);

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Time-complexity)

Since we need to put all the numbers in a min-heap, the time complexity of the above algorithm will be O(N\*logN)*O*(*N*∗*logN*) where ‘N’ is the total input numbers.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Space-complexity)

The space complexity will be O(N)*O*(*N*), as we need to store all the ‘N’ numbers in the heap.

## Alternate Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Alternate-Solution)

We can iterate the array and use a max-heap to keep track of the top K2 numbers. We can, then, add the top K2-K1-1 numbers in the max-heap to find the sum of all numbers coming between the K1’th and K2’th smallest numbers. Here is what the algorithm will look like:

import java.util.\*;

class SumOfElements {

public static int findSumOfElements(int[] nums, int k1, int k2) {

PriorityQueue<Integer> maxHeap = new PriorityQueue<Integer>((n1, n2) -> n2 - n1);

// keep smallest k2 numbers in the max heap

for (int i = 0; i < nums.length; i++) {

if (i < k2 - 1) {

maxHeap.add(nums[i]);

} else if (nums[i] < maxHeap.peek()) {

maxHeap.poll(); // as we are interested only in the smallest k2 numbers

maxHeap.add(nums[i]);

}

}

// get the sum of numbers between k1 and k2 indices

// these numbers will be at the top of the max heap

int elementSum = 0;

for (int i = 0; i < k2 - k1 - 1; i++)

elementSum += maxHeap.poll();

return elementSum;

}

public static void main(String[] args) {

int result = SumOfElements.findSumOfElements(new int[] { 1, 3, 12, 5, 15, 11 }, 3, 6);

System.out.println("Sum of all numbers between k1 and k2 smallest numbers: " + result);

result = SumOfElements.findSumOfElements(new int[] { 3, 5, 8, 7 }, 1, 4);

System.out.println("Sum of all numbers between k1 and k2 smallest numbers: " + result);

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Time-complexity)

Since we need to put only the top K2 numbers in the max-heap at any time, the time complexity of the above algorithm will be O(N\*logK2)

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qVljv3Plr67#Space-complexity)

The space complexity will be O(K2), as we need to store the smallest ‘K2’ numbers in the heap.

# Rearrange String (hard)

**We'll cover the following**

* + - [Problem Statement](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Problem-Statement)
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Try-it-yourself)
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Space-complexity)

### Problem Statement[**#**](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Problem-Statement)

Given a string, find if its letters can be rearranged in such a way that no two same characters come next to each other.

**Example 1:**

Input: "aappp"  
Output: "papap"  
Explanation: In "papap", none of the repeating characters come next to each other.

**Example 2:**

Input: "Programming"  
Output: "rgmrgmPiano" or "gmringmrPoa" or "gmrPagimnor", etc.  
Explanation: None of the repeating characters come next to each other.

**Example 3:**

Input: "aapa"  
Output: ""  
Explanation: In all arrangements of "aapa", atleast two 'a' will come together e.g., "apaa", "paaa".

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Solution)

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern. We can follow a greedy approach to find an arrangement of the given string where no two same characters come next to each other.

We can work in a stepwise fashion to create a string with all characters from the input string. Following a greedy approach, we should first append the most frequent characters to the output strings, for which we can use a **Max Heap**. By appending the most frequent character first, we have the best chance to find a string where no two same characters come next to each other.

So in each step, we should append one occurrence of the highest frequency character to the output string. We will not put this character back in the heap to ensure that no two same characters are adjacent to each other. In the next step, we should process the next most frequent character from the heap in the same way and then, at the end of this step, insert the character from the previous step back to the heap after decrementing its frequency.

Following this algorithm, if we can append all the characters from the input string to the output string, we would have successfully found an arrangement of the given string where no two same characters appeared adjacent to each other.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Code)

Here is what our algorithm will look like:

import java.util.\*;

class RearrangeString {

public static String rearrangeString(String str) {

Map<Character, Integer> charFrequencyMap = new HashMap<>();

for (char chr : str.toCharArray())

charFrequencyMap.put(chr, charFrequencyMap.getOrDefault(chr, 0) + 1);

PriorityQueue<Map.Entry<Character, Integer>> maxHeap = new PriorityQueue<Map.Entry<Character, Integer>>(

(e1, e2) -> e2.getValue() - e1.getValue());

// add all characters to the max heap

maxHeap.addAll(charFrequencyMap.entrySet());

Map.Entry<Character, Integer> previousEntry = null;

StringBuilder resultString = new StringBuilder(str.length());

while (!maxHeap.isEmpty()) {

Map.Entry<Character, Integer> currentEntry = maxHeap.poll();

// add the previous entry back in the heap if its frequency is greater than zero

if (previousEntry != null && previousEntry.getValue() > 0)

maxHeap.offer(previousEntry);

// append the current character to the result string and decrement its count

resultString.append(currentEntry.getKey());

currentEntry.setValue(currentEntry.getValue() - 1);

previousEntry = currentEntry;

}

// if we were successful in appending all the characters to the result string, return it

return resultString.length() == str.length() ? resultString.toString() : "";

}

public static void main(String[] args) {

System.out.println("Rearranged string: " + RearrangeString.rearrangeString("aappp"));

System.out.println("Rearranged string: " + RearrangeString.rearrangeString("Programming"));

System.out.println("Rearranged string: " + RearrangeString.rearrangeString("aapa"));

}

}

Output

2.46s

Rearranged string: papap

Rearranged string: rgmrgmPiano

Rearranged string:

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Time-complexity)

The time complexity of the above algorithm is O(N\*logN) where ‘N’ is the number of characters in the input string.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/xV7wx4o8ymB#Space-complexity)

The space complexity will be O(N) as in the worst case, we need to store all the ‘N’ characters in the **HashMap**.

# Solution Review: Problem Challenge 1

**We'll cover the following**

* + - [Rearrange String K Distance Apart (hard)](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Rearrange-String-K-Distance-Apart-(hard))
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Space-complexity)

### Rearrange String K Distance Apart (hard) [**#**](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Rearrange-String-K-Distance-Apart-(hard))

Given a string and a number ‘K’, find if the string can be rearranged such that the same characters are at least ‘K’ distance apart from each other.

**Example 1:**

Input: "mmpp", K=2  
Output: "mpmp" or "pmpm"  
Explanation: All same characters are 2 distance apart.

**Example 2:**

Input: "Programming", K=3  
Output: "rgmPrgmiano" or "gmringmrPoa" or "gmrPagimnor" and a few more    
Explanation: All same characters are 3 distance apart.

**Example 3:**

Input: "aab", K=2  
Output: "aba"  
Explanation: All same characters are 2 distance apart.

**Example 4:**

Input: "aappa", K=3  
Output: ""  
Explanation: We cannot find an arrangement of the string where any two 'a' are 3 distance apart.

### Solution [**#**](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Solution)

This problem follows the [Top ‘K’ Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern and is quite similar to [Rearrange String](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5724822843686912/). The only difference is that in the ‘Rearrange String’ the same characters need not be adjacent i.e., they should be at least ‘2’ distance apart (in other words, there should be at least one character between two same characters), while in the current problem, the same characters should be ‘K’ distance apart.

Following a similar approach, since we were inserting a character back in the heap in the next iteration, in this problem, we will re-insert the character after ‘K’ iterations. We can keep track of previous characters in a queue to insert them back in the heap after ‘K’ iterations.

### Code [**#**](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Code)

Here is what our algorithm will look like:

import java.util.\*;

class RearrangeStringKDistanceApart {

public static String reorganizeString(String str, int k) {

if (k <= 1)

return str;

Map<Character, Integer> charFrequencyMap = new HashMap<>();

for (char chr : str.toCharArray())

charFrequencyMap.put(chr, charFrequencyMap.getOrDefault(chr, 0) + 1);

PriorityQueue<Map.Entry<Character, Integer>> maxHeap = new PriorityQueue<Map.Entry<Character, Integer>>(

(e1, e2) -> e2.getValue() - e1.getValue());

// add all characters to the max heap

maxHeap.addAll(charFrequencyMap.entrySet());

Queue<Map.Entry<Character, Integer>> queue = new LinkedList<>();

StringBuilder resultString = new StringBuilder(str.length());

while (!maxHeap.isEmpty()) {

Map.Entry<Character, Integer> currentEntry = maxHeap.poll();

// append the current character to the result string and decrement its count

resultString.append(currentEntry.getKey());

currentEntry.setValue(currentEntry.getValue() - 1);

queue.offer(currentEntry);

if (queue.size() == k) {

Map.Entry<Character, Integer> entry = queue.poll();

if (entry.getValue() > 0)

maxHeap.add(entry);

}

}

// if we were successful in appending all the characters to the result string, return it

return resultString.length() == str.length() ? resultString.toString() : "";

}

public static void main(String[] args) {

System.out.println("Reorganized string: " +

RearrangeStringKDistanceApart.reorganizeString("mmpp", 2));

System.out.println("Reorganized string: " +

RearrangeStringKDistanceApart.reorganizeString("Programming", 3));

System.out.println("Reorganized string: " +

RearrangeStringKDistanceApart.reorganizeString("aab", 2));

System.out.println("Reorganized string: " +

RearrangeStringKDistanceApart.reorganizeString("aappa", 3));

}

}

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Time-complexity)

The time complexity of the above algorithm is O(N\*logN) where ‘N’ is the number of characters in the input string.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/qA7n6820GjG#Space-complexity)

The space complexity will be O(N) as in the worst case, we need to store all the ‘N’ characters in the HashMap.

# Solution Review: Problem Challenge 2

**We'll cover the following**

* + - [Scheduling Tasks (hard)](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Scheduling-Tasks-(hard))
    - [Solution](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Solution)
    - [Code](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Code)
    - [Time complexity](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Time-complexity)
    - [Space complexity](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Space-complexity)

### Scheduling Tasks (hard)[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Scheduling-Tasks-(hard))

You are given a list of tasks that need to be run, in any order, on a server. Each task will take one CPU interval to execute but once a task has finished, it has a cooling period during which it can’t be run again. If the cooling period for all tasks is ‘K’ intervals, find the minimum number of CPU intervals that the server needs to finish all tasks.

If at any time the server can’t execute any task then it must stay idle.

**Example 1:**

Input: [a, a, a, b, c, c], K=2  
Output: 7  
Explanation: a -> c -> b -> a -> c -> idle -> a

**Example 2:**

Input: [a, b, a], K=3  
Output: 5  
Explanation: a -> b -> idle -> idle -> a

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Solution)

This problem follows the [Top ‘K’ Elements](https://www.educative.io/pageeditor/5671464854355968/5728885882748928) pattern and is quite similar to [Rearrange String K Distance Apart](https://www.educative.io/pageeditor/5671464854355968/5684793748488192). We need to rearrange tasks such that same tasks are ‘K’ distance apart.

Following a similar approach, we will use a **Max Heap** to execute the highest frequency task first. After executing a task we decrease its frequency and put it in a waiting list. In each iteration, we will try to execute as many as k+1 tasks. For the next iteration, we will put all the waiting tasks back in the **Max Heap**. If, for any iteration, we are not able to execute k+1 tasks, the CPU has to remain idle for the remaining time in the next iteration.

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Code)

Here is what our algorithm will look like:

import java.util.\*;

class TaskScheduler {

public static int scheduleTasks(char[] tasks, int k) {

int intervalCount = 0;

Map<Character, Integer> taskFrequencyMap = new HashMap<>();

for (char chr : tasks)

taskFrequencyMap.put(chr, taskFrequencyMap.getOrDefault(chr, 0) + 1);

PriorityQueue<Map.Entry<Character, Integer>> maxHeap = new PriorityQueue<Map.Entry<Character, Integer>>(

(e1, e2) -> e2.getValue() - e1.getValue());

// add all tasks to the max heap

maxHeap.addAll(taskFrequencyMap.entrySet());

while (!maxHeap.isEmpty()) {

List<Map.Entry<Character, Integer>> waitList = new ArrayList<>();

int n = k + 1; // try to execute as many as 'k+1' tasks from the max-heap

for (; n > 0 && !maxHeap.isEmpty(); n--) {

intervalCount++;

Map.Entry<Character, Integer> currentEntry = maxHeap.poll();

if (currentEntry.getValue() > 1) {

currentEntry.setValue(currentEntry.getValue() - 1);

waitList.add(currentEntry);

}

}

maxHeap.addAll(waitList); // put all the waiting list back on the heap

if (!maxHeap.isEmpty())

intervalCount += n; // we'll be having 'n' idle intervals for the next iteration

}

return intervalCount;

}

public static void main(String[] args) {

char[] tasks = new char[] { 'a', 'a', 'a', 'b', 'c', 'c' };

System.out.println("Minimum intervals needed to execute all tasks: " + TaskScheduler.scheduleTasks(tasks, 2));

tasks = new char[] { 'a', 'b', 'a' };

System.out.println("Minimum intervals needed to execute all tasks: " + TaskScheduler.scheduleTasks(tasks, 3));

}

}

from heapq import \*

def schedule\_tasks(tasks, k):

intervalCount = 0

taskFrequencyMap = {}

for char in tasks:

taskFrequencyMap[char] = taskFrequencyMap.get(char, 0) + 1

maxHeap = []

# add all tasks to the max heap

for char, frequency in taskFrequencyMap.items():

heappush(maxHeap, (-frequency, char))

while maxHeap:

waitList = []

n = k + 1 # try to execute as many as 'k+1' tasks from the max-heap

while n > 0 and maxHeap:

intervalCount += 1

frequency, char = heappop(maxHeap)

if -frequency > 1:

# decrement the frequency and add to the waitList

waitList.append((frequency+1, char))

n -= 1

# put all the waiting list back on the heap

for frequency, char in waitList:

heappush(maxHeap, (frequency, char))

if maxHeap:

intervalCount += n # we'll be having 'n' idle intervals for the next iteration

return intervalCount

def main():

print("Minimum intervals needed to execute all tasks: " +

str(schedule\_tasks(['a', 'a', 'a', 'b', 'c', 'c'], 2)))

print("Minimum intervals needed to execute all tasks: " +

str(schedule\_tasks(['a', 'b', 'a'], 3)))

main()

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Time-complexity)

The time complexity of the above algorithm is O(N\*logN) where ‘N’ is the number of tasks. Our while loop will iterate once for each occurrence of the task in the input (i.e. ‘N’) and in each iteration we will remove a task from the heap which will take O(logN) time. Hence the overall time complexity of our algorithm is O(N\*logN)

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/B1gBkopEBzk#Space-complexity)

The space complexity will be O(N) as in the worst case, we need to store all the ‘N’ tasks in the **HashMap**.

# Problem Challenge 3

**We'll cover the following**

* + - [Frequency Stack (hard)](https://www.educative.io/courses/grokking-the-coding-interview/Y5zDWlVRz2p#Frequency-Stack-(hard))
    - [Try it yourself](https://www.educative.io/courses/grokking-the-coding-interview/Y5zDWlVRz2p#Try-it-yourself)

### Frequency Stack (hard)[**#**](https://www.educative.io/courses/grokking-the-coding-interview/Y5zDWlVRz2p#Frequency-Stack-(hard))

Design a class that simulates a Stack data structure, implementing the following two operations:

1. push(int num): Pushes the number ‘num’ on the stack.
2. pop(): Returns the most frequent number in the stack. If there is a tie, return the number which was pushed later.

**Example:**

After following push operations: push(1), push(2), push(3), push(2), push(1), push(2), push(5)  
  
1. pop() should return 2, as it is the most frequent number  
2. Next pop() should return 1  
3. Next pop() should return 2

### Solution[**#**](https://www.educative.io/courses/grokking-the-coding-interview/R8o6vV83DLY#Solution)

This problem follows the [Top ‘K’ Elements](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5728885882748928/) pattern, and shares similarities with [Top ‘K’ Frequent Numbers](https://www.educative.io/collection/page/5668639101419520/5671464854355968/5761493274460160/).

We can use a **Max Heap** to store the numbers. Instead of comparing the numbers we will compare their frequencies so that the root of the heap is always the most frequently occurring number. There are two issues that need to be resolved though:

1. How can we keep track of the frequencies of numbers in the heap? When we are pushing a new number to the **Max Heap**, we don’t know how many times the number has already appeared in the **Max Heap**. To resolve this, we will maintain a **HashMap** to store the current frequency of each number. Thus whenever we push a new number in the heap, we will increment its frequency in the HashMap and when we pop, we will decrement its frequency.
2. If two numbers have the same frequency, we will need to return the number which was pushed later while popping. To resolve this, we need to attach a sequence number to every number to know which number came first.

In short, we will keep three things with every number that we push to the heap:

    1. number // value of the number  
    2. frequency // current frequency of the number when it was pushed to the heap  
    3. sequenceNumber // a sequence number, to know what number came first

### Code[**#**](https://www.educative.io/courses/grokking-the-coding-interview/R8o6vV83DLY#Code)

Here is what our algorithm will look like:

------------------------- Java ---------------------------------------

import java.util.\*;

class Element {

int number;

int frequency;

int sequenceNumber;

public Element(int number, int frequency, int sequenceNumber) {

this.number = number;

this.frequency = frequency;

this.sequenceNumber = sequenceNumber;

}

}

class ElementComparator implements Comparator<Element> {

public int compare(Element e1, Element e2) {

if (e1.frequency != e2.frequency)

return e2.frequency - e1.frequency;

// if both elements have same frequency, return the one that was pushed later

return e2.sequenceNumber - e1.sequenceNumber;

}

}

class FrequencyStack {

int sequenceNumber = 0;

PriorityQueue<Element> maxHeap = new PriorityQueue<Element>(new ElementComparator());

Map<Integer, Integer> frequencyMap = new HashMap<>();

public void push(int num) {

frequencyMap.put(num, frequencyMap.getOrDefault(num, 0) + 1);

maxHeap.offer(new Element(num, frequencyMap.get(num), sequenceNumber++));

}

public int pop() {

int num = maxHeap.poll().number;

// decrement the frequency or remove if this is the last number

if (frequencyMap.get(num) > 1)

frequencyMap.put(num, frequencyMap.get(num) - 1);

else

frequencyMap.remove(num);

return num;

}

public static void main(String[] args) {

FrequencyStack frequencyStack = new FrequencyStack();

frequencyStack.push(1);

frequencyStack.push(2);

frequencyStack.push(3);

frequencyStack.push(2);

frequencyStack.push(1);

frequencyStack.push(2);

frequencyStack.push(5);

System.out.println(frequencyStack.pop());

System.out.println(frequencyStack.pop());

System.out.println(frequencyStack.pop());

}

}

------------------------------- python --------------------------

from heapq import \*

class Element:

def \_\_init\_\_(self, number, frequency, sequenceNumber):

self.number = number

self.frequency = frequency

self.sequenceNumber = sequenceNumber

def \_\_lt\_\_(self, other):

# higher frequency wins

if self.frequency != other.frequency:

return self.frequency > other.frequency

# if both elements have same frequency, return the element that was pushed later

return self.sequenceNumber > other.sequenceNumber

class FrequencyStack:

sequenceNumber = 0

maxHeap = []

frequencyMap = {}

def push(self, num):

self.frequencyMap[num] = self.frequencyMap.get(num, 0) + 1

heappush(self.maxHeap, Element(

num, self.frequencyMap[num], self.sequenceNumber))

self.sequenceNumber += 1

def pop(self):

num = heappop(self.maxHeap).number

# decrement the frequency or remove if this is the last number

if self.frequencyMap[num] > 1:

self.frequencyMap[num] -= 1

else:

del self.frequencyMap[num]

return num

def main():

frequencyStack = FrequencyStack()

frequencyStack.push(1)

frequencyStack.push(2)

frequencyStack.push(3)

frequencyStack.push(2)

frequencyStack.push(1)

frequencyStack.push(2)

frequencyStack.push(5)

print(frequencyStack.pop())

print(frequencyStack.pop())

print(frequencyStack.pop())

main()

### Time complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/R8o6vV83DLY#Time-complexity)

The time complexity of push() and pop() is O(logN) where ‘N’ is the current number of elements in the heap.

### Space complexity[**#**](https://www.educative.io/courses/grokking-the-coding-interview/R8o6vV83DLY#Space-complexity)

We will need O(N) space for the heap and the map, so the overall space complexity of the algorithm is O(N)