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**3) Simulacro de preguntas de sustentación de Proyectos**

**3.1** La complejidad figura en que el peor de los casos sería cuando ninguno de los subconjuntos es igual entonces debe recorrer la totalidad de caracteres de ambos Strings entonces se harían 2 llamados recursivos y en cada llamado recursivo se disminuye n y m que respectivamente son los tamaños de cada String y al ser 2 variables es donde empleamos m que sería la suma de n y m entonces al reducir las ambas p sería tomaría el valor de -2, en los condicionales que serían mejores casos y solo se reduciría una de las 2 variables a p se le restaría -1

Complejidad: T(p) =

**3.2**

|  |  |
| --- | --- |
| **Caracteres de cada String** | **Tiempo(milisegundos)** |
| 9 | 0 |
| 11 | 0 |
| 13 | 1 |
| 14 | 2 |
| 15 | 3 |
| 16 | 6 |
| 17 | 11 |
| 18 | 11 |
| 19 | 102 |
| 20 | 124 |
| 25 | 1088 |
| 26 | 70573 |
| 27 | 144598 |
| 28 | 150581 |
| 29 | 170059 |
| 30 | 483517 |

Cuando calcule una cadena de 300000 caracteres no terminaría, la tendencia sería al infinito

**3.3** No sería apropiado pues estas cadenas suelen ser muy largas y el programa no terminaría de ejecutar el programa

**3.5 I. Recursion-1**

**Countevens:** t(n)=n^2-(c+n^-1)

**No14:** t(n) = n

**Matchup:** T(n)=|n|

**Sum13:** t (n)=n! N no mayor igual a 13

**Fizzbuzz:** t(n)=n

**II. Recursion-2**

**groupSum6:** ![T(n) = C_4 (2^n - 1) + c_1 2^(n - 1) (where c_1 is an arbitrary parameter)](data:image/gif;base64,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)

## groupNoAdj:T(n) = -C_4 + c_1 F_n + c_2 L_n (where c_1 and c_2 are arbitrary parameters)

## groupSum5: T(n) = C_4 (2^n - 1) + c_1 2^(n - 1) (where c_1 is an arbitrary parameter)

## groupSumClump:T(n) = C_4 (2^n - 1) + c_1 2^(n - 1) (where c_1 is an arbitrary parameter)

## splitArray: T(n) = C_4 (2^n - 1) + c_1 2^(n - 1) (where c_1 is an arbitrary parameter)

**3.6**

**I. Recursion-1**

**Countevens:** n depende de la longitud del arreglo, se recorre todo el arreglo en el peor de los casos.

**No14:** n depende de la longitud del arreglo, en el peor de los casos recorre todo el arreglo.

**Matchup:** n depende de la longitud de los dos arrays, en el peor de los casos, recorre todo el array y ningún elemento difiere.

**Sum13:** n depende de la longitud del array, en el peor de los casos recorre todo el array y todos los elementos son mayores o iguales a 13.

**Fizzbuzz:** n depende de la longitud del array, en el peor de los casos recorre todo el array para asignar e indexar

**II. Recursion-2** En todos los ejercicios se trataba de arreglos, por consiguiente, en cada uno de estos la complejidad del peor de los casos depende de la cantidad de posiciones que tiene cada uno de estos pues el peor de los casos sería recorrer cada una de estas complejidades.

**groupSum6:** n depende de la longitud del arreglo, se hacen dos llamados recursivos n veces en el peor de los casos.

**groupNoAdj:** n depende de la longitud del arreglo, se hacen dos llamados recursivos uno de estos n veces y el otro n/2 en el peor de los casos. Por otra parte, al resolver la ecuación en Wolfram Alpha nos devuelve L y F los cuales son el número de Lucas y el de Fibonacci Respectivamente de los cuales el subíndice n es la posición de cada uno.

**groupSum5:** n depende de la longitud del arreglo, se hacen dos llamados recursivos n veces en el peor de los casos.

**groupSumClump:** n depende de la longitud del arreglo, se hacen dos llamados recursivos n veces en el peor de los casos.

**SplitArray:** n depende de la longitud del arreglo, se hacen dos llamados recursivos n veces en el peor de los casos.

***4) Simulacro de Parcial***

* 1. 1. B
     2. C
     3. A
     4. A
     5. a) verdadera

b) falsa

c) verdadera

d) falsa

* 1. *B*
  2. 1. C
  3. 1. A
     2. A
  4. A