**Pointers**

Pointers store address of variables or a memory location

Pointer variable declaration

type \* var\_name;

type – Pointer’s base type

var\_name – Name of the pointer variable

# \* And & operator in case of pointer

& - To access address of a variable to a pointer

& returns the address of the variable

printf("%p", &x); // Prints address of x

\* - used for two things :

(i) To declare a pointer variable

int \* ptr; // pointer to an integer type

(ii) To access the value stored in the address

#include <stdio.h>

int main() {

int Var = 10;

int \*ptr = &Var;

printf("Value of Var = %d\n", \*ptr);

printf("Address of Var = %p\n", ptr);

return 0;

}

Output

Value of Var = 10

Address of Var = 0x7ffe547f2d7c

1. int \*p;
2. int\* p;
3. int \* p;

All three declarations are same

# Pictorial representation
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# Pointer Expressions and Pointer Arithmetic

A pointer may be

1. Incremented ( ++ )
2. Decremented ( — )
3. An integer may be added to a pointer ( + or += )
4. An integer may be subtracted from a pointer ( – or -= )

**NOTE: Pointer arithmetic can be performed only on an array**

#include <stdio.h>

int main() {

int v[3] = {10, 100, 200};

int \*ptr;

ptr = v; // assign the address of v[0] to ptr

for (int i = 0; i < 3; i++) {

printf("Value of \*ptr = %d\n", \*ptr);

printf("Value of ptr = %p\n\n", ptr);

ptr++;

}

return 0;

}

Output

Value of \*ptr = 10

Value of ptr = 0x7ffe2b446610

Value of \*ptr = 100

Value of ptr = 0x7ffe2b446614

Value of \*ptr = 200

Value of ptr = 0x7ffe2b446618

![](data:image/png;base64,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)

# Pointer Comparisons

Pointers may be compared using relational operators ==, < and >

while(ptr <= var[3 - 1]) {

…

}

# Array name as pointers

An array name acts like a pointer constant value of this pointer constant is the address of the first element

For an array named val, val and &val[0] can be used interchangeably

#include <stdio.h>

int main() {

int val[3] = {10, 15, 20};

int \* ptr = val;

printf("Array elements: %d %d %d\n", ptr[0], ptr[1], ptr[2]);

return 0;

}

Output

Array elements: 10 15 20

# Pointers and Multidimensional Arrays

int nums[2][3] = { {16, 18, 20}, {25, 26, 27} };

In general, nums[i][j] is equivalent to \*(\*(nums+i)+j)

|  |  |  |
| --- | --- | --- |
| Pointer notation | Array notation | Value |
| \*(\*nums) | nums[0][0] | 16 |
| \*(\*nums + 1) | nums[0][1] | 18 |
| \*(\*nums + 2) | nums[0][2] | 20 |
| \*(\*(nums + 1)) | nums[1][0] | 25 |
| \*(\*(nums + 1) + 1) | nums[1][1] | 26 |
| \*(\*(nums + 1) + 2) | nums[1][2] | 27 |

# Double Pointer (Pointer to Pointer) in C

First pointer is used to store the address of the variable, and

The second pointer is used to store the address of the first pointer

#include <stdio.h>

int main() {

int var = 789;

int \*ptr1;

int \*\*ptr2;

ptr1 = &var;

ptr2 = &ptr1;

printf("Value of var = %d\n", var );

printf("Value of var using single pointer = %d\n", \*ptr1 );

printf("Value of var using double pointer = %d\n", \*\*ptr2);

return 0;

}

Output

Value of var = 789

Value of var using single pointer = 789

Value of var using double pointer = 789

# Why C treats array parameters as pointers?

Array parameters treated as pointers because of efficiency

It is inefficient to copy the array data in terms of both memory and time

The following two definitions of function look different, but to the compiler they mean exactly the same thing. It’s preferable to use whichever syntax is more accurate for readability.

If the pointer coming in really is the base address of a whole array, then we should use [ ].

#include <stdio.h>

void fun1(int arr\_param[]) {

arr\_param[0] = 11; arr\_param[1] = 12; arr\_param[2] = 13;

}

void fun2(int \*arr\_param) {\

arr\_param[0] = 21; arr\_param[1] = 22; arr\_param[2] = 23;

}

int main() {

int arr[] = {1, 2, 3};

printf("Array elements: %d %d %d\n", arr[0], arr[1], arr[2]);

fun1(arr);

printf("After fun1(), Array elements: %d %d %d\n", arr[0], arr[1], arr[2]);

fun2(arr);

printf("After fun2(), Array elements: %d %d %d\n", arr[0], arr[1], arr[2]);

return 0;

}

Output

Array elements: 1 2 3

After fun1(), Array elements: 11 12 13

After fun2(), Array elements: 21 22 23

# An Uncommon representation of array elements

Because compiler converts the array operation in pointers before accessing the array elements

arr[i] and i[arr] is same

arr[i] = \*(arr + i) and i[arr] = \*(i + arr)

# Pointer vs Array in C

Most of the time, pointer and array accesses can be treated as acting the same, the major exceptions being:

1. **The sizeof() operator**

* sizeof(array) returns the amount of memory used by all elements in array
* sizeof(pointer) only returns the amount of memory used by the pointer variable itself

1. **The & operator**

* &array is an alias for &array[0] and returns the address of the first element in array
* &pointer returns the address of pointer

1. A string literal initialization of a character array

* char array[] = “abc” sets the first four elements in array to ‘a’, ‘b’, ‘c’, and ‘\0’
* char \*pointer = “abc” sets pointer to the address of the “abc” string (which may be stored in read-only memory and thus unchangeable)

1. Pointer variable can be assigned a value whereas array variable cannot be

int a[10];

int \*p;

p=a; /\* legal \*/

a=p; /\* illegal \*/

1. Arithmetic on pointer variable is allowed

p++; /\* legal \*/

a++; /\* illegal \*/

# Array Decay

The loss of type and dimensions of an array is known as decay of an array.

This generally occurs when we pass the array into function by value or pointer.

What it does is, it sends first address to the array which is a pointer, hence the size of array is not the original one, but the one occupied by the pointer in the memory.

#include<iostream>

using namespace std;

// Passing array by value

void aDecay(int \*p) {

// Printing size of pointer

cout << "Modified size of array is by "

"passing by value: ";

cout << sizeof(p) << endl;

}

// Passing array by pointer

void pDecay(int (\*p)[7]) {

// Printing size of array

cout << "Modified size of array by "

"passing by pointer: ";

cout << sizeof(p) << endl;

}

int main() {

int a[7] = {1, 2, 3, 4, 5, 6, 7,};

// Printing original size of array

cout << "Actual size of array is: ";

cout << sizeof(a) <<endl;

aDecay(a);

pDecay(&a);

return 0;

}

Output

Actual size of array is: 28

Modified size of array is by passing by value: 8

Modified size of array by passing by pointer: 8

## How to prevent Array Decay?

Pass size of array also as a parameter and not use sizeof() on array parameters

Send the array into functions by reference. This prevents conversion of array into a pointer, hence prevents the decay.

#include<iostream>

using namespace std;

// by passing array by reference

void fun(int (&p)[7]) {

// Printing size of array

cout << "Modified size of array by "

"passing by reference: ";

cout << sizeof(p) << endl;

}

int main() {

int a[7] = {1, 2, 3, 4, 5, 6, 7,};

// Printing original size of array

cout << "Actual size of array is: ";

cout << sizeof(a) <<endl;

fun(a); // Calling function by reference

return 0;

}

Output

Actual size of array is: 28

Modified size of array by passing by reference: 28

# Dereference, Reference, Dereference, Reference….

#include<stdio.h>

int main() {

char \*ptr = "geeksforgeeks";

printf("%c\n", \*&\*&\*ptr);

return 0;

}

Output

g

#include<stdio.h>

int main() {

char \*ptr = "geeksforgeeks";

printf("%s\n", \*&\*&ptr);

return 0;

}

Output

geeksforgeeks

Explanation: \* and & operators cancel effect of each other when used one after another

\*ptr gives us g, &\*ptr gives address of g, \*&\*ptr again g, &\*&\*ptr address of g, and finally \*&\*&\*ptr gives ‘g’

# NULL, Void, Wild and Dangling Pointer

## NULL Pointer

A pointer which is pointing to nothing

In case, if we don’t have address to be assigned to a pointer, then we can simply use NULL.

#include <stdio.h>

int main() {

int \*ptr = NULL;

printf("The value of ptr is %p", ptr);

return 0;

}

Output

The value of ptr is (nil)

**Common use cases for NULL**

* To initialize a pointer variable when that pointer variable isn’t assigned any valid memory address yet
* To check for a null pointer before accessing any pointer variable
* To pass a null pointer to a function argument when we don’t want to pass any valid memory address

**NULL vs Uninitialized Pointer**

An Uninitialized pointer stored an undefined value

A NULL pointer stores a defined value, but one that is defined by the environment to net is a valid address for any memory or object

**NULL vs Void Pointer**

NULL pointer is a value, while void pointer is a type

**NULL pointer**

C standards say about null pointer. From C11 standard clause 6.3.2.3,

“An integer constant expression with the value 0, or such an expression cast to type void \*, is called a null pointer constant. If a null pointer constant is converted to a pointer type, the resulting pointer, called a null pointer, is guaranteed to compare unequal to a pointer to any object or function.”

Since **NULL is defined as ((void \*)0),** we can think of NULL as a special pointer and its size would be equal to any pointer .

As per C11 standard “The void type comprises an empty set of values, it is an incomplete object type that cannot be completed”

Even C11 clause 6.5.3.4 mentions that “The sizeof operator shall not be applied to an expression that has function type or an incomplete type, to the parenthesized name of such a type, or to an expression that designates a bit-field member.”

Basically, it means that void is an incomplete type whose size doesn’t make any sense in C programs but implementations (such as gcc) can choose sizeof(void) as 1 so that the flat memory pointed by void pointer can be viewed as untyped memory i.e. a sequence of bytes.

NOTE

* Always initialize pointer variable as NULL
* Always perform NULL check before accessing any pointer

#include <stdio.h>

int main() {

printf("%zu\n",sizeof(void));

printf("%zu\n",sizeof(void \*));

printf("%c\n",NULL);

//printf("%s\n",NULL);

// This line causes SIGSEGV in C11 and C++

printf("%f\n",NULL);

return 0;

}

Output

1

8

0.000000

## Void Pointer

* Pointer type void \*
* A pointer that points to some data location in storage, which does not have any specific type
* Void refers to the type
* The type of data that it points to can be any
* If we assign address of char data type to void pointer it will became char pointer
* **Any pointer type is convertible to a void pointer hence it can point to any value**
* Void pointers **cannot be dereferenced**
* It can be dereferenced using typecasting the void pointer
* Pointer arithmetic is not possible on pointers of void due to lack of concrete value and thus size
* A void pointer is a pointer that has no associated data type with it
* A void pointer can hold address of any type and can be typcasted to any type

**Advantage**

* Malloc() and calloc() return void\* type and this allows these functions to be used to allocate memory of any data type
* Used to implement generic functions in C

int\* ptr = malloc(sizeof(int) \* 10);

C - no error

C++ - Error invalid conversion from ‘void\*’ to ‘int\*’

C++ - Explicit typecast is necessary in C++

Correct in both C and C++

int\* ptr = (int\*) malloc( sizeof(int) \* 10);

NOTE

* Void pointers cannot be dereferenced
* C standard does not allow pointer arithmetic with void pointers

(in GNU C it is allowed by considering the size of void is 1)

#include <stdio.h>

int main() {

int a = 10;

void \* ptr = &a;

//printf("%d\n", \*ptr);

// error: 'void\*' is not a pointer-to-object type

printf("%d\n", \*(int\*)ptr);

return 0;

}

Output

10

#include <stdio.h>

int main() {

int a[2] = {1, 2};

void \* ptr = &a;

ptr = ptr + sizeof(int);

// warning: pointer of type 'void \*' used in arithmetic [-Wpointer-arith]

printf("%d", \*(int\*)ptr);

return 0;

}

Output

2

## Wild Pointer

A pointer which has not been initialized to anything (not even NULL)

Pointer may be initialized to a non-NULL garbage value that may not be a valid address

int \* ptr; // wild pointer

int x = 10;

p = &x; // p is not a wild pointer

## Dangling Pointer

A pointer pointing to a memory location that has been deleted (or freed)

3 different ways where Pointer acts as dangling pointer

1. **De-allocation of memory**

int \* ptr = (int\*) malloc (sizeof(int));

free(ptr); // ptr becomes a dangling after free call

ptr = NULL; // no more dangling

1. **Function Call**

// Pointer pointing to local variable becomes dangling

|  |  |
| --- | --- |
| #include <stdio.h>  int \* fun() {  int x = 5;  return &x;  }  int main() {  int \* ptr = fun();  fflush(stdin);  printf("%d", \*ptr);  return 0;  }  Runtime Errors:  Segmentation Fault (SIGSEGV)  Compilation warning: function returns address of local variable [-Wreturn-local-addr] | #include <stdio.h>  int \* fun() {  static int x = 5;  return &x;  }  int main() {  int \* ptr = fun();  fflush(stdin);  printf("%d", \*ptr);  return 0;  }  Output  5 |

1. **Variable goes out of scope**

int main() {

Int \* ptr;

……………………..

{

int ch;

ptr = &ch;

}

………………………

}

# Near, far and huge pointers

## Near pointer

* Used to store 16 digit addresses
* We can only access 64kb of data at a time
* Generates code which is fast
* Only a limited amount of memory is needed

## Far pointer & Huge pointer

* Generates code which is usually slower
* To access a large amount of memory
* Because an additional page/bank register has to be calculated, configured, saved/restored
* 32 bit that can access memory outside current segment
* Compiler allocates a segment register to store segment address, then another register to store offset within current segment

In case of far pointers

* a segment is fixed
* the segment part cannot be modified, but in huge it can be

**How to declare near and far pointers in C?**

It used to be a good question 30 years ago.

Right know you don't have to know anything about near and far pointers; but if you still use a 16-bit compiler, select 'Large Model' (or 'Huge Model'), and forget 'near' and 'far'.

# Function Pointer in C

We can have pointers to functions also

#include <stdio.h>

void fun(int a) {

printf("Value of a is %d\n", a);

}

int main() {

void (\*fun\_ptr)(int) = &fun;

/\* The above line is equivalent of following two

void (\*fun\_ptr)(int);

fun\_ptr = &fun;

\*/

(\*fun\_ptr)(10); // Invoking fun() using fun\_ptr

return 0;

}

Output

Value of a is 10

## How to declare a pointer to a function?

int foo(int); // function with one int argument

int (\*fun\_ptr)(int); // pointer to function

~~int \* fun\_ptr(int);~~

// not a function pointer because operator () will take priority

## NOTES about function pointer

1. A function pointer points to code, not data. Typically a function pointer stores the start of executable code
2. We do not allocate de-allocate memory using function pointers
3. A function’s name can also be used to get functions’ address

void (\*fun\_ptr)(int) = &fun; // or

void (\*fun\_ptr)(int) = fun; // & removed

1. Like normal pointers, we can have an array of function pointers
2. Function pointer can be used in place of switch case.

void (\*fun\_ptr\_arr[])(int, int) = {add, subtract, multiply};

if (ch > 2) return 0;

(\*fun\_ptr\_arr[ch])(a, b);

1. Like normal data pointers, a function pointer can be passed as an argument and can also be returned from a function

#include <stdio.h>

void fun1() { printf("Fun1\n"); }

void fun2() { printf("Fun2\n"); }

void wrapper(void (\*fun)()) {

fun();

}

int main() {

wrapper(fun1);

wrapper(fun2);

return 0;

}

Output

Fun1

Fun2

1. Many object oriented features in C++ are implemented using function pointers in C.
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# END