**Inheritance**

# Inheritance

Inheritance in most class-based object-oriented languages is a mechanism in which one object acquires all the properties and behaviours of the parent object. Inheritance allows programmers to: create classes that are built upon existing classes, to specify a new implementation to maintain the same behaviour (realizing an interface), to reuse code and to independently extend original software via public classes and interfaces.

The relationships of objects or classes through inheritance give rise to a directed graph.

Inheritance should not be confused with subtyping.

Inheritance is contrasted with object composition, where one object contains another object (or objects of one class contain objects of another class); see composition over inheritance. Composition implements a has-a relationship, in contrast to the is-a relationship of subtyping.

# Subclasses and Superclasses

An inherited class is called a subclass of its parent class or super class.

Commonly the subclass automatically inherits the instance variables and member functions of its superclasses. The general form of defining a derived class is

class derived-class-name: visibility-mode base-class-name {

....

};

The colon indicates that the derived-class-name is derived from the base-class-name.

Visibility mode specifies whether the features of the base class are privately derived or publicly derived.

**The default visibility-mode is private.** The visibility-mode is optional and, if present, may be either public, private or protected.

Note: Inheritance doesn’t work in reverse. The base class and its objects don’t know anything about any classes derived from the base class.

# Types of Inheritance in C++

1. Single Inheritance
2. Multiple Inheritance
3. Multilevel Inheritance
4. Hierarchical Inheritance
5. Hybrid (Virtual) Inheritance

## Single Inheritance

One derived class is inherited from one base class only
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class subclass\_name : access\_mode base\_class {

//body of subclass

};

## Multiple Inheritance

A derived class is inherited from more than one base classes
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class subclass\_name : access\_mode base\_class1, access\_mode base\_class2, .... {

//body of subclass

};

For more info <05_CPP_OOP_Inheritance_Multiple_Inheritance.docx>

## Multilevel Inheritance

A derived class is created from another derived class
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class subclass\_name\_01 : access\_mode base\_class {

//body of subclass 01

};

class subclass\_name\_02 : access\_mode subclass\_name\_01 {

//body of subclass 02

};

## Hierarchical Inheritance

More than one derived class is created from a single base class
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class subclass\_name\_01 : access\_mode base\_class {

// body of subclass 01

};

class subclass\_name\_02 : access\_mode base\_class {

// body of subclass 02

};

class subclass\_name\_03 : access\_mode base\_class {

// body of subclass 03

};

## Hybrid (Virtual) Inheritance

Hybrid Inheritance is implemented by combining more than one type of inheritance

![](data:image/png;base64,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)

class subclass\_name\_01 : access\_mode base\_class {

// body of subclass 01

};

class subclass\_name\_02 : access\_mode base\_class {

// body of subclass 02

};

class derived\_name: access\_mode subclass\_name\_01, access\_mode subclass\_name\_02 {

// body of subclass

};

# Visibility of inherited members

|  |  |  |  |
| --- | --- | --- | --- |
| Base class visibility | Derived class visibility | | |
|  | **Public derivation** | **Private derivation** | **Protected derivation** |
| Private | Not inherited | Not inherited | Not inherited |
| Protected | Protected | Private | Protected |
| Public | Public | Private | Protected |

Private members of a base class are never inherited and thus will never become members of its derived class.

# What all is Inherited?

A derived class inherits from its parent.

* Every data member defined in the parent class (although such members may not always be accessible in the derived class)
* Every ordinary member function of the parent class (although such members may not always be accessible in the derived class)
* The same initial data layout as the base class

Things which a derived class doesn’t inherits from its parent

* The base class’s constructors, destructor and operator=
* The base class’s friends

## Is assignment operator inherited?

In C++, assignment operator= doesn’t inherit because it performs a constructor-like activity. That is, just because you know how to assign all the members of an object on the left-hand side of the = from an object on the right-hand side doesn’t mean that assignment will still have the same meaning after inheritance.

Although, base class assignment operator function can be accessed using the derived class object.

#include <iostream>

using namespace std;

class Base {

public:

~Base() { cout << "~Base()\n"; }

Base() { cout << "Base()\n"; }

Base(const Base &b) { cout << "Base(const Base &)\n"; }

Base &operator=(const Base &b) {

cout << "Base class assignment operator called" << '\n';

return \*this;

}

};

class Derived : public Base {};

int main() {

Derived d1, d2;

Derived d3 = d1;

Derived d4;

d4 = d2;

d1.Base::operator=(d2);

return 0;

}

Output:

Base()

Base()

Base(const Base &)

Base()

Base class assignment operator called

Base class assignment operator called

~Base()

~Base()

~Base()

~Base()

## Operator overloading & inheritance

Except for the assignment operator, other operators are automatically inherited into a derived class.

#include <iostream>

using namespace std;

class Base {

public:

Base() { cout << "Base()\n"; }

virtual ~Base() { cout << "~Base()\n"; }

virtual void \* operator++() { cout << "Base ++ operator\n"; }

};

class Derived : public Base {

public:

};

int main() {

{ Base b; ++b; }

{ Derived d; ++d; }

return 0;

}

Output:

Base()

Base ++ operator

~Base()

Base()

Base ++ operator

~Base()

## Inheritance and friendship

In C++, friendship is not inherited. If a base class has a friend function, then the function doesn’t become a friend of the derived classes.

#include <iostream>

using namespace std;

class Base {

protected:

int x;

public:

Base() { x = 0;}

friend void display();

};

class Derived: public Base {

private:

int y;

public:

Derived() : y (0) {}

};

void display() {

Derived dobj;

cout << "The default value of Base::x = " << dobj.x;

// Can't access private member declared in class 'B'

cout << "The default value of Derived::y = " << dobj.y;

}

int main() {

display();

return 0;

}

Compilation Error:

error: 'int Derived::y' is private within this context

## Hiding of all overloaded methods with same name in base class

In C++, if a derived class redefines base class member method, then all the base class methods with same name become are hidden in derived class.

For example, the following program doesn’t compile. In the following program, Derived redefines Base’s method fun() and this makes fun(int i) hidden.

**Note: This is true for both static and nonstatic methods.**

#include <iostream>

using namespace std;

class Base {

public:

void fun() { cout << "Base::fun() called" << endl; }

void fun(int i) { cout << "Base::fun(int i) called" << endl; }

};

class Derived : public Base {

public:

void fun() { cout << "Derived::fun() called" << endl; }

};

int main() {

Derived d;

d.fun(5); // CE: no matching function for call to 'Derived::fun(int)'

return 0;

}

Compilation Error:

error: no matching function for call to 'Derived::fun(int)'

## What happens when more restrictive access is given to a derived class method in C++?

Unlike Java, C++ allows to give more restrictive access to derived class methods. For example, the following program compiles fine.

In C++ we can set different access specifier for a method in derived class from base class.

Following program works fine because fun() is public in base class.

Access specifiers are checked at compile time and fun() is public in base class. At run time, only the function corresponding to the pointed object is called and access specifier is not checked.

So, a private function of derived class is being called through a pointer of base class.

#include <iostream>

using namespace std;

class Base {

public:

virtual void fun(int i) {

cout << "Base fun" << endl;

}

};

class Derived: public Base {

private:

void fun(int x) { // no problem if fun is in private, it's a compiler error in Java

cout << "Derived fun" << endl;

}

};

int main() {

/\* CASE - 1

Derived d;

d.fun(1); // error: 'virtual void Derived::fun(int)' is private

\*/

// CASE - 2

Base \*ptr = new Derived;

ptr->fun(10);

return 0;

}

Output:

Derived fun

## Does overloading work with Inheritance?

If we have a function in base class and a function with same name in derived class, can the base class function be called from derived class object?

**Overloading doesn’t work for derived class in C++.** There is no overload resolution between Base and Derived. The compiler looks into the scope of Derived, finds the single function “double f(double)” and calls it. It never disturbs with the (enclosing) scope of Base.

In C++, there is no overloading across scopes – derived class scopes are not an exception to this general rule.

In Java overloading works across scopes contrary to C++.

#include <iostream>

using namespace std;

class Base {

public:

int f(int i) {

cout << "f(int): ";

return i+3;

}

};

class Derived : public Base {

public:

double f(double d) {

cout << "f(double): ";

return d+3.3;

}

};

int main() {

Derived\* dp = new Derived;

cout << dp->f(3) << endl;

cout << dp->f(3.3) << endl;

delete dp;

return 0;

}

Output:

f(double): 6.3

f(double): 6.6

//In Java

f (int): 6

f (double): 6.6

## Inheritance and static member functions

static member functions act the same as non-static member functions

1. They inherit into the derived class
2. If you redefine a static member, all the other overloaded functions in the base class are hidden
3. If you change the signature of a function in the base class, all the base class versions with that function name are hidden

However, static member functions cannot be virtual.

# Uninheritable classes

A class may be declared as uninheritable by adding certain class modifiers to the class declaration.

Examples

* "final" keyword in Java and C++11 onwards
* "sealed" keyword in C#

Such modifiers are added to the class declaration before the "class" keyword and the class identifier declaration.

Such sealed classes restrict reusability, particularly when developers only have access to precompiled binaries and not source code.

class Base final { };

class Derived : public Base { };

int main() {

return 0;

}

Compilation error: cannot derive from 'final' base 'Base' in derived type 'Derived'

# Virtual Base Classes

Virtual base class is used to avoid duplication of inherited members in case of multiple inheritance.

Example: Diamond ring problem

# Virtual methods

If the superclass method is a virtual method, then invocations of the superclass method will be dynamically dispatched (late binding).

Some languages require methods to be specifically declared as virtual (e.g., C++) and in others all methods are virtual (e.g., Java).

An invocation of a non-virtual method will always be statically dispatched (early binding i.e., the address of the function call is determined at compile-time).

Static dispatch (early binding) is faster than dynamic dispatch (late binding) and allows optimisations such as inline expansion.

# Abstract Classes

Sometimes implementation of all function cannot be provided in a base class because we don’t know the implementation. Such a class is called abstract class.

An abstract class is one that is **not used to create objects**. An abstract class is designed only to act as a base class (to be inherited by other classes).

By definition a class can only be considered as an abstract class if it has at least one pure function.

Interesting Facts

1. A class is abstract if it has at least **one pure virtual function**.
2. We can have pointers and references of abstract class type.
3. If we do not override the pure virtual function in derived class, then derived class also becomes abstract class.
4. An abstract class can have constructors.

# Interface vs Abstract Classes

An interface does not have implementation of any of its methods, it can be considered as a collection of method declarations.

In C++, an interface can be simulated by making all methods as pure virtual.

In Java, there is a separate keyword for interface.

# Constructors in Derived Classes

As long as no base class constructor takes any arguments, the derived class need not have a constructor.

If any base class contains a constructor with one or more arguments, then it is mandatory for the derived class to have a constructor and pass the arguments to the base class constructors.

## Why the base class’s constructor is called on creating an object of derived class?

When we create an object of derived class, all of the members of derived class must be initialized but the inherited members in derived class can only be initialized by the base class’s constructor as the definition of these members exists in base class only. This is why the constructor of base class is called first to initialize all the inherited members.

Important Points

* Whenever the derived class’s default constructor is called, the base class’s default constructor is called automatically.
* To call the parameterised constructor of base class inside the parameterised constructor of sub class, we have to mention it explicitly.
* The parameterised constructor of base class cannot be called in default constructor of sub class, it should be called in the parameterised constructor of sub class.

## Order of Constructor/ Destructor Call in C++

The base constructor is executed first and then the constructor in the derived class is executed.

In case of multiple inheritance: base classes are constructed in the order in which they appear in the declaration of the derived class.

In case of multilevel inheritance: the constructors will be executed in the order pf inheritance.

Constructors for virtual base classes are invoked before any non-virtual base classes.

If there are multiple virtual base classes, they are invoked in the order in which they are declared.

|  |  |
| --- | --- |
| Method of Inheritance | Order of execution |
| class D: public B {  }; | B(): Base constructor  D(): Derived constructor |
| class D: public B1, public B2 {  }; | B1(): base first  B2(): base second  D(): derived |
| class D: public B1, virtual public B2 {  }; | B2(): virtual base  B1(): ordinary base  D(): derived |

**Destructors in C++ are called in the opposite order of that of Constructors.**

# Applications

## Overriding

## Code reuse

# Issues and alternatives

# Object Slicing in C++

In C++, **a derived class object can be assigned to a base class object**, but the other way is not possible.

Object slicing happens when a derived class object is assigned to a base class object, additional attributes of a derived class object are sliced off to form the base class object.

#include <iostream>

using namespace std;

class Base {

int m\_idb;

public:

Base(int id) : m\_idb{id} { }

virtual void display() {

cout << "Base class = " << m\_idb << '\n';

}

};

class Derived : public Base {

int m\_idd;

public:

Derived(int d) : Base(d), m\_idd(d) { }

virtual void display() {

Base::display();

cout << "Derived class = " << m\_idd << '\n';

}

};

void baseClassObjectAsParameter(Base bobj) { bobj.display(); }

void derivedClassObjectAsParameter(Derived dobj) { dobj.display(); }

int main() {

Base b(1);

Derived d(2);

b.display();

d.display();

cout << "=== Object Slicing ===\n";

baseClassObjectAsParameter(b);

baseClassObjectAsParameter(d); //object Slicing, the member m\_idd of Derived is sliced off

// Base class object can not be assigned to Derived class object

// error: could not convert 'b' from 'Base' to 'Derived'

//derivedClassObjectAsParameter(b);

return 0;

}

Output:

Base class = 1

Base class = 2

Derived class = 2

=== Object Slicing ===

Base class = 1

Base class = 2

## How to avoid Object Slicing in C++

### Using pointers or reference

Object slicing doesn’t occur when pointers or references to objects are passed as function arguments since a pointer or reference of any type takes same amount of memory.

For example, following method baseClassObjectAsParameter() will not cause object slicing

void baseClassObjectAsParameter(Base & bobj) { bobj.display(); }

// rest of code is similar to above

Output:

Base class = 1

Base class = 2

Derived class = 2

=== Object Slicing ===

Base class = 1

Base class = 2

Derived class = 2

If we use pointers, then also object slicing can be avoided.

void baseClassObjectAsParameter(Base \* bobj) { bobj->display(); }

// rest of code is similar to above

int main() {

…

baseClassObjectAsParameter(&b);

baseClassObjectAsParameter(&d);

…

return 0;

}

Output:

Base class = 1

Base class = 2

Derived class = 2

=== Object Slicing ===

Base class = 1

Base class = 2

Derived class = 2

### Using pure virtual function

Object slicing can be prevented by making the base class function pure virtual there by disallowing object creation. It is not possible to create the object of a class which contains a pure virtual method.

# Simulating final class in C++

* "final" keyword in Java and C++11 onwards
* "sealed" keyword in C#

final class in C++ can be created by use of private constructor, virtual inheritance and friend class.

In following example, we make the Final class non-inheritable. When a class Derived tries to inherit from it, we get compilation error.

An extra class MakeFinal (whose default constructor is private) is used for our purpose. Constructor of Final can call private constructor of MakeFinal as Final is a friend of MakeFinal.

Note that MakeFinal is also a virtual base class. The reason for this is to call the constructor of MakeFinal through the constructor of Derived, not Final (The constructor of a virtual base class is not called by the class that inherits from it, instead the constructor is called by the constructor of the concrete class).

#include <iostream>

using namespace std;

class Final; // The class to be made final

class MakeFinal { // used to make the Final class final

private:

MakeFinal() { cout << "MakFinal constructor" << '\n'; }

friend class Final;

};

class Final : virtual MakeFinal {

public:

Final() { cout << "Final constructor" << '\n'; }

};

class Derived : public Final { // compile error

public:

Derived() { cout << "Derived constructor" << '\n'; }

};

int main() { return 0; }

Output:

<source>: In constructor 'Derived::Derived()':

<source>:18:15: error: 'MakeFinal::MakeFinal()' is private within this context

18 | Derived() { cout << "Derived constructor" << '\n'; }

| ^

<source>:8:5: note: declared private here

8 | MakeFinal() { cout << "MakFinal constructor" << '\n'; }

| ^~~~~~~~~

Derived‘s constructor directly invokes MakeFinal’s constructor, and the constructor of MakeFinal is private, therefore we get the compilation error.

The object of Final class as it is friend class of MakeFinal and has access to its constructor. For example, the following program works fine.

#include <iostream>

using namespace std;

class Final; // The class to be made final

class MakeFinal { // used to make the Final class final

private:

MakeFinal() { cout << "MakFinal constructor" << '\n'; }

friend class Final;

};

class Final : virtual MakeFinal {

public:

Final() { cout << "Final constructor" << '\n'; }

};

int main() {

Final fobj;

return 0;

}

Output:

MakFinal constructor

Final constructor

# Aggregation: Classes Within Classes

Aggregation is not directly related to inheritance, both aggregation and inheritance are class relationships that are more specialized than associations.

In Inheritance, if a class B is derived by inheritance from a class A, we can say that “B is a kind of A.” For this reason, **inheritance** is often called a **“is a kind of”** relationship. Example: starling is a kind of bird.

**Aggregation** is called a **“has a”** relationship. Aggregation is also called a “part-whole” relationship. Example: the book is part of the library.

In OOP, aggregation may occur when one object is an attribute of another. Here’s a case where an object of class A is an attribute of class B:

class A { };

class B {

A objA; //define objA as an object of class A

};

In the UML, aggregation is considered a special kind of association.

Sometimes it’s hard to tell when an association is also an aggregation. It’s always safe to call a relationship an association, but if class A contains objects of class B, and is organizationally superior to class B, it’s a good candidate for aggregation.

Aggregation is shown in the same way as association in UML class diagrams, except that the “whole” end of the association line has an open diamond-shaped arrowhead.
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UML class diagram showing aggregation

# Composition: A Stronger Aggregation

Composition is a stronger form of aggregation. It has all the characteristics of aggregation, plus two more

* The part may belong to only one whole.
* The lifetime of the part is the same as the lifetime of the whole.

A car is composed of doors (among other things). The doors can’t belong to some other car, and they are born and die along with the car.

Even a single object can be related to a class by composition. In a car there is only one engine.

While aggregation is a “has a” relationship, composition is a “consists of” relationship.

In UML diagrams, composition is shown in the same way as aggregation, except that the diamond-shaped arrowhead is solid instead of open.
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UML class diagram showing composition.

# Choosing Composition vs. Inheritance

The is-a relationship is expressed with inheritance, and the has-a relationship is expressed with composition.

Composition is generally used when you want the features of an existing class inside your new class, but not its interface. That is, you embed an object to implement features of your new class, but the user of your new class sees the interface you’ve defined rather than the interface from the original class. To do this, you follow the typical path of embedding private objects of existing classes inside your new class.

## Subtyping

What if you want everything in the class to come through?

This is called subtyping because you’re making a new type from an existing type, and you want your new type to have exactly the same interface as the existing type (plus any other member functions you want to add), so you can use it everywhere you’d use the existing type. This is where inheritance is essential. You can see that subtyping solves the problem in the preceding example perfectly.

#include <fstream>

#include <iostream>

#include <string>

#include <cassert>

using namespace std;

class MyFileName : public ifstream {

string fileName;

bool named;

public:

MyFileName() : named(false) {}

MyFileName(const string& fname) : ifstream(fname.c\_str()), fileName(fname) {

assert(\*this);

named = true;

}

string name() const { return fileName; }

void name(const string& newName) {

if(named) return; // Don't overwrite

fileName = newName;

named = true;

}

};

int main(int argc, char \* argv[]) {

MyFileName file(argv[1]);

cout << "name: " << file.name() << '\n';

assert(file); // to assure file is open

string s;

getline(file, s); // These work too! bcoz MyFileName is a type of ifstream

file.seekg(-200, ios::end);

file.close();

return 0;

}

Output:

name: example.cpp

## Private Inheritance

When you inherit privately, you’re “**implementing in terms of**;” that is, you’re creating a new class that has all of the data and functionality of the base class, but that functionality is hidden, so it’s only part of the underlying implementation.

There may occasionally be situations where you want to produce part of the same interface as the base class and disallow the treatment of the object as if it were a base-class object. Private inheritance provides this ability.

You should think carefully before using private inheritance instead of composition; private inheritance has particular complications when combined with runtime type identification (RTTI).

## Protected Inheritance

Protected derivation means “**implemented-in-terms-of**” to other classes but “**is-a**” for derived classes and friends.

# Upcasting

The act of converting a derived class reference or pointer into a base class reference or pointer is called upcasting.

## Why “upcasting?”

Upcasting is always safe because you’re going from a more specific type to a more generic type – the only thing that can occur to the class interface is that it can lose member functions, not gain them. This is why the compiler allows upcasting without any explicit casts or other special notation.

## Upcasting and the Copy-constructor

If you allow the compiler to synthesize a copy-constructor for a derived class, it will automatically call the base-class copy constructor, and then the copy-constructors for all the member objects (or perform a bitcopy on built-in types) so you’ll get the right behaviour.

If you cast to a base-class object instead of a reference you will usually get undesirable results.

You can see that Child has no explicitly-defined copy-constructor. The compiler then synthesizes the copy-constructor by calling the Parent copy-constructor and the Member copy-constructor. If you try to write your own copy-constructor for Child and you make an innocent mistake and do it badly

Child(const Child& c) : i(c.i), m(c.m) { }

then the default constructor will automatically be called for the base-class part of Child, since that’s what the compiler falls back on when it has no other choice of constructor to call.

You must remember to properly call the base-class copy-constructor (as the compiler does) whenever you write your own copy-constructor. This can seem a little strange looking at first but it’s another example of upcasting:

Child(const Child& c) : Parent(c), i(c.i), m(c.m) {

cout << "Child(Child&)\n";

}

The strange part is where the Parent copy-constructor is called: Parent(c). What does it mean to pass a Child object to a Parent constructor? But Child is inherited from Parent, so a Child reference is a Parent reference. The base-class copy-constructor call upcasts a reference to Child to a reference to Parent and uses it to perform the copy-construction. When you write your own copy constructors, you’ll almost always want to do the same thing.

## Composition vs. Inheritance (revisited)

Composition: If you’ll never need to upcast from your new class

Inheritance:

## Pointer & reference upcasting

Upcasting can also occur during a simple assignment to a pointer or reference:

Derived dobj;

Base \* bptr = &dobj; // Upcasting

Base & bref = dobj; // Upcasting

Like the function call, neither of these cases requires an explicit cast.
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