**Iterator**

# Intent

Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.

# Also Known As

Cursor

# Motivation

An aggregate object such as a list should give you a way to access its elements without exposing its internal structure. Moreover, you might want to traverse the list in different ways, depending on what you want to accomplish.

The key idea in this pattern is to take the responsibility for access and traversal out of the list object and put it in to an iterator object. The Iterator class defines an interface for accessing the list's elements.
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Before you can instantiate Listlterator, you must supply the List to traverse. Once you have the Listlterator instance, you can access the list's elements sequentially.

Separating the traversal mechanism from the List object lets us define iterators for different traversal policies without enumerating them in the List interface.

It would be better if we could change the aggregate class without changing client code. We can do this by generalizing the iterator concept to support **polymorphic iteration**.

We define an AbstractList class that provides a common interface for manipulating lists. Similarly, we need an abstract Iterator class that defines a common iteration interface. Then we can define concrete Iterator subclasses for the different list implementations. As a result, the iteration mechanism becomes independent of concrete aggregate classes.
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Since we want to write code that's independent of the concrete List subclasses, we cannot simply instantiate a specific class. Instead, we make the list objects responsible for creating their corresponding iterator. This requires an operation like Createlterator through which clients request an iterator object.

Createlterator is an example of a factory method. The Factory Method approach give rise to two class hierarchies, one for lists and another for iterators. The Createlterator factory method "connects" the two hierarchies.

# Applicability

Use the Iterator pattern

* **to access an aggregate object's contents** without exposing its internal representation.
* **to support multiple traversals of aggregate objects.**
* to provide a uniform interface for traversing different aggregate structures (that is, to support polymorphic iteration).

# Structure

![](data:image/png;base64,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)

# Participants

**Iterator**

defines an interface for accessing and traversing elements.

**Concretelterator**

implements the Iterator interface.

keeps track of the current position in the traversal of the aggregate.

**Aggregate**

defines an interface for creating an Iterator object.

**ConcreteAggregate**

implements the Iterator creation interface to return an instance of the proper Concretelterator.

# Collaborations

A Concretelterator keeps track of the current object in the aggregate and can compute the succeeding object in the traversal.

# Consequences

The Iterator pattern has three important consequences:

1. **It supports variations in the traversal of an aggregate**. Iterators make it easy to change the traversal algorithm: Just replace the iterator instance with a different one. You can also define Iterator subclasses to support new traversals.
2. **Iterators simplify the Aggregate interface**. Iterator's traversal interface obviates the need for a similar interface in Aggregate, thereby simplifying the aggregate's interface.
3. **More than one traversal can be pending on an aggregate**. An iterator keeps track of its own traversal state. Therefore, you can have more than one traversal in progress at once.

# Implementation

Iterator has many implementation variants and alternatives. Some important ones follow.

## Who controls the iteration?

**external iterator:** client controls the iteration

**internal iterator:** iterator controls the iteration

Clients that use an external iterator must advance the traversal and request the next element explicitly from the iterator. In contrast, the client hands an internal iterator an operation to perform, and the iterator applies that operation to every element in the aggregate.

External iterators are more flexible than internal iterators. It's easy to compare two collections for equality with an external iterator, for example, but it's practically impossible with internal iterators. Internal iterators are especially weak in a language like C++. Internal iterators are easier to use, because they define the iteration logic for you.

## Who defines the traversal algorithm?

The aggregate might define the traversal algorithm and use the iterator to store just the state of the iteration. We call this kind of iterator a **cursor**, since it merely points to the current position in the aggregate. A client will invoke the Next operation on the aggregate with the cursor as an argument, and the Next operation will change the state of the cursor.

If the iterator is responsible for the traversal algorithm, then it's easy to use different iteration algorithms on the same aggregate, and it can also be easier to reuse the same algorithm on different aggregates. On the other hand, the traversal algorithm might need to access the private variables of the aggregate. If so, **putting the traversal algorithm in the iterator violates the encapsulation of the aggregate**.

## How robust is the iterator?

It can be dangerous to modify an aggregate while you're traversing it. A simple solution is to copy the aggregate and traverse the copy, but that's too expensive to do in general.

**A robust iterator ensures that insertions and removals won't interfere with traversal, and it does it without copying the aggregate.** On insertion or removal, the aggregate either adjusts the internal state of iterators it has produced, or it maintains information internally to ensure proper traversal.

## Additional Iterator operations

The minimal interface to Iterator consists of the operations First, Next, IsDone, and Currentltem. Some additional operations might prove useful. For example, ordered aggregates can have a Previous operation that positions the iterator to the previous element.

## Using polymorphic iterators in C++

They require the iterator object to be allocated dynamically by a factory method. Hence, they should be used only when there's a need for polymorphism. Another drawback: the client is responsible for deleting them.

The Proxy pattern provides a remedy. We can use a stack-allocated proxy as a stand-in for the real iterator. The proxy deletes the iterator in its destructor. This is an application of the well-known C++ technique "resource allocation is initialization (RAII)".

## Iterators may have privileged access

The iterator and the aggregate are tightly coupled. We can express this close relationship in C++ by making the iterator a friend of its aggregate.

**Drawback:** It'll require changing the aggregate interface to add another friend to define new traversals.

To avoid this problem, the Iterator class can include protected operations for accessing important but publicly unavailable members of the aggregate. Iterator subclasses (and only Iterator subclasses) may use these protected operations to gain privileged access to the aggregate.

## Iterators for composites

Composites often need to be traversed in more than one way. Preorder, postorder, inorder, and breadth-first traversals are common. You can support each kind of travers alwith a different class of iterator.

External iterators can be difficult to implement over recursive aggregate structures like those in the Composite pattern.

If the nodes in a Composite have an interface for moving from a node to its siblings, parents, and children, then a cursor-based iterator may offer a better alternative. The cursor only needs to keep track of the current node; it can rely on the node interface to traverse the Composite.

## Null iterators

A Nulllterator is a degenerate iterator that's helpful for handling boundary conditions. By definition, a Nulllterator is always done with traversal; that is, its isDone() operation always evaluates to true.

At each point in the traversal, we ask the current element for an iterator for its children. Aggregate elements return a concrete iterator as usual. But leaf elements return an instance of Nulllterator.

# Sample Code

1. List and Iterator interfaces
2. Iterator subclass implementations
3. Using the iterators
4. Avoiding commitment to a specific list implementation

We can introduce an AbstractList class to standardize the list interface for different list implementations.

To enable polymorphic iteration, AbstractList defines a factory method Createlterator, which subclasses override to return their corresponding iterator.

1. Making sure iterators get deleted

We'll provide an IteratorPtr that acts as a proxy for an iterator. It takes care of cleaning up the Iterator object when it goes out of scope. IteratorPtr is always allocated on the stack.

1. An internal Listlterator

The iterator controls the iteration, and it applies an operation to each element.

Two options:

* 1. **Pass in a pointer to a function (global or static):** the iterator calls the operation passed to it at each point in the iteration
  2. **Rely on subclassing:** the iterator calls an operation that a subclass overrides to enact specific behavior.

Neither option is perfect. functions aren't well-suited to accumulate state during the iteration. We would have to use static variables to remember the state.

Internally it uses an external Listlterator to do the traversal.

Internal iterators can encapsulate different kinds of iteration.

**Other Examples**

<03_Behavioral_Patterns_05_Iterator_Simple.cpp>

<03_Behavioral_Patterns_05_Iterator_PolymorphicIteratorWithProxy.cpp>

<03_Behavioral_Patterns_05_Iterator_InternalIterator.cpp>

// A simple Iterator Design – External Iterator

#include <iostream>

#include <stdexcept>

#include <sstream>

template<typename T>

class MyList {

T m\_arr[100];

size\_t m\_size;

public:

MyList(size\_t list\_size, T val) : m\_size(list\_size) {

for(size\_t i = 0; i < list\_size; ++i) {

m\_arr[i] = val;

}

}

size\_t size() const { return m\_size; }

T get(size\_t index) const { return m\_arr[index]; }

};

// Iterator interface

template<typename T>

class MyIteratorInterface {

public:

virtual ~MyIteratorInterface() {}

virtual void begin() = 0;

virtual void next() = 0;

virtual bool done() const = 0;

virtual T cur\_item() const = 0;

};

// Iterator subclass implementations

template<typename T>

class MyListIterator : public MyIteratorInterface<T> {

const MyList<T> & m\_list;

size\_t m\_index;

public:

virtual ~MyListIterator() { }

MyListIterator(const MyList<T> & list)

: m\_list(list), m\_index(0) { }

virtual void begin() { m\_index = 0; };

virtual void next() { ++m\_index; }

virtual bool done() const { return m\_index >= m\_list.size(); }

virtual T cur\_item() const {

if(done()) {

std::stringstream sstm ;

sstm << "Index " << m\_index << " is out of range";

throw std::out\_of\_range(sstm.str());

}

return m\_list.get(m\_index);

};

};

template<typename T>

class MyReverseListIterator : public MyIteratorInterface<T> {

const MyList<T> & m\_list;

size\_t m\_index;

public:

virtual ~MyReverseListIterator() { }

MyReverseListIterator(const MyList<T> & list)

: m\_list(list), m\_index(0) { }

virtual void begin() { m\_index = m\_list.size(); };

virtual void next() { --m\_index; }

virtual bool done() const { return m\_index == 0; }

virtual T cur\_item() const {

if(done()) {

std::stringstream sstm ;

sstm << "Index " << m\_index << " is out of range";

throw std::out\_of\_range(sstm.str());

}

return m\_list.get(m\_index-1);

};

};

// Using the iterators

void printListInt(MyIteratorInterface<int> & it\_list) {

for(it\_list.begin(); ! it\_list.done(); it\_list.next()) {

std::cout << it\_list.cur\_item() << ' ';

}

std::cout << '\n';

}

int main() {

MyList<int> ilist(5, 4);

MyListIterator<int> fwd\_it(ilist);

printListInt(fwd\_it);

MyReverseListIterator<int> rev\_it(ilist);

printListInt(rev\_it);

return 0;

}

Output:

4 4 4 4 4

4 4 4 4 4

# Known Uses

Iterators are common in object-oriented systems. Most collection class libraries offer iterators in one form or another.

# Related Patterns

Composite: Iterators are often applied to recursive structures such as Composites.

Factory Method: Polymorphic iterators rely on factory methods to instantiate the appropriate Iterator subclass.

Memento is often used in conjunction with the Iterator pattern. An iterator can use a memento to capture the state of an iteration. The iterator stores the memento internally.
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