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1. Analýza problému

Úlohou je optimalizovať rozdelenie rôznych typov žiadostí medzi viacerých zamestnancov s cieľom minimalizovať celkový čas spracovania všetkých žiadostí(najpomalší zamestnanec má čo najmenší čas) a zároveň minimalizovať náklady na mzdy. Každý zamestnanec má rôznu rýchlosť spracovania jednotlivých typov žiadostí, pričom opakované spracovanie rovnakého typu žiadosti umožňuje zvýšiť efektivitu.

Typ optimalizačného problému: kombinatorický minimalizačný problém- minimal makespan problem

* 1. Možné riešenia:
     1. Riešenie1

R1a. - Dá sa použiť veľmi upravený TSP problém a to tak, že dokumenty budú ako keby mestá a úradníci budú náš traveling salesman person- každému úradníkovi dáme štartovací bod , dokument ktorý vie urobiť najrýchlejšie zo všetkých dokumentov a vzdialenosť medzi mestami bude iná pre každého úradníka a to jeho rýchlosť pri robení daného dokumentu. Jasne budeme sledovať či už je dokument navštívený úradníkom potom ten dokument už nebude prístupný pre žiadneho úradníka.

R1b. - Môžeme medzi vybratých úradníkov rozdeliť dokumenty náhodne a malými zmenami ako napr. zmenením úradníka pre jednotlivý dokument sa dostať k optimálnemu riešeniu – Iteračné vylepšovanie.

R1(bonus). - Pri oboch týchto riešeniach ešte môžeme skontrolovať či nejaký úradník neprechádza tesne nad hodinu a mohli by sme ten dokument dať niekomu inému, kto napr. svoju hodinu práve začal, túto kontrolu môžeme robiť či už po rozdelení dokumentov alebo počas rozdeľovania.

* + 1. Riešenie2

.Mohli by sme to riešiť zmiešaným celočíselným programovaním kde by sme si definovali minimalizačnú funkciu a tá by nám definovala optimálny výsledok, ale to by bolo dosť neefektívne časovo náročné.

xij = 1 ak účtovník i roby dokument j inak 0

tij = rýchlosť zamestnanca i na dokumente j

tkij = skrátený čas o 5%pri opakovanom spracovaní

Jasne ešte obe časti ohodnocovanej funkcie vynásobí potrebnou váhou ktorú si určíme.

* + 1. Riešenie 3

Simulované žíhanie – kde by sme mohli každému dokumentu priradili náhodného úradníka a ako zmenu vymeníme nejakému dokumentu úradníka a zase vypočítame našu ohodnocovaniu funkciu a pomocou toho sa rozhodneme sa či zmeníme výsledok.(úprimne nie som si istý ako sa to popasuje s tým že platíme za každú hodinu ale to zistime až v programe :)

R**4** Generačné algoritmy – kde by sme si vytvorili populáciu z napr. z 10 rôznych kandidátov vypočítali by sme si výsledok ohodnocovanou funkciou vybrali 2 z nich asi jedných z najlepších mohli by sme tam pridať ešte nejakú mutáciu a pridáme ich do populácie.

* 1. Komponenty:

Úradníci

Žiadosti

Efektivita pri opakovaných formulároch

Mzdy za hodinu

* 1. Skladba kandidáta:

Kandidátom je konkrétne priradenie všetkých žiadostí k úradníkom.

(z toho vieme vyčítať celkovú sumu koľko zaplatíme aj najpomalšieho úradníka)

* 1. Podmienky pri optimalizácii:

1. Každá žiadosť musí byť pridelená práve jednému úradníkovi.
2. Efektivita opakovaného spracovania rovnakého typu žiadosti musí byť zohľadnená.
3. Náklady na prácu úradníkov musia byť minimalizované.
4. Najpomalší úradník musí mať čo najkratší čas
   1. kvalita riešenia závisí od
5. Minimálneho celkového času na spracovania všetkých dokumentov.
6. Času práce najpomalšieho úradníka
7. Minimálnych celkových mzdových nákladov.

Kde pri ohodnocovacej funkii môžeme meniť váhy podľa potreby našej optimalizáciie. My prcujeme s váhami 1x čas najpomalšieho pracovníka + 0,1x celkový čas preto aby sa priradili dokumenty dobrým pracovníkom ale nezhoršil sa največší čas + 10x počet hodín všetkých pracovníkov.

1. Návrh modelu problému

Popíšem tu 2 modely

* 1. Model 1

Účtovníka by sme reprezentovali objektom typu uct:

Ktorý by mal parametre

* Dict dokumenty = {document: čas}
* Int ID = poradie vo vstupe
* List dokuments = [zatial spravené dokumenty]
* Int value = hodnota pre inštanciu

Dokument by sme reprezentovali objektom typu doc:

Ktorý by mal parametre

* úradník inštanciu typu účtovník – alebo null pokiaľ neje nikomu zatiaľ priradený

V prvom rade by sme si ohodnotili každého úradníka ohodnocovanou funkciou ktorá zodpovedá tomu ako rýchly sú v daných dokumentoch. A odstránime tých ktorý sú pomalý alebo nespĺňajú isté podmienky.

Týmto si vieme zmenšiť počet účtovníkov keďže odstránime tých ktorý nám nijako nemôžu pomôcť s prácou.

* **Inicializácia:**
  + Nastav aktuálne riešenie s na náhodné riešenie pomocou funkcie [R1a](#R1a)
* **Iteratívna časť:**
  + **While:**
    - Dokiaľ nie sme v lokálnom optime (čo by mohlo trvať v niektorých prípadoch veľmi dlho )alebo nie je dosiahnutý určitý počet iterácii(môžeme nastaviť napr.celkový počet formulárov\*počet dokumentov\*2)
  + **Výber lepšieho suseda:**
    - Vymeníme 2 úradníkov.
    - Predtým než robíme ohodnocovaniu funkciu u každého úradníka zoskupíme dokumenty aby sme využili efektivitu práce pri robení viac rovnakých dokumentov.
    - Pokiaľ ohodnocovania funkcia je nižšia tak ho vyberieme inak nie.
  1. Model2

Druhý model je vyriešenie pomocou simulovaného žíhania.

Každý kandidát bude predstavovať iné možné rozdelenie úloh medzi zamestnancov.

**V programe budeme mať na vyriešenie tieto Triedy:**

Zamestnanec - bude obsahovať id zamestnanca (parameter pri vytváraní objektu)a dictionary formulárov kde klúč bude názov formulára a hodnota bude rýchlosť s akou náš zamestnanec sa vie s daným formulárom vysporiadať

pričom obsahuje metódy na výpočet celkového času spracovania formulárov ,generovanie zoznamu formulárov na spracovanie a manipuláciu s počtom formulárov (`plus\_doc`, `minus\_doc`).

Job- má vlastnosti názov a pravedpodobnosť vybratia formulára zamestancom

Solution-má paramater list zamestnancov,v danej triede vymieňame prácu zamestnancov a evalujeme list zamestnancov

Asigment2 – v nej budeme simulovať ich prácu,pracovať s objektmi Zamestnanec,Job a Solution zabezpečovať načítavanie zo vstupu csv,simulovať a vyhodnocovať možné riešenia až kým neklessne tepolota pod nami určenú hranicu a to bude naše riešenie

**Inicializácia**Naše prvotné riešenie dostaneme tak ze rozdelíme zamestnancom dokumenty tak ze každý dokument dostane pravdepodobnost ku ktorému zamestnancovy ho priradíme a podľa nej sa už priradí.

**Vyhodnocovacia funkcia:**

f(xcurrent​) = λ⋅ (čas všetkých zamestnancov) + *+* λ*\* čas najpomalsieho zametnanca*

kde:

λ - váha pre danú časť

mzda všetkých zamestnacov - súčet mzdy každého zamestnanca

výpočet mzdy jedného zamestnanca - jeho celkový čas (zaokrúhlený na celé hodiny )\* mzda za hodinu(v našom prípade 30 eur)

čas všetkých zamestnancov - súčet času každého zamestnanca

čas jedného zamestnanca - podľa toho koľko mu trval jeden formulár (kde je zarátané aj

poprípade skrátenie času v prípade viacerých formulárov)\*počet kusov daného formulára,kt. spracoval

**Generovanie nového stavu**:

* Vytvoríme nový stav xnew​ miernou zmenou aktuálneho priradenia. Môže to byť napríklad výmena pridelenia niektorej žiadosti medzi dvoma zamestnancami.

Následne vypočítame f(xnew​) pomocou toho istého vzorca ako f(xcurrent​)

a následne aplikujeme kontrolu spĺňania podmienok:

**Kontrola spĺňania podmienok:**

Spočíva v porovnaní výsledkov predchádzajúcej a aktuálnej vyhodnocovacej funkcie

Ak 𝑓(𝑥new)<𝑓(𝑥current), nový stav automaticky prijímame, pretože zlepšuje hodnotu cieľovej funkcie následne aktualizujeme Node a uložíme aktuálny výsledok.

Ak 𝑓(𝑥new)>𝑓(𝑥current) tak už podľa momentálnej teploty a náhodnosti sa nový stav príjme alebo nie.

1. Programová implementácia
   1. Nastavenie prostredia

v našom riešení máme implementované tieto knižnice :

json,csv,math,random,copy  
Tento kód bol robený na verzii python 3.11.9 a s touto verziou odporúčame pracovať

Pokyny pre spustenie programu aj celý program nájdete na: <https://github.com/tobotobitobo/HOP-As2?tab=readme-ov-file>

pre spustenie programu použite command:

python .\Asigment2.py

* 1. Popis programovej implementácie:
     1. Vstup

**Na vstupe máme : 2 json súbory**

**1.obsahuje zamestnacov a jeho rýchlosti pre daný formulár napr.takto vyzeral ukážkový vstup**

**![Obrázok, na ktorom je text, snímka obrazovky, písmo, číslo

Automaticky generovaný popis](data:image/jpeg;base64,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)**

**2.obsahuje názvy formulárov a ich celkový počet napr.takto vyzeral ukážkový vstup**

**![Obrázok, na ktorom je text, písmo, snímka obrazovky, dizajn

Automaticky generovaný popis](data:image/jpeg;base64,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)**

* + 1. Výstup programu:

Obsah csv:pričom prvé je id úradníka a potom zoznam formulárov ,ktoré vybavoval

0,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451  
1,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843  
4,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843  
5,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,IRV-843  
6,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451  
7,OPT-451,OPT-451,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843,IRV-843  
11,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989  
13,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989,CLI-989  
18,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451,OPT-451

**Výpis v konzole**

{'zam\_id': '0', 'zamestnanec': {'CLI-989': 4, 'OPT-451': 4, 'EBC-794': 2}, 'celkovy cas': 34.99999999999999}

{'zam\_id': '1', 'zamestnanec': {'IRV-843': 2, 'HCG-289': 3, 'AIS-362': 4}, 'celkovy cas': 35.49999999999999}

{'zam\_id': '4', 'zamestnanec': {'IRV-843': 4, 'OOR-173': 2, 'IXL-672': 4, 'ALZ-178': 4, 'IME-920': 2}, 'celkovy cas': 34.99999999999999}

{'zam\_id': '5', 'zamestnanec': {'IXL-672': 3, 'AIS-362': 4, 'MRW-171': 3, 'CLI-989': 3, 'YNA-597': 2}, 'celkovy cas': 34.24999999999999}

{'zam\_id': '6', 'zamestnanec': {'IME-920': 3, 'OPT-451': 4, 'OOR-173': 2, 'EBC-794': 3}, 'celkovy cas': 34.99999999999999}

{'zam\_id': '7', 'zamestnanec': {'FIO-135': 2, 'SJJ-954': 4, 'EBC-794': 2, 'OPT-451': 3, 'IRV-843': 2}, 'celkovy cas': 35.349999999999994}

{'zam\_id': '11', 'zamestnanec': {'CLI-989': 2, 'IXL-672': 4, 'SJJ-954': 3, 'YOV-950': 4, 'YNA-597': 2}, 'celkovy cas': 35.49999999999999}

{'zam\_id': '13', 'zamestnanec': {'AIS-362': 2, 'YNA-597': 2, 'CLI-989': 3, 'OOR-173': 3, 'EBC-794': 3}, 'celkovy cas': 30.749999999999993}

{'zam\_id': '18', 'zamestnanec': {'OPT-451': 4, 'EBC-794': 4, 'FIO-135': 2, 'AIS-362': 3, 'CLI-989': 2}, 'celkovy cas': 34.99999999999999}

zaplatil si 270

najpomalsi cas je 35.49999999999999

celkovy cas je311.34999999999997

* + 1. Kód programu:

**Trieda Zamestnanec(predstavuje jedného nášho úradníka)**

import json  
import random  
  
class Zamestnanec:  
 *#v konštrukture načítavame vstupy-zamestnacov a formulárov* def \_\_init\_\_(self,ID):  
 self.dictdoc = {}  
 inputformulare="formulare\_todo.json"  
 try:  
 with open(inputformulare) as json1:  
 formulate\_json = json1.read()  
 formulate\_todo = json.loads(formulate\_json)  
 for entry,value in formulate\_todo.items():  
 self.dictdoc[entry] = 0  
 except FileNotFoundError:  
 print(f"Súbor {inputformulare} nebol nájdený.")  
 self.ID = ID  
  
 inputzamestanci="possible\_zamestnanci.json"  
 try:  
 with open(inputzamestanci) as json1:  
 possible\_zamestnanci\_json = json1.read()  
 possible\_zamestnanci = json.loads(possible\_zamestnanci\_json)  
 except FileNotFoundError:  
 print(f"Súbor {inputzamestanci} nebol nájdený.")  
 self.speed = possible\_zamestnanci[ID]  
 self.celkovy\_cas = 0  
  
 def getspeed(self):  
 return self.speed  
   
 *#vracia list názvov formulárov* def listofnames(self):  
 names = []  
 for entry,value in self.dictdoc.items():  
 for i in range(0,value):  
 names.append(entry)  
 return names  
  
 def gettotalspeed(self):  
 *#táto metóda nám vyrátava rýchlosť spracovania žiadosti  
 #buď sa berie rýchlosť z súboru,alebo je defaultne nastavená na 5  
 #taktiež sa do nášho výpočtu zarátava efektívnosť,ak úradník má po sebe  
 #spracovávať formuláre rovnakého typu, dokáže ešte viac zefektívniť proces, a to o 5% pri každom následnom spracovaní* efficiency = 1  
 self.celkovy\_cas = 0  
 for doc, value in self.dictdoc.items():  
 efficiency = 1  
 for i in range(0,value):  
 if(i != 0):  
 efficiency -= 0.05 if efficiency>0.5 else 0  
 if doc in self.speed:  
 self.celkovy\_cas += self.speed[doc] \* efficiency  
 else:  
 self.celkovy\_cas += 5 \* efficiency  
 return self.celkovy\_cas  
  
 def getRandomKey(self):  
 *#vybratie náhodného formulára* return random.choice([job for job, count in self.dictdoc.items() if count > 0])  
   
 def sum\_of\_docs(self):  
 *#vráti celkový počet formulárov na spracovanie* a = 0  
 for doc, value in self.dictdoc.items():  
 a += value  
 return a  
  
 *#metóda plus\_doc pridáva danému zamestnancovi formulár  
 #metóda minus\_doc ju naopak odoberá* def plus\_doc(self,keyname):  
 self.dictdoc[keyname] += 1  
 def minus\_doc(self,keyname):  
 self.dictdoc[keyname] -= 1

**Trieda Job**(predstavuje náš dokument)  
class Job:  
 def \_\_init\_\_(self, name):  
 self.name = name  
 self.propability = {}  
 self.totalpropability = 0  
   
 def nameofdoc(self):  
 return self.name  
   
 def getPropability(self):  
 return self.propability  
   
  
 def setpropability(self,zamestnanci):  
 *#vypočítame ako prispeje zamestnanec na tento dokument* for zam in zamestnanci:  
 self.propability[zam] = 5 - zam.getspeed()[self.nameofdoc()] if self.nameofdoc() in zam.getspeed() else 0.0001  
 *#pokiaľ nevie vôbec robiť ten dokument, dáme mu minimálnu pravdepodobnosť kvôli tomu, žeby vždy tam bola nejaká pravdepodobnosť* self.totalpropability += self.propability[zam]  
   
 *#prechádza zamestnancov a každému dá pravdepodobnosť, čím rýchlejší úradník, tým väčšia pravdepodobnosť* for zam in zamestnanci:  
 self.propability[zam] = self.propability[zam] / self.totalpropability

**Trieda Solution**-predstavuje jedno naše možné riešenie

from zamestnanec import Zamestnanec  
import random  
import math  
  
class Solution:  
 def \_\_init\_\_(self, zamestnanci):  
 self.zamestnanci = zamestnanci  
  
 def get\_zamestnanci(self):  
 return self.zamestnanci  
   
 def get\_neighbour(self):  
 *# v tejto metóde najprv vyberieme náhodneho zamestanca  
 #pozrieme či spracovával nejaký dokument  
 #tak sa vyberie druhy náhodny zamestnanec  
 # prvému sa odoberie dokument a druhému sa pridá* targeted\_zamestnanec = random.choice(self.zamestnanci)  
 if targeted\_zamestnanec.sum\_of\_docs() != 0:  
 job\_to\_switch = targeted\_zamestnanec.getRandomKey()  
 targeted\_zamestnanec.minus\_doc(job\_to\_switch)  
 *#zabezpečenie aby sa sa nevygeneroval ten istý zamestanec/úradník* targeted\_zamestnanec2 = random.choice(self.zamestnanci)  
 while(targeted\_zamestnanec==targeted\_zamestnanec2):  
 targeted\_zamestnanec2 = random.choice(self.zamestnanci)  
 if targeted\_zamestnanec!=targeted\_zamestnanec2:  
 targeted\_zamestnanec2.plus\_doc(job\_to\_switch)  
 return self  
   
 def evaluatefromlist(self,slowest\_weight,totaltime\_weight,hours\_weight):  
 *#táto funkcia vyhodnocuje efektivitu skupiny zamestnancov na základe času* slowest = 0  
 num\_of\_hours = 0  
 celkovy\_cas = 0  
  
 for zamestnanec in self.zamestnanci:  
 cas = zamestnanec.gettotalspeed()  
 if cas > slowest:  
 slowest = cas  
 celkovy\_cas += cas  
 num\_of\_hours += math.ceil(cas/60)  
  
 n = 0  
 for a in self.zamestnanci:  
 if (a.sum\_of\_docs() > 0):  
 n+=1  
  
 return slowest\*slowest\_weight + celkovy\_cas/n\*totaltime\_weight +num\_of\_hours\*n\*hours\_weight

**Asigment2-hlavná trieda**

import json  
import csv  
import math  
from zamestnanec import Zamestnanec  
from job import Job  
from solution import Solution  
import random  
import copy  
  
  
def evaluate(filename):  
 *#vďaka tejto metóde okrem csv outputu vypíšeme info k nášmu riešeniu do konzoly* with open(filename) as csvfile:  
 output\_to\_check = csv.reader(csvfile)  
 slowest = 0  
 num\_of\_hours = 0  
 cas = 0  
  
 for output\_line in output\_to\_check:  
 tipek = {"zam\_id": output\_line[0],  
 "zamestnanec": possible\_zamestnanci[int(output\_line[0])],  
 "celkovy cas": 0}  
   
 *# efficiency = 1* for i, formular in enumerate(output\_line[1:], 1):  
 if output\_line[i-1] == formular:  
 efficiency -= 0.05 if efficiency>0.5 else 0  
 else:  
 efficiency = 1  
 *# vzdy nastavi efficiency na 1 na zaciatku formularu  
 # lebo output\_line[0] nikdy nebude same ako formular* if formular in tipek['zamestnanec']:  
 tipek['celkovy cas'] += tipek['zamestnanec'][formular] \* efficiency  
 else:  
 tipek['celkovy cas'] += 5 \* efficiency  
  
 print(tipek)  
 cas += tipek['celkovy cas']  
 if tipek['celkovy cas'] > slowest:  
 slowest = tipek['celkovy cas']  
  
 num\_of\_hours += math.ceil(tipek['celkovy cas']/60)  
 print("")  
 print("zaplatil si " + str(num\_of\_hours \* 30))  
 print("najpomalsi cas je " + str(slowest) + " ")  
 print("celkovy cas je" + str(cas) + " ")  
  
 return num\_of\_hours\*30, slowest, cas  
  
  
  
def selectWorkers(possible\_zamestnanci):  
 *#vyberie vhodných zamestancov a vracia ich ako list* zamesnanci = []  
 for i, entry in enumerate(possible\_zamestnanci):  
 zamesnanci.append(Zamestnanec(i))  
 if entry and any(key in formulare\_todo for key in entry):  
 zamesnanci[i].usefull = True  
  
 return zamesnanci  
  
def notRandomSelect(formulare\_todo,possible\_zamestnanci):  
 *#vyberú sa zamestnanci* zamesnanci = selectWorkers(possible\_zamestnanci)  
 joblist = []  
 *#inicializácia každého jobu  
 #+ vytvorenie pravdepodobností s ktorými sa budú dávať zamestnancom* for entry,value in formulare\_todo.items():  
 for i in range(0,value):  
 job = Job(entry)  
 job.setpropability(zamesnanci)  
 joblist.append(job)  
  
 *#s danou pravdepodobnosťou sa dá job zamestnancovi* for job in joblist:  
 weight = list(job.getPropability().values())  
 zam = random.choices(zamesnanci,weights=weight, k=1)[0]  
 zam.dictdoc[job.nameofdoc()] += 1  
  
 return zamesnanci  
  
  
def writedoc(zamestnanci,filename):  
 *#zápis výstupu do csv súboru* try:  
 with open(filename, 'w', newline='') as csvfile:  
 writer = csv.writer(csvfile)  
 for zamestnanec in zamestnanci:  
 if(len(zamestnanec.listofnames()) > 0):  
 writer.writerow([zamestnanec.ID] + zamestnanec.listofnames())  
 except FileNotFoundError:  
 print(f"Súbor {filename} nebol nájdený.")  
  
def load\_data(possible\_zamestnanci,formulare\_todo):  
 *#načítanie dát z json súborov* try:  
 with open(possible\_zamestnanci) as json1:  
 possible\_zamestnanci\_json = json1.read()  
 except FileNotFoundError:  
 print(f"Súbor {possible\_zamestnanci} nebol nájdený.")  
 try:  
 with open(formulare\_todo) as json2:  
 formulare\_todo\_json = json2.read()  
 except FileNotFoundError:  
 print(f"Súbor {formulare\_todo} nebol nájdený.")  
 return json.loads(possible\_zamestnanci\_json), json.loads(formulare\_todo\_json)  
  
def simulated\_aneling(T,alpha,limit,output,possible\_zamestnanci,formulare\_todo,slowest\_weight,total\_time\_weight,hours\_weight):  
 *#vyberie jedno riešenie nie náhodne* solution = Solution(notRandomSelect(formulare\_todo,possible\_zamestnanci))  
 *#pokiaľ T je väčšie ako náš limit ,skúšame nové riešenie a vyhodnocujeme ho* while(T > limit):  
 newsolution = Solution(copy.deepcopy(solution.get\_zamestnanci()))  
 *#vytvarame nové riešenie pozmenením rozdelenia formulárov* newsolution = newsolution.get\_neighbour()  
 *#vyhodnocujeme nové riešenie či je lepšie ako predchádzajúce* if(newsolution.evaluatefromlist(slowest\_weight,total\_time\_weight,hours\_weight) <= solution.evaluatefromlist(slowest\_weight,total\_time\_weight,hours\_weight)):  
 solution = newsolution  
 continue  
 *#ak nové riešenie nie je lepšie o rozhodnutí či prijmeme nové riešenie  
 #rozhoduje náhodnosť a aktuálna "teplota"* ap = math.exp((solution.evaluatefromlist(slowest\_weight,total\_time\_weight,hours\_weight) - newsolution.evaluatefromlist(slowest\_weight,total\_time\_weight,hours\_weight))/T)  
 if(ap > random.uniform(0, 1)):  
 solution = newsolution  
  
 T \*= alpha  
 print(f'{T:0.4f}', solution.evaluatefromlist(slowest\_weight,total\_time\_weight,hours\_weight))  
 *#zavoláme metódu na zapísanie outputu, evalujeme vstup a zapíšeme  
 # aj do konzoly naše najlepšie riešenie,ktoré sme pomocou algoritmu našli* writedoc(solution.get\_zamestnanci(), output)  
 evaluate(output)  
  
*#nastavenie hodnôt a spustenie nášho algoritmu*slowest\_weight = 1  
total\_time\_weight = 1  
hours\_weight = 1  
possible\_zamestnanci,formulare\_todo = load\_data("possible\_zamestnanci.json", "formulare\_todo.json")  
simulated\_aneling(1,0.999,0.01,"output.csv",possible\_zamestnanci,formulare\_todo,slowest\_weight,total\_time\_weight,hours\_weight)