**CribLink**

CribLink is a comprehensive real estate platform designed to connect clients with properties and agents efficiently. It features a robust backend built with Node.js and PostgreSQL, and a dynamic frontend developed using React. The system supports various user roles including clients, agents, and administrators, each with tailored functionalities.
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**Features**

CribLink offers a rich set of features catering to its diverse user base:

**Client Features**

* **Property Search & Filtering:** Advanced search capabilities to find properties by type, location, price range, bedrooms, and bathrooms.
* **Favourites Management:** Users can save properties to their favourites list.
* **Agent Connection:** Clients can send connection requests to agents and view agent profiles.
* **Inquiry Management:** Create and manage inquiries for properties or general questions, with real-time messaging.
* **Profile Management:** Update personal information, profile pictures, and privacy settings (e.g., sharing favourites with agents).
* **Recommended Listings:** View listings recommended by connected agents.

**Agent Features**

* **Client Management:** View, manage, archive, and restore client relationships. Add notes and toggle VIP status for clients.
* **Connection Requests:** Send connection requests to clients and accept/reject incoming client requests.
* **Inquiry Handling:** Manage property and general inquiries from clients, respond to messages in real-time, and mark conversations as read/opened/responded.
* **Property Listings:** View and manage listings (add, edit, delete).
* **Performance Tracking:** Access dashboard statistics including total listings and total inquiries.
* **Client Communication:** Send emails and messages to connected clients.

**Admin Features**

* **User Management:** View all users (clients, agents, admins), approve/disapprove accounts, suspend/activate, reset passwords, and manage roles.
* **Listing Management:** Oversee all property listings, with options to approve, reject, feature, or remove listings.
* **Inquiry Oversight:** Monitor all user inquiries, assign them to agents, and track their status.
* **System Analytics:** Access comprehensive analytics and reports on user registrations, listing trends, revenue, deals closed, and more, presented with graphs and charts.
* **Activity Logs:** View recent system activity including new listings, user sign-ups, and listing modifications.
* **System Settings:** Configure various platform settings such as password policy (minimum length, 2FA for admin), CRM integration, Google Analytics ID, and content moderation (auto-approve listings, user comments).

**Core Platform Features**

* **User Authentication & Authorization:** Secure user registration, login, and role-based access control (client, agent, admin).
* **Real-time Communication:** Integrated Socket.IO for live chat and notifications within inquiries.
* **Cloudinary Integration:** Image upload and management for property listings and user profiles.
* **Responsive Design:** Frontend designed with Tailwind CSS for optimal viewing across devices.
* **Error Handling:** Centralized API error handling for a consistent user experience.
* **Database Management:** PostgreSQL database with structured schemas for efficient data storage and retrieval.

**Technologies Used**

**Backend**

* **Node.js:** JavaScript runtime environment.
* **Express.js:** Web application framework for Node.js.
* **PostgreSQL:** Relational database.
* **pg:** Node.js client for PostgreSQL.
* **Socket.IO:** Real-time bidirectional event-based communication.
* **bcryptjs:** For password hashing.
* **jsonwebtoken:** For handling JWTs for authentication.
* **cors:** Middleware for enabling Cross-Origin Resource Sharing.
* **dotenv:** For environment variable management.
* **Cloudinary:** Cloud-based image and video management.
* **uuid:** For generating unique IDs.

**Frontend**

* **React:** JavaScript library for building user interfaces.
* **Tailwind CSS:** Utility-first CSS framework for styling.
* **axios:** Promise-based HTTP client for the browser and Node.js.
* **react-router-dom:** For declarative routing in React applications.
* **framer-motion:** For animations.
* **jwt-decode:** For decoding JWTs on the client side.
* **lucide-react:** For icons.
* **react-toastify:** For toast notifications.
* **recharts:** For building charts and graphs in analytics dashboards.
* **socket.io-client:** Client-side library for Socket.IO.
* **date-fns:** For date manipulation.
* **react-dropzone:** For handling file uploads (profile pictures).
* **react-easy-crop:** For image cropping.
* **@headlessui/react:** Unstyled, fully accessible UI components.
* **@heroicons/react:** Set of free MIT-licensed SVG icons.

**Database**

* **PostgreSQL**

**Getting Started**

Follow these instructions to get a copy of the project up and running on your local machine for development and testing purposes.

**Prerequisites**

* Node.js (v20.11.1 or higher recommended)
* npm (v10.5.2 or higher recommended)
* PostgreSQL
* Cloudinary account (for image uploads)

**Backend Setup**

1. **Clone the repository:**
2. git clone https://github.com/tobyt50/CribLink.git
3. cd CribLink/criblink-backend
4. **Install dependencies:**
5. npm install
6. **Set up environment variables:** Create a .env file in the criblink-backend directory with the following variables:
7. PORT=5000
8. DATABASE\_URL="postgresql://user:password@host:port/database"
9. JWT\_SECRET="your\_jwt\_secret\_key"
10. CLOUDINARY\_CLOUD\_NAME="your\_cloudinary\_cloud\_name"
11. CLOUDINARY\_API\_KEY="your\_cloudinary\_api\_key"
12. CLOUDINARY\_API\_SECRET="your\_cloudinary\_api\_secret"
    * Replace your\_jwt\_secret\_key with a strong, random string.
    * Replace your\_cloudinary\_... with your actual Cloudinary credentials.
    * Configure DATABASE\_URL with your PostgreSQL connection string.
13. **Database Setup:** Connect to your PostgreSQL database and run the schema.sql and seed.sql files to create the necessary tables and populate initial data.

You can use psql or any PostgreSQL client:

psql -U your\_user -d your\_database -f schema.sql

psql -U your\_user -d your\_database -f seed.sql

(These files are located in the root of the CribLink directory, not criblink-backend).

You can also use the admin account creation.txt to create an initial admin user.

1. **Start the backend server:**
2. npm start

The server will run on the port specified in your .env file (default: 5000).

**Frontend Setup**

1. **Navigate to the frontend directory:**
2. cd ../criblink-frontend
3. **Install dependencies:**
4. npm install
5. **Set up environment variables:** Create a .env.development file in the criblink-frontend directory with the following variables:
6. REACT\_APP\_API\_BASE\_URL=http://localhost:5000
7. REACT\_APP\_SOCKET\_URL=http://localhost:5000

For production, you would use the criblink-frontend/.env.production file which points to your deployed backend.

1. **Start the frontend development server:**
2. npm start

The React app will open in your browser at http://localhost:3000.

**Project Structure**

The project is divided into two main parts: criblink-backend (Node.js API) and criblink-frontend (React application).
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**API Endpoints**

The backend exposes a comprehensive set of RESTful API endpoints. Key routes include:

* /users: User registration, login, profile management.
* /listings: Property listing creation, retrieval, updates, and search.
* /inquiries: Managing property inquiries and general communication.
* /clients: Agent-specific client management.
* /agents: Agent profile and connection management.
* /favourites: User favourite listings.
* /admin: Admin-specific routes for user, listing, and system management.
* /finances: Financial overview (currently a placeholder).
* /docs: Legal documents (currently a placeholder).

For detailed API documentation, refer to the Postman collection login.json or explore the criblink-backend/routes directory.

**Contributing**

Contributions are welcome! If you'd like to contribute, please follow these steps:

1. Fork the repository.
2. Create a new branch (git checkout -b feature/your-feature-name).
3. Make your changes.
4. Commit your changes (git commit -m 'Add new feature').
5. Push to the branch (git push origin feature/your-feature-name).
6. Open a Pull Request.

Please ensure your code adheres to the existing style and includes relevant tests.

**License**

This project is licensed under the MIT License.

**Contact**

For any inquiries or feedback, please contact [Matthew Tedunjaiye/tedunjaiyem@gmail.com/[https://github.com/tobyt50/CribLink/tree/main](https://www.google.com/search?q=https://github.com/tobyt50/CribLink/tree/main)].