In [1]:

**import** tensorflow **as** tf

In [3]:

**from** tensorflow **import** keras

In [4]:

**import** numpy **as** np

**import** matplotlib.pyplot **as** plt

In [6]:

(x\_train, y\_train), (x\_test, y\_test)**=**keras**.**datasets**.**fashion\_mnist**.**load\_data()

Downloading data from https://storage.googleapis.com/tensorflow/tf-keras-datasets/tr ain-labels-idx1-ubyte.gz

32768/29515 [=================================] - 0s 1us/step

40960/29515 [=========================================] - 0s 1us/step

Downloading data from https://storage.googleapis.com/tensorflow/tf-keras-datasets/tr ain-images-idx3-ubyte.gz

26427392/26421880 [==============================] - 16s 1us/step

26435584/26421880 [==============================] - 16s 1us/step

Downloading data from https://storage.googleapis.com/tensorflow/tf-keras-datasets/t1 0k-labels-idx1-ubyte.gz

16384/5148 [========================================================================

=======================] - 0s 0s/step

Downloading data from https://storage.googleapis.com/tensorflow/tf-keras-datasets/t1 0k-images-idx3-ubyte.gz

4423680/4422102 [==============================] - 3s 1us/step

4431872/4422102 [==============================] - 3s 1us/step

In [20]:

x\_train**=**x\_train**.**astype('float32')**/**255.0 x\_test**=**x\_test**.**astype('float32')**/**255.0

In [21]:

x\_train**=**x\_train**.**reshape(**-**1,28,28,1) x\_test**=**x\_test**.**reshape(**-**1,28,28,1)

In [22]:

plt**.**imshow(x\_train[0])

Out[22]:

In [23]:

plt**.**imshow(x\_train[10])

<matplotlib.image.AxesImage at 0x1e481ad72e0>
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Out[23]:

In [24]:

x\_train**.**shape

<matplotlib.image.AxesImage at 0x1e481b18d60>

![](data:image/png;base64,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)

Out[24]:

In [25]:

cnn**=**tf**.**keras**.**Sequential()

(60000, 28, 28, 1)

In [26]:

cnn**.**add(tf**.**keras**.**layers**.**Conv2D(32,(3,3),activation**=**'relu',input\_shape**=**(28,28,1))) cnn**.**add(tf**.**keras**.**layers**.**Conv2D(64,(3,3),activation**=**'relu'))

cnn**.**add(tf**.**keras**.**layers**.**Dropout(0.2))

cnn**.**add(tf**.**keras**.**layers**.**Conv2D(128,(3,3),activation**=**'relu')) cnn**.**add(tf**.**keras**.**layers**.**Flatten())

cnn**.**add(tf**.**keras**.**layers**.**Dense(128,activation**=**'relu'))

cnn**.**add(tf**.**keras**.**layers**.**Dropout(0.2))

cnn**.**add(tf**.**keras**.**layers**.**Dense(10,activation**=**'softmax'))

In [29]:

cnn**.**compile(optimizer**=**'Adam',loss**=**'sparse\_categorical\_crossentropy',metrics**=**['accura

In [31]:

cnn**.**summary()

Model: "sequential\_1"

Layer (type) Output Shape Param #

=================================================================

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| conv2d\_3 (Conv2D) | (None, | 26, | 26, | 32) | 320 |
| conv2d\_4 (Conv2D) | (None, | 24, | 24, | 64) | 18496 |
| dropout\_2 (Dropout) | (None, | 24, | 24, | 64) | 0 |
| conv2d\_5 (Conv2D) | (None, | 22, | 22, | 128) | 73856 |

flatten\_1 (Flatten) (None, 61952) 0

|  |  |  |  |
| --- | --- | --- | --- |
| dense\_2 (Dense) | (None, | 128) | 7929984 |
| dropout\_3 (Dropout) | (None, | 128) | 0 |
| dense\_3 (Dense) | (None, | 10) | 1290 |

=================================================================

Total params: 8,023,946

Trainable params: 8,023,946

Non-trainable params: 0

In [30]:

cnn**.**fit(x\_train,y\_train,batch\_size**=**10,validation\_data**=**(x\_test,y\_test))

Out[30]:

In [35]:

6000/6000 [==============================] - 501s 83ms/step - loss: 2.3029 - accurac

y: 0.1005 - val\_loss: 2.3028 - val\_accuracy: 0.1000

<keras.callbacks.History at 0x1e481bc5fd0>

313/313 [==============================] - 14s 46ms/step - loss: 2.3028 - accuracy:

a,accuracy**=**cnn**.**evaluate(x\_test,y\_test)

0.1000

In [36]:

print("Test Accuracy :- ",accuracy)

Test Accuracy :- 0.10000000149011612

In [ ]: