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核心功能函数的程序流程图

1. 程序测试与结果分析

按程序运行的步骤，给出测试用例输入格式及说明，列出运行结果及说明（可以用程序运行的截图来辅助说明）。

1. 总结

（总结你的系统有哪些优势和不足，还可以有哪些设想和可扩展的功能......）

集合运算系统

# 一、题目说明与分析

## 1. 题目说明

以单链表的形式表示一个集合，试编写算法实现：

（1）求出两个集合A和B的交集，即 A∩B；

（2）求出两个集合A和B的差集，即 A- B；

（3）求出两个集合A和B的并集，即 A∪B。

要求：A和B集合是由任意输入的数据构建的单链表，不是程序定死的。

## 2. 题目分析

根据上述题目描述可知：

（1）这是一个实现集合运算的程序，需要使用单链表数据结构来存储集合元素。因为输入的集合元素可以是任意类型数据，例如数字、中文、英文或多种混合的类型。所以存储集合元素变量类型应定义为字符串类型。

(2) 程序需要实现集合的交集、差集、并集等基本运算。程序中应包含数据录入、数据显示、集合运算等功能，可以划分为独立的模块，并使用自定义函数来实现。

(3) 为了方便用户操作，需要设计一个用户交互界面，允许用户输入集合元素，并选择需要进行的集合运算。

(4) 需要在部分输入场景考虑对输入数据进行验证，以防止用户输入错误的数据导致程序运行错误。

(5) 因为要求输入数据不能定死，所以本题不考虑使用文本文件来保存集合元素，使用即用即存即算的设计思路。

(6) 可以考虑在用户界面中增加一些辅助功能，例如显示集合元素数量、批量增加集合元素、修改和删除集合元素、清空集合等。

(7) 可以进一步扩展功能，例如实现其他集合运算，或者实现更复杂的数据结构，以提高运算效率。

# 二、系统设计

## 1. 理论基础

本程序的数据是使用单链表来存放及管理，因为数据内容需要实时录入，且插入和删除操作较多，故适宜使用单链表来实现。根据题目分析，应先定义出集合成员结构体，每个节点包含数据域和指向下一个节点的指针域，再将集合成员结构体通过指针相连形成单链表。而数据查询可用单链表的指针操作来实现为了提高代码的健壮性和代码复用能力，使用类来封装链表的系列方法，同时也方便之后定位与拓展操作。

## 2. 数据类型定义

### （1）集合成员节点结构体

使用结构体 Node 来表示单链表中的节点，包含数据域 data 和指向下一个节点的指针域 next。

struct Node {

string data;

Node\* next=NULL;

};

### （2）集合类成员

使用类 LinkedList 来表示单链表，包含头节点指针 head 和链表长度 Length。

class LinkedList {

private:

Node\* head = NULL;

int Length = 0;

public:

*// ...*

};

## 函数定义及说明

### 类内方法函数：

* void insert(const string& value)：在链表头部插入一个新节点，并增加链表长度。
* int deletedata(Node\* finded)：删除链表中指定节点。
* void display() const：显示链表中所有元素。
* Node\* getHead() const：返回链表的头节点指针。
* int length() const：返回链表长度。
* Node\* finddata(string value) const：查找链表中是否包含特定数据，若包含返回节点指针，否则返回 NULL。
* static LinkedList intersection(LinkedList& A, LinkedList& B)：计算两个链表的交集。
* static LinkedList difference(LinkedList& A, LinkedList& B)：计算两个链表的差集。
* static LinkedList unionSet(LinkedList& A, LinkedList& B)：计算两个链表的并集。

### 类外交互函数：

* void displayMenu(const LinkedList& A, const LinkedList& B) : 显示集合运算菜单，并展示当前 A 和 B 集合的元素。
* int oneadd(LinkedList& L, char aorb) : 添加单个元素到集合 L 中，aorb 用于标识是 A 集合还是 B 集合。
* void moreadd(LinkedList& T, char aorb) : 批量添加元素到临时集合 T 中，aorb 用于标识是 A 集合还是 B 集合，输入 “end” 表示结束批量添加。
* int moreaddchange(LinkedList& T) : 修改批量添加元素列表中的某个元素。
* int moreaddview(LinkedList& L, char aorb) : 提供一个视图界面，用于管理批量添加元素的操作，包括添加、修改和提交操作。
* int onechange(LinkedList& L, char aorb) : 修改集合 L 中的单个元素，aorb 用于标识是 A 集合还是 B 集合。
* int onedelete(LinkedList& L, char aorb) : 删除集合 L 中的单个元素，aorb 用于标识是 A 集合还是 B 集合。

## 4. 系统模块结构

根据题目分析及函数说明，本系统的模块结构图如下：

图1 系统模块结构图(\*号内容为拓展功能)

# 三、系统实现

各项功能实现的程序流程图如下所示：

## 集合信息录入

### 单个新增模式：

**开始(main)**

**结束**

**Temp==”1”**

**输入新增集合成员**

返回主页面

**选择新增集合对象**

进入单个新增函数

False True

图2-1 集合信息单个录入程序流程图(oneadd函数)

### \*批量新增模式：

**开始(main)**

**结束**

**Temp==”1”**

**While(输入新增集合成员!=”end”)**

返回主页面

**选择新增集合对象**

进入批量新增函数

False

True

==3放弃新增 ==1(继续新增)

**chose**

==2修改某个新增 ==0(提交新增并返回主页面)

return 0/1(成功/放弃修改)

Moreaddchange（）

图2-2 集合信息批量录入程序流程图(moreaddview函数)

## 集合成员删除\*

**开始(main)**

**结束**

**Temp==”1”**

**输入删除集合成员**

返回主页面

**选择删除集合对象**

进入单个删除函数

false

true

finddata()

return null

(未找到该成员)

return else(找到该成员)

value

N/n

Y/y

Deletedata()

图3 集合成员删除程序流程图(onedelete函数)

## 集合成员修改\*

**开始(main)**

**结束**

**Temp==”1”**

**输入修改集合成员**

返回主页面

**选择修改集合对象**

进入单个修改函数

false

true

finddata()

return null

(未找到该成员)

return find(找到该成员)

输入修改值value

find->data=value

修改成功

图3 集合成员修改程序流程图(onechange函数)

## 集合运算

**开始(main)**

**结束**

chose

==9 ==12

(A∩B)交集运算 ==10 ==11 (A∪B)并集运算

(A - B)运算 (B - A)差集运算

\*\*\*

LinkedList::difference(B, A)

LinkedList::difference(B, A)

LinkedList::difference(A, B)

LinkedList::intersection(A, B)

Display()

图3 集合各个运算程序流程图

## 核心函数

### Display()函数

**开始**

**结束**

**current?**

current = head

F

Cout<<”空”;

T

current != NULL

F

T

cout << current->data

current = current->next;

输出和推进指针

图5-1 显示函数流程图

### insert函数

传入const string& value

**开始**

**结束**

Node\* newNode = new Node;新建节点

newNode->data = value;

newNode->next = head;//头插

head = newNode;

Length++;//增加private成员

图5-2 插入链表函数流程图

### Deletedata函数

传入Node\* finded

**开始**

**结束**

**Fhead?**

Node\* Fhead = head

F

Return 0;

T

Fhead

F

T

False

Fhead->next == finded？

finded可能是第一个

Fhead==finded？

True 即找到finded的上一个

F

finded->next

F T

T 即finded是最后一个 即finded不是链表最后一个

head=finded->next;delete finded;

Fhead->next=NULL;

Node\* Flast=finded->next;//Flast指向后位delete finded;

Fhead->next=Flast;//next链上后位

Fhead=Fhead->next;//推进指针寻找

图5-3 删除函数流程图

### finddata函数

传入string value

**开始**

**结束**

Node\* Fhead = head;//存头节点

推进指针

Fhead=Fhead->next;

Fhead

False

True 未找到，返回空指针

Fhead->data == value

False

True

返回该值指针

Return Fhead

Return NULL

图5-4 查找链表成员函数流程图

### intersection函数

传入LinkedList& A，LinkedList& B

**开始**

**结束**

Node\* a =A.getHead();

拿A头指针

a != NULL

False

True 未找到，返回空指针

Node\* b = B.getHead();

拿B头指针

b != NULL

True

False

false

a->data == b->data

false

true

result.insert(a->data)

b = b->next;

a = a->next

图5-5 交集函数流程图

### difference函数

传入LinkedList& A，LinkedList& B

**开始**

**结束**

LinkedList result;

Node\* a =A.getHead();

创建结果实例

先拿A头指针

a != NULL

False

True 未找到，返回空指针

Node\* b = B.getHead();

bool found = false

循环拿B头指针

found做找到标记

b != NULL

True

False

false

a->data == b->data

false

Found

True

False 找到a,b相等 true

result.insert(a->data)

found = true

插入result中 标记

b = b->next;

a = a->next

图5-6 差集函数流程图

### unionSet函数

传入LinkedList& A，LinkedList& B

**开始**

**结束**

LinkedList result;

Node\* a =A.getHead();

创建结果实例

先拿A头指针

true

result.insert(a->data);

a = a->next;

a != NULL

False

遍历a中赋值给result对象

Node\* b = B.getHead()

拿B头指针遍历找result中没有的插入

b != NULL

False

True 未找到，返回空指针

Node\* temp = result.getHead();

bool found = false

循环拿result头指针

found做找到标记

temp != NULL

True

False

false

temp->data == b->data

false

Found

True

False 找到a,b相等 true

result.insert(b->data)

found = true

将没发现的插入result中 标记

b = b->next;

b = b->next

图5-7 并集函数流程图

# 四、程序测试与结果分析

程序运行步骤

1. 运行程序。
2. 输入集合元素，可以使用单个添加或批量添加的方式。
3. 选择需要执行的集合运算。
4. 程序会显示计算结果。

测试用例输入格式及说明

* 输入集合元素：以字符串形式输入，例如 “apple”, “banana”, “orange”。
* 输入集合运算：选择菜单选项对应不同的运算。

运行结果及说明

* 交集运算：输入两个集合 A 和 B，分别包含 “apple”, “banana”, “orange” 和 “banana”, “grape”, “apple”。交集结果为 “apple”, “banana”。
* 差集运算：输入两个集合 A 和 B，分别包含 “apple”, “banana”, “orange” 和 “banana”, “grape”, “apple”。 A - B 差集结果为 “orange”，B - A 差集结果为 “grape”。
* 并集运算：输入两个集合 A 和 B，分别包含 “apple”, “banana”, “orange” 和 “banana”, “grape”, “apple”。并集结果为 “apple”, “banana”, “orange”, “grape”。

程序运行截图

# 五、总结

系统优势

* 代码结构清晰，易于理解和维护。
* 功能完善，能够实现基本的集合运算。
* 用户界面简单易用，方便用户进行操作。

系统不足

* 缺乏对输入数据类型和格式的验证，可能会导致程序运行错误。
* 缺乏对内存泄漏的处理机制，可能会导致程序运行效率低下。
* 用户界面设计较为简陋，可以进一步完善。

设想和可扩展功能

* 增加对数据类型和格式的验证，提高程序的健壮性。
* 增加对内存泄漏的处理机制，提高程序的运行效率。
* 设计更加完善的用户界面，增加更多功能，例如撤销、重做等操作。
* 扩展集合运算功能，例如对称差集、补集等