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===============================================================================

文档说明

本文档参考Google、Uber等大厂的Go语言规范，制定了三个级别的开发规范：

- A级 - 强制（Must）：必须遵守的规则，违反将导致代码审查不通过

- B级 - 推荐（Should）：强烈推荐遵守的规则，有助于代码质量提升

- C级 - 允许（May）：可选择遵守的规则，根据项目需求决定

===============================================================================

A级 - 强制性规则（Must）

A1. 代码格式化

规则：所有Go代码必须使用gofmt格式化，并通过go vet检查。

说明：确保代码风格统一，减少代码审查中的格式争议。

A2. 包命名规范

规则：包名必须使用小写字母，不允许使用下划线或驼峰命名。

正确示例：

package user

package httputil

错误示例：

package User

package http\_util

package httpUtil

A3. 导出标识符命名

规则：导出的函数、变量、常量必须使用大写字母开头的驼峰命名。

正确示例：

func ParseURL(url string) error

var DefaultTimeout = 30 \* time.Second

错误示例：

func parseURL(url string) error // 应该导出但未导出

func Parse\_URL(url string) error // 使用了下划线

A4. 错误处理

规则：必须显式处理所有可能返回错误的函数调用，不允许忽略错误。

正确示例：

data, err := ioutil.ReadFile("config.json")

if err != nil {

return fmt.Errorf("读取配置文件失败: %w", err)

}

错误示例：

data, \_ := ioutil.ReadFile("config.json") // 忽略错误

A5. Goroutine泄露防护

规则：所有启动的goroutine必须有明确的退出机制，避免goroutine泄露。

正确示例：

ctx, cancel := context.WithCancel(context.Background())

defer cancel()

go func() {

select {

case <-ctx.Done():

return

case <-time.After(time.Second):

// 执行任务

}

}()

A6. 资源释放

规则：必须使用defer语句确保资源（文件、网络连接等）得到正确释放。

正确示例：

file, err := os.Open("data.txt")

if err != nil {

return err

}

defer file.Close()

A7. 接口定义位置

规则：接口必须定义在使用方，而不是实现方。

正确示例 - 在使用接口的包中定义：

type FileReader interface {

Read([]byte) (int, error)

}

func ProcessFile(reader FileReader) error {

// 使用接口

}

A8. 空接口限制

规则：禁止使用interface{}作为函数参数，除非确实需要接受任意类型。

错误示例：

func Process(data interface{}) error

正确示例：

func Process(data []byte) error

func ProcessAny(data any) error // Go 1.18+

A9. 结构体初始化

规则：结构体初始化必须使用字段名，除非是简单的、字段数量少于3个的结构体。

正确示例：

user := User{

Name: "Alice",

Age: 30,

Email: "alice@example.com",

}

错误示例（字段较多时）：

user := User{"Alice", 30, "alice@example.com"}

A10. 常量定义

规则：相关常量必须使用const块进行分组定义。

正确示例：

const (

StatusPending = "pending"

StatusRunning = "running"

StatusCompleted = "completed"

)

A11. 数组切片初始化

规则：已知容量的切片必须预分配容量，避免多次扩容。

正确示例：

items := make([]Item, 0, expectedSize)

错误示例：

var items []Item // 未预分配容量

A12. 字符串拼接

规则：多个字符串拼接必须使用strings.Builder或fmt.Sprintf，禁止使用+操作符。

正确示例：

var builder strings.Builder

builder.WriteString("Hello")

builder.WriteString(" ")

builder.WriteString("World")

result := builder.String()

错误示例：

result := "Hello" + " " + "World"

A13. Map并发安全

规则：并发访问的map必须使用sync.Map或加锁保护。

正确示例：

var mu sync.RWMutex

var cache = make(map[string]string)

func Get(key string) string {

mu.RLock()

defer mu.RUnlock()

return cache[key]

}

A14. 函数返回值

规则：函数返回多个值时，错误必须作为最后一个返回值。

正确示例：

func ParseConfig(filename string) (\*Config, error)

错误示例：

func ParseConfig(filename string) (error, \*Config)

A15. 包级变量初始化

规则：包级变量必须在init函数中初始化，避免在声明时进行复杂初始化。

正确示例：

var config \*Config

func init() {

config = loadConfig()

}

错误示例：

var config = loadConfig() // 可能导致初始化顺序问题

===========================================================

B级 - 推荐性规则（Should）

B1. 函数长度限制

规则：单个函数长度应该控制在50行以内，复杂函数应该拆分。

说明：提高代码可读性和可维护性。

B2. 参数数量限制

规则：函数参数数量应该不超过5个，超过时应该使用结构体封装。

推荐示例：

type CreateUserRequest struct {

Name string

Email string

Age int

Address string

Phone string

}

func CreateUser(req CreateUserRequest) error

B3. 接口大小

规则：接口应该保持小而专一，通常包含1-3个方法。

推荐示例：

type Reader interface {

Read([]byte) (int, error)

}

type Writer interface {

Write([]byte) (int, error)

}

B4. 变量声明位置

规则：变量应该在最接近使用的地方声明。

推荐示例：

func ProcessData() error {

data, err := fetchData()

if err != nil {

return err

}

// 在使用前声明

processor := NewProcessor()

return processor.Process(data)

}

B5. 错误信息格式

规则：错误信息应该以小写字母开头，不以标点符号结尾。

推荐示例：

return fmt.Errorf("failed to connect to database")

不推荐示例：

return fmt.Errorf("Failed to connect to database.")

B6. 结构体字段排序

规则：结构体字段应该按照大小递减排序，以减少内存对齐开销。

推荐示例：

type User struct {

ID int64 // 8 bytes

Name string // 16 bytes

Age int32 // 4 bytes

IsActive bool // 1 byte

}

B7. 单元测试覆盖率

规则：代码测试覆盖率应该达到80%以上。

示例：

func TestUserValidation(t \*testing.T) {

tests := []struct {

name string

user User

wantErr bool

}{

{"valid user", User{Name: "Alice", Age: 25}, false},

{"empty name", User{Name: "", Age: 25}, true},

}

for \_, tt := range tests {

t.Run(tt.name, func(t \*testing.T) {

err := tt.user.Validate()

if (err != nil) != tt.wantErr {

t.Errorf("Validate() error = %v, wantErr %v", err, tt.wantErr)

}

})

}

}

B8. 注释规范

规则：导出的函数、类型、变量应该有注释，注释应该以声明的名称开头。

示例：

// User represents a system user with basic information

type User struct {

Name string

Age int

}

// Validate checks if the user data is valid

func (u User) Validate() error {

// implementation

}

B9. 上下文传递

规则：长时间运行的操作应该接受context.Context参数。

推荐示例：

func FetchUserData(ctx context.Context, userID string) (\*User, error) {

select {

case <-ctx.Done():

return nil, ctx.Err()

default:

// 执行操作

}

}

B10. 包导入顺序

规则：导入应该分组排序：标准库、第三方库、本地包。

示例：

import (

// 标准库

"context"

"fmt"

"time"

// 第三方库

"github.com/gin-gonic/gin"

"github.com/stretchr/testify/assert"

// 本地包

"myproject/internal/user"

"myproject/pkg/logger"

)

B11. 枚举定义

规则：枚举值应该使用iota，并提供String()方法。

推荐示例：

type Status int

const (

StatusUnknown Status = iota

StatusPending

StatusRunning

StatusCompleted

)

func (s Status) String() string {

switch s {

case StatusPending:

return "pending"

case StatusRunning:

return "running"

case StatusCompleted:

return "completed"

default:

return "unknown"

}

}

B12. 通道操作

规则：通道操作应该使用select语句处理超时和取消。

推荐示例：

select {

case result := <-resultChan:

return result

case <-time.After(timeout):

return ErrTimeout

case <-ctx.Done():

return ctx.Err()

}

B13. 方法接收者

规则：方法接收者应该使用类型名的首字母作为名称，保持一致性。

推荐示例：

func (u \*User) SetName(name string) {

u.Name = name

}

func (u \*User) GetName() string {

return u.Name

}

B14. 日志记录

规则：应该使用结构化日志，包含足够的上下文信息。

推荐示例：

logger.Info("处理用户请求",

"user\_id", userID,

"action", "create\_order",

"duration", time.Since(start),

)

B15. 配置管理

规则：配置应该通过环境变量或配置文件管理，不硬编码在代码中。

推荐示例：

type Config struct {

Port int `env:"PORT" default:"8080"`

Database string `env:"DATABASE\_URL" required:"true"`

}

===========================================================

C级 - 允许性规则（May）

C1. 函数式编程

规则：可以使用函数式编程风格，如高阶函数、闭包等。

允许示例：

func Map[T, R any](slice []T, fn func(T) R) []R {

result := make([]R, len(slice))

for i, v := range slice {

result[i] = fn(v)

}

return result

}

C2. 泛型使用

规则：Go 1.18+项目可以适当使用泛型提高代码重用性。

允许示例：

type Stack[T any] struct {

items []T

}

func (s \*Stack[T]) Push(item T) {

s.items = append(s.items, item)

}

C3. 内嵌结构体

规则：可以使用结构体内嵌实现类似继承的功能。

允许示例：

type BaseModel struct {

ID int64 `json:"id"`

CreatedAt time.Time `json:"created\_at"`

UpdatedAt time.Time `json:"updated\_at"`

}

type User struct {

BaseModel

Name string `json:"name"`

Email string `json:"email"`

}

C4. 构建标签

规则：可以使用构建标签进行条件编译。

允许示例：

//go:build linux

// +build linux

package platform

func GetPlatform() string {

return "linux"

}

C5. CGO使用

规则：必要时可以使用CGO调用C代码，但需要充分测试。

允许但需谨慎：

/\*

#include <stdio.h>

#include <stdlib.h>

\*/

import "C"

C6. 反射使用

规则：可以在框架代码中使用反射，但应该缓存反射结果。

允许示例：

func SetField(obj interface{}, fieldName string, value interface{}) error {

v := reflect.ValueOf(obj).Elem()

field := v.FieldByName(fieldName)

if !field.IsValid() {

return fmt.Errorf("field %s not found", fieldName)

}

field.Set(reflect.ValueOf(value))

return nil

}

C7. 性能优化技巧

规则：可以使用unsafe包进行性能关键的优化，但需要详细注释。

允许但需要详细说明安全性：

func BytesToString(b []byte) string {

return \*(\*string)(unsafe.Pointer(&b))

}

C8. 第三方工具集成

规则：可以集成适合的第三方工具和库，如Gin、GORM等。

允许示例：

r := gin.Default()

r.GET("/users/:id", getUserHandler)

C9. 代码生成

规则：可以使用go:generate指令进行代码生成。

允许示例：

//go:generate mockgen -source=user.go -destination=user\_mock.go

C10. 自定义错误类型

规则：可以定义自定义错误类型提供更多错误信息。

允许示例：

type ValidationError struct {

Field string

Message string

}

func (e ValidationError) Error() string {

return fmt.Sprintf("validation failed for field %s: %s", e.Field, e.Message)

}

===========================================================

工具和检查清单

必需工具：

- gofmt - 代码格式化

- go vet - 静态分析

- golint - 代码风格检查

- go test -race - 竞态条件检查

推荐工具：

- golangci-lint - 综合代码检查

- staticcheck - 高级静态分析

- govulncheck - 安全漏洞检查

- gocyclo - 圈复杂度检查

代码审查检查点：

1. [ ] 所有错误都得到正确处理

2. [ ] 资源使用defer正确释放

3. [ ] 并发代码使用适当的同步机制

4. [ ] 函数和变量命名符合Go约定

5. [ ] 代码通过所有静态检查工具

6. [ ] 单元测试覆盖率达标

7. [ ] 注释清晰完整

8. [ ] 性能关键路径经过优化

===========================================================
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