Sample 1. Simple one

var empQuery = from emp in employees

where emp.Department == "IT Dept"

&& emp.FName != “John”

orderby emp.FName

select emp;

int cnt = empQuery.Count();

foreach (var emp in empQuery)

{

Console.WriteLine(emp.Department);

}

Sample 2. From an array

string[] employees = {"Michael", "Hank", "Benjamin"}

var empQuery = from emp in employees

where emp.Length > 5

select emp;

Sample 3. From an XML

XElement empXml = new XElement("Employees",

new XElement("Employee",

new XElement("ID", "111"),

new XElement("FirstName", "Michael"),

new XElement("Department", "IT Department"),

new XElement("City", "Pittsburgh")

),

new XElement("Employee",

new XElement("ID", "112"),

new XElement("FirstName", "Hank"),

new XElement("Department", "IT Department"),

new XElement("City", "Redmond")

),

new XElement("Employee",

new XElement("ID", "113"),

new XElement("FirstName", "Benjamin"),

new XElement("Department", "Human Resources"),

new XElement("City", "Chicago"),

)

);

IEnumerable<XElement> empQuery =

from emp in empXml.Descendants("Employee")

where emp.Element("FirstName").Value.Length > 5

select emp;

Sample 4. Join

var empQuery = from emp in employees

join ts in timesheets

on emp.ID equals ts.EmployeeId

select new {

EmployeeId=emp.ID,

EmployeeName =emp.First + " " + emp.Last,

VacationHours = ts.HoursVacation

};

![image](data:image/png;base64,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)

var query = (from person in context.People   
             join pet in context.Pets

on person equals pet.Owner   into tempPets   
              from pets in tempPets.DefaultIfEmpty()   
             select new {

OwnerName = person.Name,

Pet = pet.Name })   
            .ToList();

decimal minimo = 3.5**M**;

var StudentInfo =

from dptos in context.Department

join courses in context.Course on dptos.DepartmentID equals courses.DepartmentID

join notas in context.StudentGrade on notas.CourseID equals courses.CourseID

join people in context.Person on people.PersonID equals notas.PersonID

where notas.Grade > minimo

select new

{

Nombre = people.FirstMidName,

Dpto = dptos.Name,

Curso = courses.Title,

Nota = notas.Grade

};

Sample 5. Concat

var employeesAndConsul = (from emp in employees

where emp.City == "Redmond"

select emp.First + " " + emp.Last).Concat(

from cn in consultants

where cn.Location == "Redmond"

select cn.Name);

Sample 6. To a DataView

ConnectionStringSettings pubsCnn = ConfigurationManager.ConnectionStrings["PubsData"];

PubsDataSet pubs = new PubsDataSet();

SqlDataAdapter adp = new SqlDataAdapter("select \* from publishers;", pubsCnn.ConnectionString);

adp.Fill(pubs, "publishers");

IEnumerable<DataRow> pubsQuery = from p in pubs.publishers

where p.country == "USA"

select p;

GridView1.DataSource = pubsQuery;

GridView1.DataBind();

Sample 7. For Each

DataTable employees = **MyDataProvider**.GetEmployeeData();

EnumerableRowCollection<DataRow> query = from employee in employees.AsEnumerable()

where employee.Field<Decimal>("salary") > 20

orderby employee.Field<Decimal>("salary")

select employee;

foreach (DataRow emp in query)

{

Response.Write(emp.Field<String>("LastName") + ": ");

Response.Write(emp.Field<Decimal>("salary") + "<br />");

}

Sample 8. 2 Data Tables

DatabaseSchema dbSchema = new DatabaseSchema();

DataSet pubs = dbSchema.GetPubsData();

// 2 data tables

DataTable publishers = pubs.Tables["publishers"];

DataTable titles = pubs.Tables["titles"];

var pubQuery = from title in **titles**.AsEnumerable()

join pub in **publishers**.AsEnumerable()

on title.Field<string>("pub\_id") equals pub.Field<string>("pub\_id")

where title.Field<decimal>("price") < 10

orderby title.Field<string>("title")

select new

{

Publisher = pub.Field<string>("pub\_name"),

Title = title.Field<string>("title"),

Price = title.Field<decimal>("price")

};

GridView1.DataSource = pubQuery;

GridView1.DataBind();

Sample 9. From a DataSet, select from a condition, then Distinct and then to a DataView

In the following example:

- A DataSet is created from the titles table in the pubs database.

- A LINQ query then runs to get all price values for books that have sold more than 1000 copies.

- The Distinct method is then used to show a list of distinct prices across this list of books.

- Assign result to a DataView

DatabaseSchema dbSchema = new DatabaseSchema();

DataSet titlesDs = dbSchema.GetTitles();

var titleQuery = from title in titlesDs.Tables["titles"].AsEnumerable()

where title.Field<int>("ytd\_sales") > 1000

orderby title.Field<decimal>("price")

select title.Field<decimal>("price");

var prices = titleQuery.Distinct();

GridView1.DataSource = prices;

GridView1.DataBind();

Sample 10. Calculations

var queryAvg = from employee in employees.AsEnumerable()

group employee by "" into g

select new

{

AvgSalary = g.Average(employee => employee.Field<Decimal>("Salary"))

};

foreach (var emp in queryAvg)

{

Response.Write(emp.AvgSalary.ToString() + "<br />");

}

Sample 11. Into DataTables, and using Intersect

As another example, the following code

* Executes two queries against the titles DataSet.
* The **first query** returns all titles that were written with an advance of $5,000 or more.
* The **second query** returns all titles with year-to-date sales greater than $3,000.
* These queries are each converted into separate DataTable objects by using the **CopyToDataTable** method.
* Finally, the Intersect method is called to return all titles that match between the two DataSet objects.

DatabaseSchema dbSchema = new DatabaseSchema();

DataSet titlesDs = dbSchema.GetTitles();

// First query

var titleAdvQuery = from title in titlesDs.Tables["titles"].AsEnumerable()

where title.Field<decimal>("advance") > 5000

select title;

// Second query

var titleSalesQuery = from title in titlesDs.Tables["titles"].AsEnumerable()

where title.Field<int>("ytd\_sales") > 3000

select title;

// Each query into a DataTable

DataTable dtAdvance = titleAdvQuery.CopyToDataTable();

DataTable dtSales = titleSalesQuery.CopyToDataTable();

// Intersect, titles common in both DataTables

IEnumerable<DataRow> advanceSales =

dtAdvance.AsEnumerable().Intersect(dtSales.AsEnumerable(), DataRowComparer.Default);

GridView1.DataSource = advanceSales.CopyToDataTable();

GridView1.DataBind();

Sample 12. Nested LINQ

private void PopulateDropDownLists()

{

using (var context = new SchoolModel.SchoolEntities())

{

// GET ALL COURSES

var allCourses = (from c in context.Course

select c).ToList();

// FILTER FOR ASSIGNED COURSES

var instructorID = Convert.ToInt32(InstructorDropDown.SelectedValue);

var instructor = (from p in context.Person.Include("Course")

where p.PersonID == instructorID

select p).First();

var assignedCourses = instructor.Course.ToList();

DropDownList1.DataSource = assignedCourses;

DropDownList1.DataBind();

//FILTER FOR UNASSIGNED COURSES

var unassignedCourses =

allCourses.Except(assignedCourses.AsEnumerable()).ToList();

DropDownList2.DataSource = unassignedCourses;

DropDownList2.DataBind();

}

}

|  |  |
| --- | --- |
| Without Store Procedure | With Store Procedure |
| var allCourses = (from c in context.Courses                    select c).ToList(); | var allCourses = context.sp\_GetCourses(); |

//Missing agents

var query2 = from predialer in dtPredialer.AsEnumerable()

join roster in dtRoster.AsEnumerable()

on predialer.Field<Int64>("EmpNumber") equals roster.Field<Int64>("UNIQUE EMPLOYEE INDENTIFIER")

into RightTableResults

from roster1 in RightTableResults.DefaultIfEmpty()

where (roster1 == null ? 0 : roster1.Field<Int64>("UNIQUE EMPLOYEE INDENTIFIER")) == 0

orderby predialer.Field<String>("Location"), predialer.Field<Int64>("EmpNumber")

select new

{

EmpNumber1 = predialer.Field<Int64>("EmpNumber"),

Agent = predialer.Field<String>("Agent"),

};