[Linux进程间通信——使用流套接字](http://blog.csdn.net/ljianhui/article/details/10477427)

使用socket进行通信的进程可以是同一台计算机的进程，也是可以是通过网络连接起来的不同计算机上的进程。通常我们使用socket进行网络编程，这里简单地讲述如何使用socket进行简单的网络编程。

一、什么是socket

socket，即套接字是一种通信机制，凭借这种机制，客户/服务器（即要进行通信的进程）系统的开发工作既可以在本地单机上进行，也可以跨网络进行。也就是说它可以让不在同一台计算机但通过网络连接计算机上的进程进行通信。也因为这样，套接字明确地将客户端和服务器区分开来。

二、套接字的属性

套接字的特性由3个属性确定，它们分别是：域、类型和协议。

1、套接字的域

它指定套接字通信中使用的网络介质，最常见的套接字域是**AF\_INET**，它指的是Internet网络。当客户使用套接字进行跨网络的连接时，它就需要用到服务器计算机的IP地址和端口来指定一台联网机器上的某个特定服务，所以在使用socket作为通信的终点，服务器应用程序必须在开始通信之前绑定一个端口，服务器在指定的端口等待客户的连接。另一个域**AF\_UNIX**表示UNIX文件系统，它就是文件输入/输出，而它的地址就是文件名。

2、套接字类型

因特网提供了两种通信机制：流（stream）和数据报（datagram），因而套接字的类型也就分为**流套接字和数据报套接字**。这里主要讲流套接字。

**流套接字由类型SOCK\_STREAM指定**，它们是在AF\_INET域中通过TCP/IP连接实现，同时也是AF\_UNIX中常用的套接字类型。流套接字提供的是一个有序、可靠、双向字节流的连接，因此发送的数据可以确保不会丢失、重复或乱序到达，而且它还有一定的出错后重新发送的机制。

与流套接字相对的是由类型**SOCK\_DGRAM指定的数据报套接字**，它不需要建立连接和维持一个连接，它们在AF\_INET中通常是通过UDP/IP协议实现的。它对可以发送的数据的长度有限制，数据报作为一个单独的网络消息被传输,它可能会丢失、复制或错乱到达，UDP不是一个可靠的协议，但是它的速度比较高，因为它并一需要总是要建立和维持一个连接。

3、套接字协议

只要底层的传输机制允许不止一个协议来提供要求的套接字类型，我们就可以为套接字选择一个特定的协议。通常只需要使用默认值。

三、套接字地址

每个套接字都有其自己的地址格式，对于**AF\_UNIX域套接字**来说，它的地址由结构sockaddr\_un来描述，该结构定义在头文件sys/un.h中，它的定义如下：

1. **struct** sockaddr\_un{
2. sa\_family\_t sun\_family;//AF\_UNIX，它是一个短整型
3. **char**        sum\_path[];//路径名
4. };

对于**AF\_INET域套接字**来说，它的地址结构由sockaddr\_in来描述，它至少包括以下几个成员：

1. **struct** sockaddr\_in{
2. **short** **int**            sin\_family;//AF\_INET
3. unsigned **short** **int**    sin\_port;//端口号
4. **struct** in\_addr        sin\_addr;//IP地址
5. };

而in\_addr被定义为：

1. **struct** in\_addr{
2. unsigned **long** **int** s\_addr;
3. };

四、基于流套接字的客户/服务器的工作流程

使用socket进行进程通信的进程采用的客户/服务器系统工作流程

1、服务器端

首先服务器应用程序用系统调用**socket来创建一个套接字**，它是系统分配给该服务器进程的类似文件描述符的资源，它不能与其他的进程共享。

接下来，服务器进程会给套接字起个名字，我们使用系统调用**bind来给套接字命名。**然后服务器进程就开始等待客户连接到这个套接字。

然后，系统调用**listen来创建一个队列**并将其用于存放来自客户的进入连接。

最后，服务器通过系统调用**accept来接受客户的连接**。它会创建一个与原有的命名套接不同的新套接字，这个套接字只用于与这个特定客户端进行通信，而命名套接字（即原先的套接字）则被保留下来继续处理来自其他客户的连接。

2、客户端

基于socket的客户端比服务器端简单，同样，客户应用程序首先调用**socket**来创建一个未命名的套接字，然后将服务器的命名套接字作为一个地址来调用**connect**与服务器建立连接。

一旦连接建立，我们就可以像使用底层的文件描述符那样用套接字来实现双向数据的通信。

五、流式socket的接口及作用

socket的接口函数声明在头文件**sys/types.h和sys/socket.h**中。

1、创建套接字——socket系统调用

该函数用来创建一个套接字，并返回一个描述符，该描述符可以用来访问该套接字，它的原型如下：

1. **int** socket(**int** domain, **int** type, **int** protocol);

函数中的三个参数分别对应前面所说的三个套接字属性。protocol参数设置为0表示使用默认协议。

2、命名（绑定）套接字——bind系统调用

该函数把通过socket调用创建的套接字命名，从而让它可以被其他进程使用。对于AF\_UNIX，调用该函数后套接字就会关联到一个文件系统路径名，对于AF\_INET，则会关联到一个IP端口号。函数原型如下：

1. **int** bind( **int** socket, **const** **struct** sockaddr \*address, **size\_t** address\_len);

成功时返回0，失败时返回-1；

3、创建套接字队列（监听）——listen系统调用

该函数用来创建一个队列来保存未处理的请求。成功时返回0，失败时返回-1，其原型如下：

1. **int** listen(**int** socket, **int** backlog);

backlog用于指定队列的长度，等待处理的进入连接的个数最多不能超过这个数字，否则往后的连接将被拒绝，导致客户的连接请求失败。调用后，程序一直会监听这个IP端口，如果有连接请求，就把它加入到这个队列中。

4、接受连接——accept系统调用

该系统调用用来等待客户建立对该套接字的连接。accept系统调用只有当客户程序试图连接到由socket参数指定的套接字上时才返回，也就是说，如果套接字队列中没有未处理的连接，accept将阻塞直到有客户建立连接为止。accept函数将创建一个新套接字来与该客户进行通信，并且返回新套接字的描述符，新套接字的类型和服务器监听套接字类型是一样的。它的原型如下：

1. **int** accept(**int** socket, **struct** sockaddr \*address, **size\_t** \*address\_len);

address为连接客户端的地址，参数address\_len指定客户结构的长度，如果客户地址的长度超过这个值，它将会截断。

5、请求连接——connect系统调用

该系统调用用来让客户程序通过在一个未命名套接字和服务器监听套接字之间建立连接的方法来连接到服务器。它的原型如下：

1. **int** connect(**int** socket, **const** **struct** sockaddr \*address, **size\_t** address\_len);

参数socket指定的套接字连接到参数addres指定的服务器套接字。成功时返回0，失败时返回-1.

6、关闭socket——close系统调用

该系统调用用来终止服务器和客户上的套接字连接，我们应该总是在连接的两端（服务器和客户）关闭套接字。

六、数据报套接字与流套接字的比较

1、从使用的便利和效率来讲

我们可以看到使用数据报套接字的确是比使用流套接字简单，而且快速。

因为使用流套接字的程序，客户程序需要调用connect来创建一个到服务器程序的连接，并需要维持这个连接，服务器程序也需要调用listen来创建一个队列来保存未处理的请求，当有数据到达时，服务器也不需要调用accept来接受连接并创建一个新socket描述符来处理请求。

再来看看使用数据报套接字的程序，服务器程序与客户程序所使用的系统调用大致相同，服务器程序只比客户程序多使用了一个bind调用。基于数据报套接字的程序，只需要使用sendto调用来向指定IP端口的程序发送信息，使用recvfrom调用从指向的IP端口接收信息即可。因为它并不需要建立一个连接，接受连接等，所以省去了很多的功夫。

2、从使用场合来讲

我们知道流套接字是基于TCP/IP协议的，它是一种安全的协议，提供的是一个有序、可靠、双向字节流的连接，发送的数据可以确保不会丢失、重复或乱序到达，而且它还有一定的出错后重新发送的机制。所以它比较适合用来发送信息量大的数据文件，或对数据完整性要求较高的文件，如压缩文件、视频文件等

而数据报套接字是基于UDP/IP协议实现的。它对可以发送的数据的长度有限制，数据报作为一个单独的网络消息被传输,它可能会丢失、复制或错乱到达，UDP不是一个可靠的协议，但是它的速度比较高。所以它比较适合发送一些对实时性要求较高，但是对安全性和完整性要求不太高的数据。如我们熟悉的聊天信息，即使有一点的丢失也不会造成理解上的大的问题。