# 一 Ajax原理

## 1 同步与异步

同步：发送完一个请求，只有收到响应后才能发送另外的请求

异步：发送完一个请求，不用等收到该请求的 响应，就可以直接发送另外的请求

## 2什么是AJAX

Asynchronous JavaScript And Xml的缩写

浏览器在不刷新全部页面的情况下，和服务端进行通信的过程

Ajax就是实现局部刷新的异步通信技术

## 3 AJAX工作原理

通过XmlHttpRequest对象和服务端进行通信，浏览器收到服务端的返回值后，对局部区域的内容进行设置

# 二 js Ajax

## 1 AJAX开发步骤

1)创建AJAX异步对象，createAJAX()

2)准备发送异步请求， ajax.open(method,url)

3)如果是POST请求，一定要设置AJAX请求头:

ajax.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");

GET请求无需设置

4)真正发送请求体中的数据到服务器，ajax.send()

如果是get请求，ajax.send(null);

如果是post请求，ajax.send(“name=zhangsan”)

5)监听服务端响应的状态变化，ajax.onreadystatechange(状态改变的事件触发器)

6)获取AJAX的数据后，执行相关操作

<script type=*"text/javascript"*>

//1 创建ajax对象

**function** createAjax() {

**var** ajax = **null**;

**try** {

//针对IE浏览器

ajax = **new** ActiveXObject("microsoft.xmlhttp");

} **catch** (e) {

//针对其他浏览器

ajax = **new** XMLHttpRequest();

}

**return** ajax;

}

</script>

<script type=*"text/javascript"*>

**function** btnClick() {

//1 创建ajax对象

**var** ajax = createAjax();

//method 数据提交方式

//url 请求的资源

**var** method = "GET";

**var** url = "${pageContext.request.contextPath}/AjaxTimeServlet";

//2 对ajax进行预处理

ajax.open(method, url);

//3 发送ajax请求

ajax.send(**null**);

//4 监听ajax状态的变化

//0-4 状态

/\*0 表示创建ajax对象，还没有调用open()方法

1 表示调用open方法，还没有调用send方法

2 表示调用send方法，但是ajax请求还没发送到服务端

3 表示请求发送到服务端，但是没有开始处理

4 表示处理完成ajax请求\*/

ajax.onreadystatechange = **function**() {

// 4表明通过ajax请求进行通信完成

**if** (ajax.readyState == 4) {

//判断通信状态，200表明正常返回

**if** (ajax.status == 200) {

//获取响应的数据

**var** v = ajax.responseText;

//alert(v);

//给元素设置值

document.getElementById("dt").innerHTML = v;

}

}

};

}

</script>

**protected** **void** doGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {

// **TODO** Auto-generated method stub

Date date = **new** Date();

SimpleDateFormat sdf = **new** SimpleDateFormat("yyyy-MM-dd HH:mm:ss");

String time = sdf.format(date);

//针对ajax请求，通过PrintWriter返回数据

response.getWriter().write(time);

}

## 2 状态

0 表示创建ajax对象，还没有调用open()方法

1 表示调用open方法，还没有调用send方法

2 表示调用send方法，但是ajax请求还没发送到服务端

3 表示请求发送到服务端，但是没有开始处理

4 表示处理完成ajax请求

# 三 JSON

## 1什么是JSON

JSON(JavaScript Object Notation, JS 对象标记) 是一种轻量级的数据交换格式。它采用完全独立于编程语言的文本格式来存储和表示数据。简洁和清晰的层次结构使得 JSON 成为理想的数据交换语言。 易于阅读和编写，同时也易于机器解析和生成，并有效地提升网络传输效率。

Js中任何支持的类型都可以通过 JSON 来表示，例如字符串、数字、对象、数组等。其中：

1）对象表示为键值对

2）数据由逗号分隔

3）花括号{}保存对象

4）方括号[]保存数组

注意：JSON 是 JS 对象的字符串表示法，它使用文本表示一个 JS 对象的信息，本质是一个字符串。

## 2 fastjson

Fastjson是alibaba提供的第三方组件，用来处理json格式数据

本例导入jar包：fastjson-1.2.2.jar

测试代码如下：

ArrayList<Student> list=**new** ArrayList<>();

**for**(**int** i=1;i<3;i++){

list.add(**new** Student(101+i, "hoho", 20+i));

}

//对象转为json格式字符串

String json = JSON.*toJSONString*(list);

System.***out***.println(json);

Student s = **new** Student(1, "haha", 3);

String json2 = JSON.*toJSONString*(s);

System.***out***.println(json2);

String json3 = "{\"name\":\"张三\",\"age\":24}";

//json格式字符串转为对象

UserInfo userInfo=JSON.*parseObject*(json3, UserInfo.**class**);

System.***out***.println("name:" + userInfo.getName()+ ", age:"+userInfo.getAge());

String json6="[{\"name\":\"zhangsan\",\"age\":25}]";

// 转为数组

List<UserInfo> ll2 = JSON.*parseArray*(json6, UserInfo.**class**);

System.***out***.println(ll2.get(0).getName());

String json4="{\"name\":\"zhangsan\",\"age\":25}";

Map<String, Object> map = JSON.*parseObject*(json4, **new** TypeReference<Map<String, Object>>(){});

System.***out***.println(map.get("name"));

String json5="[{\"name\":\"zhangsan\",\"age\":25}]";

List<UserInfo> ll = JSON.*parseObject*(json5, **new** TypeReference<List<UserInfo>>(){});

System.***out***.println(ll.get(0).getName());

Person p = **new** Person();

p.setId(1);

p.setName("haha");

p.setDate(**new** Date());

// 日期处理

// 时间戳

String info = JSON.*toJSONString*(p);

System.***out***.println(info);

//默认格式为yyyy-MM-dd HH:mm:ss

String info2 = JSON.*toJSONString*(p, SerializerFeature.***WriteDateUseDateFormat***);

System.***out***.println(info2);

// 根据自定义格式输出日期

System.***out***.println(JSON.*toJSONStringWithDateFormat*(p, "yyyy-MM-dd", SerializerFeature.***WriteDateUseDateFormat***));

## 3 jackson

ArrayList<Student> list=**new** ArrayList<>();

**for**(**int** i=1;i<3;i++){

list.add(**new** Student(101+i, "码子", 20+i));

}

//ObjectMapper对象，用于序列化和反序列化

ObjectMapper mapper=**new** ObjectMapper();

String json = **null**;

**try** {

//将对象转换为JSON格式字符串

json = mapper.writeValueAsString(list);

} **catch** (JsonProcessingException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

System.***out***.println(json);

Student s = **new** Student(1, "haha", 3);

String json2 = **null**;

**try** {

json2 = mapper.writeValueAsString(s);

} **catch** (JsonProcessingException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

System.***out***.println(json2);

String json3 = "{\"name\":\"张三\",\"age\":24}";

//json格式字符串转为对象

UserInfo userInfo = **null**;

**try** {

userInfo = mapper.readValue(json3, UserInfo.**class**);

} **catch** (Exception e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

System.***out***.println("name:" + userInfo.getName()+ ", age:"+userInfo.getAge());

String json6="[{\"name\":\"zhangsan\",\"age\":25}]";

// 转为数组

List<UserInfo> ll2 = **null**;

**try** {

ll2 = mapper.readValue(json6, **new** TypeReference<List<UserInfo>>() {

});

} **catch** (IOException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

System.***out***.println(ll2.get(0).getName());

Person p = **new** Person();

p.setId(1);

p.setName("haha");

p.setDate(**new** Date());

// 设置日期格式

mapper.setDateFormat(**new** SimpleDateFormat("yyyy-MM-dd HH:mm:ss"));

// 不设置格式，时间戳

String info = mapper.writeValueAsString(p);

System.***out***.println(info);

## 4 Json-lib

Json-lib，是第三方组件，可以用来生成json格式数据

可以将Java对象转成json格式的字符串，也可以将Java对象转换成xml格式的文档，同样可以将json字符串转换成Java对象或是将xml字符串转换成Java对象
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常用方法：

将数据转为json格式对象：

JSONObject.fromObject()

将数据转为json格式数组

JSONArray.fromObject()

通过JsonConfig的对象注册处理器：

registerJsonValueProcessor()

**public** **static** **void** bean2Json(){

User u = **new** User();

u.setId(10);

u.setName("zhagnsan");

u.setAge(20);

//将实体类对象转为JSONObject对象

JSONObject obj = JSONObject.*fromObject*(u);

//转为json格式的字符串

System.***out***.println(obj.toString());//{"name":"zhagnsan","id":10,"age":20}

JSONArray arr = JSONArray.*fromObject*(u);

System.***out***.println(arr.toString());//[{"name":"zhagnsan","id":10,"age":20}]

}

**public** **static** **void** list2Json(){

List<User> l = **new** ArrayList<>();

User u = **new** User();

u.setId(10);

u.setName("zhagnsan");

u.setAge(20);

l.add(u);

u = **new** User();

u.setId(11);

u.setName("lisi");

u.setAge(20);

l.add(u);

u = **new** User();

u.setId(12);

u.setName("wangwu");

u.setAge(20);

l.add(u);

JSONArray arr = JSONArray.*fromObject*(l);

System.***out***.println(arr.toString());

//异常

// JSONObject obj = JSONObject.fromObject(l);

// System.out.println(obj.toString());

}

**public** **static** **void** map2Json(){

Map<Integer, User> map = **new** HashMap<>();

User u = **new** User();

u.setId(10);

u.setName("zhagnsan");

u.setAge(20);

map.put(10, u);

u = **new** User();

u.setId(11);

u.setName("lisi");

u.setAge(20);

map.put(11, u);

u = **new** User();

u.setId(12);

u.setName("wangwu");

u.setAge(20);

map.put(12, u);

JSONObject obj = JSONObject.*fromObject*(map);

System.***out***.println(obj.toString());

JSONArray arr = JSONArray.*fromObject*(map);

System.***out***.println(arr.toString());

}

@Test

**public** **void** date2json(){

Map<String, Object> map = **new** HashMap<>();

map.put("name", "lisi");

map.put("birth", **new** Date());

JSONObject object = JSONObject.*fromObject*(map);

System.***out***.println(object.toString());

JsonConfig config = **new** JsonConfig();

//注册转换器,第一个参数表示要转换的类型；第二个参数，对应的转换的对象

config.registerJsonValueProcessor(Date.**class**, **new** DateJson("yyyy-MM-dd HH:mm:ss"));

JSONObject obj1 = JSONObject.*fromObject*(map, config);

System.***out***.println(obj1.toString());

}

//将日期转为指定的格式

**public** **class** DateJson **implements** JsonValueProcessor{

**private** SimpleDateFormat sdf;

**public** DateJson(String format){

sdf = **new** SimpleDateFormat(format);

}

@Override

**public** Object processArrayValue(Object value, JsonConfig arg1) {

// **TODO** Auto-generated method stub

**return** sdf.format((Date)value);

}

@Override

**public** Object processObjectValue(String key, Object value, JsonConfig arg2) {

// **TODO** Auto-generated method stub

**return** sdf.format((Date)value);

}

}

# 四 jQuery Ajax

## 1 load方法

返回结果自动添加到jQuery对象代表的标签中间

<script type=*"text/javascript"*>

$("button").click(**function**(){

**var** url = "${pageContext.request.contextPath}/AjaxTimeServlet";

//将获取的数据直接绑定到对应的元素

//$("#did").load(url);//使用get提交方式

**var** sendData = {name:"zhangsan", age:12};

//第二个参数 sendData 提交给服务器的数据,数据要求是json对象格式

//第三个参数 function 回调函数

// backData 返回的数据

// textStatus 运行状态的文本表示

// ajax ajax对象

//使用第二参数发送数据，load方法使用post提交方式

/\* $("#did").load(url, sendData, function(backData,textStatus, ajax){

alert(backData);

alert(textStatus);

alert(ajax.responseText);

}); \*/

$("#did").load(url, sendData, **function**(backData){

alert(backData);

});

});

</script>

![](data:image/png;base64,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)

注意：使用jQuery会在请求头中增加图中所示的内容，js原生写法不会增加该内容

## 2 $.get()/$.post()

<script type=*"text/javascript"*>

$("#uin").blur(**function**(){

**var** url = "${pageContext.request.contextPath}/UserExistServlet";

**var** sendData = {name: $("#uin").val()};

//以get方式发送ajax请求

/\* $.get(url, sendData, function(backData){

$("#tip").html(backData);

}); \*/

//以post方式发送ajax请求

$.post(url, sendData, **function**(backData){

$("#tip").html("<img width='20' src='" + backData + "'/>");

});

});

</script>

3 serialize()

序列化表单数据为字符串

**var** tt = $("form").serialize();

alert(**typeof** tt);//string

alert(tt);//name=zhangsan&pwd=123

//data:{name:$(":text").val(), password:$(":password").val()},

data:$("form").serialize(),//将表单中的数据序列化

//data:"name=zhagnsan&password=123",

## 4 $.ajax()

<script type=*"text/javascript"*>

**function** btnClick(){

//type 提交方式

//url 请求的资源

//data 提交给资源的参数，json格式

//dataType 返回的数据的类型

//success ajax请求成功对应的函数

//error ajax请求异常对应的函数

$.ajax({

type:"post",

url:"${pageContext.request.contextPath}/UserListServlet",

data:{name:"zhangsan"},

dataType:"json",//预期返回的是json对象格式的数据

success:**function**(backData){

//alert(backData);

$("#tid").empty();

//遍历返回的数组

$(backData).each(**function**(){

**var** html = "<tr>";

html += "<td>" + **this**.id + "</td>";

html += "<td>" + **this**.name + "</td>";

html += "<td>" + **this**.age + "</td>";

html += "</tr>";

$("#tid").append($(html));

});

},

error:**function**(backData){

alert(backData);

}

});

}

</script>