Hive is a data warehouse infrastructure tool to process structured data in Hadoop. It resides on top of Hadoop to summarize Big Data, and makes querying and analyzing easy.

This is a brief tutorial that provides an introduction on how to use Apache Hive HiveQL with Hadoop Distributed File System. This tutorial can be your first step towards becoming a successful Hadoop Developer with Hive.

The term ‘Big Data’ is used for collections of large datasets that include huge volume, high velocity, and a variety of data that is increasing day by day. Using traditional data management systems, it is difficult to process Big Data. Therefore, the Apache Software Foundation introduced a framework called Hadoop to solve Big Data management and processing challenges.

Hadoop

Hadoop is an open-source framework to store and process Big Data in a distributed environment. It contains two modules, one is MapReduce and another is Hadoop Distributed File System (HDFS).

* **MapReduce:** It is a parallel programming model for processing large amounts of structured, semi-structured, and unstructured data on large clusters of commodity hardware.
* **HDFS:**Hadoop Distributed File System is a part of Hadoop framework, used to store and process the datasets. It provides a fault-tolerant file system to run on commodity hardware.

The Hadoop ecosystem contains different sub-projects (tools) such as Sqoop, Pig, and Hive that are used to help Hadoop modules.

* **Sqoop:** It is used to import and export data to and from between HDFS and RDBMS.
* **Pig:** It is a procedural language platform used to develop a script for MapReduce operations.
* **Hive:** It is a platform used to develop SQL type scripts to do MapReduce operations.

**Note:** There are various ways to execute MapReduce operations:

* The traditional approach using Java MapReduce program for structured, semi-structured, and unstructured data.
* The scripting approach for MapReduce to process structured and semi structured data using Pig.
* The Hive Query Language (HiveQL or HQL) for MapReduce to process structured data using Hive.

What is Hive

Hive is a data warehouse infrastructure tool to process structured data in Hadoop. It resides on top of Hadoop to summarize Big Data, and makes querying and analyzing easy.

Initially Hive was developed by Facebook, later the Apache Software Foundation took it up and developed it further as an open source under the name Apache Hive. It is used by different companies. For example, Amazon uses it in Amazon Elastic MapReduce.

Hive is not

* A relational database
* A design for OnLine Transaction Processing (OLTP)
* A language for real-time queries and row-level updates

Features of Hive

* It stores schema in a database and processed data into HDFS.
* It is designed for OLAP.
* It provides SQL type language for querying called HiveQL or HQL.
* It is familiar, fast, scalable, and extensible.

Architecture of Hive

The following component diagram depicts the architecture of Hive:
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This component diagram contains different units. The following table describes each unit:

|  |  |
| --- | --- |
| **Unit Name** | **Operation** |
| User Interface | Hive is a data warehouse infrastructure software that can create interaction between user and HDFS. The user interfaces that Hive supports are Hive Web UI, Hive command line, and Hive HD Insight (In Windows server). |
| Meta Store | Hive chooses respective database servers to store the schema or Metadata of tables, databases, columns in a table, their data types, and HDFS mapping. |
| HiveQL Process Engine | HiveQL is similar to SQL for querying on schema info on the Metastore. It is one of the replacements of traditional approach for MapReduce program. Instead of writing MapReduce program in Java, we can write a query for MapReduce job and process it. |
| Execution Engine | The conjunction part of HiveQL process Engine and MapReduce is Hive Execution Engine. Execution engine processes the query and generates results as same as MapReduce results. It uses the flavor of MapReduce. |
| HDFS or HBASE | Hadoop distributed file system or HBASE are the data storage techniques to store data into file system. |

Working of Hive

The following diagram depicts the workflow between Hive and Hadoop.
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The following table defines how Hive interacts with Hadoop framework:

|  |  |
| --- | --- |
| **Step No.** | **Operation** |
| 1 | **Execute Query**  The Hive interface such as Command Line or Web UI sends query to Driver (any database driver such as JDBC, ODBC, etc.) to execute. |
| 2 | **Get Plan**  The driver takes the help of query compiler that parses the query to check the syntax and query plan or the requirement of query. |
| 3 | **Get Metadata**  The compiler sends metadata request to Metastore (any database). |
| 4 | **Send Metadata**  Metastore sends metadata as a response to the compiler. |
| 5 | **Send Plan**  The compiler checks the requirement and resends the plan to the driver. Up to here, the parsing and compiling of a query is complete. |
| 6 | **Execute Plan**  The driver sends the execute plan to the execution engine. |
| 7 | **Execute Job**  Internally, the process of execution job is a MapReduce job. The execution engine sends the job to JobTracker, which is in Name node and it assigns this job to TaskTracker, which is in Data node. Here, the query executes MapReduce job. |
| 7.1 | **Metadata Ops**  Meanwhile in execution, the execution engine can execute metadata operations with Metastore. |
| 8 | **Fetch Result**  The execution engine receives the results from Data nodes. |
| 9 | **Send Results**  The execution engine sends those resultant values to the driver. |
| 10 | **Send Results**  The driver sends the results to Hive Interfaces. |

All Hadoop sub-projects such as Hive, Pig, and HBase support Linux operating system. Therefore, you need to install any Linux flavored OS. The following simple steps are executed for Hive installation:

## Step 1: Verifying JAVA Installation

Java must be installed on your system before installing Hive. Let us verify java installation using the following command:

$ java –version

If Java is already installed on your system, you get to see the following response:

java version "1.7.0\_71"

Java(TM) SE Runtime Environment (build 1.7.0\_71-b13)

Java HotSpot(TM) Client VM (build 25.0-b02, mixed mode)

If java is not installed in your system, then follow the steps given below for installing java.

## Installing Java

### Step I:

Download java (JDK <latest version> - X64.tar.gz) by visiting the following link [http://www.oracle.com/technetwork/java/javase/downloads/jdk7-downloads-1880260.html.](http://www.oracle.com/technetwork/java/javase/downloads/jdk7-downloads-1880260.html)

Then jdk-7u71-linux-x64.tar.gz will be downloaded onto your system.

### Step II:

Generally you will find the downloaded java file in the Downloads folder. Verify it and extract the jdk-7u71-linux-x64.gz file using the following commands.

$ cd Downloads/

$ ls

jdk-7u71-linux-x64.gz

$ tar zxf jdk-7u71-linux-x64.gz

$ ls

jdk1.7.0\_71 jdk-7u71-linux-x64.gz

### Step III:

To make java available to all the users, you have to move it to the location “/usr/local/”. Open root, and type the following commands.

$ su

password:

# mv jdk1.7.0\_71 /usr/local/

# exit

### Step IV:

For setting up PATH and JAVA\_HOME variables, add the following commands to ~/.bashrc file.

export JAVA\_HOME=/usr/local/jdk1.7.0\_71

export PATH=$PATH:$JAVA\_HOME/bin

Now apply all the changes into the current running system.

$ source ~/.bashrc

### Step V:

Use the following commands to configure java alternatives:

# alternatives --install /usr/bin/java java usr/local/java/bin/java 2

# alternatives --install /usr/bin/javac javac usr/local/java/bin/javac 2

# alternatives --install /usr/bin/jar jar usr/local/java/bin/jar 2

# alternatives --set java usr/local/java/bin/java

# alternatives --set javac usr/local/java/bin/javac

# alternatives --set jar usr/local/java/bin/jar

Now verify the installation using the command java -version from the terminal as explained above.

## Step 2: Verifying Hadoop Installation

Hadoop must be installed on your system before installing Hive. Let us verify the Hadoop installation using the following command:

$ hadoop version

If Hadoop is already installed on your system, then you will get the following response:

Hadoop 2.4.1 Subversion https://svn.apache.org/repos/asf/hadoop/common -r 1529768

Compiled by hortonmu on 2013-10-07T06:28Z

Compiled with protoc 2.5.0

From source with checksum 79e53ce7994d1628b240f09af91e1af4

If Hadoop is not installed on your system, then proceed with the following steps:

## Downloading Hadoop

Download and extract Hadoop 2.4.1 from Apache Software Foundation using the following commands.

$ su

password:

# cd /usr/local

# wget http://apache.claz.org/hadoop/common/hadoop-2.4.1/

hadoop-2.4.1.tar.gz

# tar xzf hadoop-2.4.1.tar.gz

# mv hadoop-2.4.1/\* to hadoop/

# exit

## Installing Hadoop in Pseudo Distributed Mode

The following steps are used to install Hadoop 2.4.1 in pseudo distributed mode.

### Step I: Setting up Hadoop

You can set Hadoop environment variables by appending the following commands to **~/.bashrc** file.

export HADOOP\_HOME=/usr/local/hadoop

export HADOOP\_MAPRED\_HOME=$HADOOP\_HOME

export HADOOP\_COMMON\_HOME=$HADOOP\_HOME

export HADOOP\_HDFS\_HOME=$HADOOP\_HOME

export YARN\_HOME=$HADOOP\_HOME

export HADOOP\_COMMON\_LIB\_NATIVE\_DIR=$HADOOP\_HOME/lib/native export

PATH=$PATH:$HADOOP\_HOME/sbin:$HADOOP\_HOME/bin

Now apply all the changes into the current running system.

$ source ~/.bashrc

### Step II: Hadoop Configuration

You can find all the Hadoop configuration files in the location “$HADOOP\_HOME/etc/hadoop”. You need to make suitable changes in those configuration files according to your Hadoop infrastructure.

$ cd $HADOOP\_HOME/etc/hadoop

In order to develop Hadoop programs using java, you have to reset the java environment variables in **hadoop-env.sh** file by replacing **JAVA\_HOME** value with the location of java in your system.

export JAVA\_HOME=/usr/local/jdk1.7.0\_71

Given below are the list of files that you have to edit to configure Hadoop.

**core-site.xml**

The **core-site.xml** file contains information such as the port number used for Hadoop instance, memory allocated for the file system, memory limit for storing the data, and the size of Read/Write buffers.

Open the core-site.xml and add the following properties in between the <configuration> and </configuration> tags.

<configuration>

<property>

<name>fs.default.name</name>

<value>hdfs://localhost:9000</value>

</property>

</configuration>

**hdfs-site.xml**

The **hdfs-site.xml** file contains information such as the value of replication data, the namenode path, and the datanode path of your local file systems. It means the place where you want to store the Hadoop infra.

Let us assume the following data.

dfs.replication (data replication value) = 1

(In the following path /hadoop/ is the user name.

hadoopinfra/hdfs/namenode is the directory created by hdfs file system.)

namenode path = //home/hadoop/hadoopinfra/hdfs/namenode

(hadoopinfra/hdfs/datanode is the directory created by hdfs file system.)

datanode path = //home/hadoop/hadoopinfra/hdfs/datanode

Open this file and add the following properties in between the <configuration>, </configuration> tags in this file.

<configuration>

<property>

<name>dfs.replication</name>

<value>1</value>

</property>

<property>

<name>dfs.name.dir</name>

<value>file:///home/hadoop/hadoopinfra/hdfs/namenode </value>

</property>

<property>

<name>dfs.data.dir</name>

<value>file:///home/hadoop/hadoopinfra/hdfs/datanode </value >

</property>

</configuration>

**Note:** In the above file, all the property values are user-defined and you can make changes according to your Hadoop infrastructure.

**yarn-site.xml**

This file is used to configure yarn into Hadoop. Open the yarn-site.xml file and add the following properties in between the <configuration>, </configuration> tags in this file.

<configuration>

<property>

<name>yarn.nodemanager.aux-services</name>

<value>mapreduce\_shuffle</value>

</property>

</configuration>

**mapred-site.xml**

This file is used to specify which MapReduce framework we are using. By default, Hadoop contains a template of yarn-site.xml. First of all, you need to copy the file from mapred-site,xml.template to mapred-site.xml file using the following command.

$ cp mapred-site.xml.template mapred-site.xml

Open **mapred-site.xml** file and add the following properties in between the <configuration>, </configuration> tags in this file.

<configuration>

<property>

<name>mapreduce.framework.name</name>

<value>yarn</value>

</property>

</configuration>

## Verifying Hadoop Installation

The following steps are used to verify the Hadoop installation.

### Step I: Name Node Setup

Set up the namenode using the command “hdfs namenode -format” as follows.

$ cd ~

$ hdfs namenode -format

The expected result is as follows.

10/24/14 21:30:55 INFO namenode.NameNode: STARTUP\_MSG:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

STARTUP\_MSG: Starting NameNode

STARTUP\_MSG: host = localhost/192.168.1.11

STARTUP\_MSG: args = [-format]

STARTUP\_MSG: version = 2.4.1

...

...

10/24/14 21:30:56 INFO common.Storage: Storage directory

/home/hadoop/hadoopinfra/hdfs/namenode has been successfully formatted.

10/24/14 21:30:56 INFO namenode.NNStorageRetentionManager: Going to

retain 1 images with txid >= 0

10/24/14 21:30:56 INFO util.ExitUtil: Exiting with status 0

10/24/14 21:30:56 INFO namenode.NameNode: SHUTDOWN\_MSG:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

SHUTDOWN\_MSG: Shutting down NameNode at localhost/192.168.1.11

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

### Step II: Verifying Hadoop dfs

The following command is used to start dfs. Executing this command will start your Hadoop file system.

$ start-dfs.sh

The expected output is as follows:

10/24/14 21:37:56

Starting namenodes on [localhost]

localhost: starting namenode, logging to /home/hadoop/hadoop-2.4.1/logs/hadoop-hadoop-namenode-localhost.out

localhost: starting datanode, logging to /home/hadoop/hadoop-2.4.1/logs/hadoop-hadoop-datanode-localhost.out

Starting secondary namenodes [0.0.0.0]

### Step III: Verifying Yarn Script

The following command is used to start the yarn script. Executing this command will start your yarn daemons.

$ start-yarn.sh

The expected output is as follows:

starting yarn daemons

starting resourcemanager, logging to /home/hadoop/hadoop-2.4.1/logs/yarn-hadoop-resourcemanager-localhost.out

localhost: starting nodemanager, logging to /home/hadoop/hadoop-2.4.1/logs/yarn-hadoop-nodemanager-localhost.out

### Step IV: Accessing Hadoop on Browser

The default port number to access Hadoop is 50070. Use the following url to get Hadoop services on your browser.

http://localhost:50070/

![Hadoop Browser](data:image/jpeg;base64,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)

### Step V: Verify all applications for cluster

The default port number to access all applications of cluster is 8088. Use the following url to visit this service.

http://localhost:8088/
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### Step 3: Downloading Hive

We use hive-0.14.0 in this tutorial. You can download it by visiting the following link [http://apache.petsads.us/hive/hive-0.14.0/.](http://apache.petsads.us/hive/hive-0.14.0/) Let us assume it gets downloaded onto the /Downloads directory. Here, we download Hive archive named “apache-hive-0.14.0-bin.tar.gz” for this tutorial. The following command is used to verify the download:

$ cd Downloads

$ ls

On successful download, you get to see the following response:

apache-hive-0.14.0-bin.tar.gz

## Step 4: Installing Hive

The following steps are required for installing Hive on your system. Let us assume the Hive archive is downloaded onto the /Downloads directory.

### Extracting and verifying Hive Archive

The following command is used to verify the download and extract the hive archive:

$ tar zxvf apache-hive-0.14.0-bin.tar.gz

$ ls

On successful download, you get to see the following response:

apache-hive-0.14.0-bin apache-hive-0.14.0-bin.tar.gz

### Copying files to /usr/local/hive directory

We need to copy the files from the super user “su -”. The following commands are used to copy the files from the extracted directory to the /usr/local/hive” directory.

$ su -

passwd:

# cd /home/user/Download

# mv apache-hive-0.14.0-bin /usr/local/hive

# exit

### Setting up environment for Hive

You can set up the Hive environment by appending the following lines to **~/.bashrc** file:

export HIVE\_HOME=/usr/local/hive

export PATH=$PATH:$HIVE\_HOME/bin

export CLASSPATH=$CLASSPATH:/usr/local/Hadoop/lib/\*:.

export CLASSPATH=$CLASSPATH:/usr/local/hive/lib/\*:.

The following command is used to execute ~/.bashrc file.

$ source ~/.bashrc

## Step 5: Configuring Hive

To configure Hive with Hadoop, you need to edit the **hive-env.sh** file, which is placed in the **$HIVE\_HOME/conf** directory. The following commands redirect to Hive **config** folder and copy the template file:

$ cd $HIVE\_HOME/conf

$ cp hive-env.sh.template hive-env.sh

Edit the **hive-env.sh** file by appending the following line:

export HADOOP\_HOME=/usr/local/hadoop

Hive installation is completed successfully. Now you require an external database server to configure Metastore. We use Apache Derby database.

## Step 6: Downloading and Installing Apache Derby

Follow the steps given below to download and install Apache Derby:

### Downloading Apache Derby

The following command is used to download Apache Derby. It takes some time to download.

$ cd ~

$ wget http://archive.apache.org/dist/db/derby/db-derby-10.4.2.0/db-derby-10.4.2.0-bin.tar.gz

The following command is used to verify the download:

$ ls

On successful download, you get to see the following response:

db-derby-10.4.2.0-bin.tar.gz

### Extracting and verifying Derby archive

The following commands are used for extracting and verifying the Derby archive:

$ tar zxvf db-derby-10.4.2.0-bin.tar.gz

$ ls

On successful download, you get to see the following response:

db-derby-10.4.2.0-bin db-derby-10.4.2.0-bin.tar.gz

### Copying files to /usr/local/derby directory

We need to copy from the super user “su -”. The following commands are used to copy the files from the extracted directory to the /usr/local/derby directory:

$ su -

passwd:

# cd /home/user

# mv db-derby-10.4.2.0-bin /usr/local/derby

# exit

### Setting up environment for Derby

You can set up the Derby environment by appending the following lines to **~/.bashrc** file:

export DERBY\_HOME=/usr/local/derby

export PATH=$PATH:$DERBY\_HOME/bin
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export CLASSPATH=$CLASSPATH:$DERBY\_HOME/lib/derby.jar:$DERBY\_HOME/lib/derbytools.jar

The following command is used to execute **~/.bashrc** file:

$ source ~/.bashrc

### Create a directory to store Metastore

Create a directory named data in $DERBY\_HOME directory to store Metastore data.

$ mkdir $DERBY\_HOME/data

Derby installation and environmental setup is now complete.

## Step 7: Configuring Metastore of Hive

Configuring Metastore means specifying to Hive where the database is stored. You can do this by editing the hive-site.xml file, which is in the $HIVE\_HOME/conf directory. First of all, copy the template file using the following command:

$ cd $HIVE\_HOME/conf

$ cp hive-default.xml.template hive-site.xml

Edit **hive-site.xml** and append the following lines between the <configuration> and </configuration> tags:

<property>

<name>javax.jdo.option.ConnectionURL</name>

<value>jdbc:derby://localhost:1527/metastore\_db;create=true </value>

<description>JDBC connect string for a JDBC metastore </description>

</property>

Create a file named jpox.properties and add the following lines into it:

javax.jdo.PersistenceManagerFactoryClass =

org.jpox.PersistenceManagerFactoryImpl

org.jpox.autoCreateSchema = false

org.jpox.validateTables = false

org.jpox.validateColumns = false

org.jpox.validateConstraints = false

org.jpox.storeManagerType = rdbms

org.jpox.autoCreateSchema = true

org.jpox.autoStartMechanismMode = checked

org.jpox.transactionIsolation = read\_committed

javax.jdo.option.DetachAllOnCommit = true

javax.jdo.option.NontransactionalRead = true

javax.jdo.option.ConnectionDriverName = org.apache.derby.jdbc.ClientDriver

javax.jdo.option.ConnectionURL = jdbc:derby://hadoop1:1527/metastore\_db;create = true

javax.jdo.option.ConnectionUserName = APP

javax.jdo.option.ConnectionPassword = mine

## Step 8: Verifying Hive Installation

Before running Hive, you need to create the **/tmp** folder and a separate Hive folder in HDFS. Here, we use the **/user/hive/warehouse** folder. You need to set write permission for these newly created folders as shown below:

chmod g+w

Now set them in HDFS before verifying Hive. Use the following commands:

$ $HADOOP\_HOME/bin/hadoop fs -mkdir /tmp

$ $HADOOP\_HOME/bin/hadoop fs -mkdir /user/hive/warehouse

$ $HADOOP\_HOME/bin/hadoop fs -chmod g+w /tmp

$ $HADOOP\_HOME/bin/hadoop fs -chmod g+w /user/hive/warehouse

The following commands are used to verify Hive installation:

$ cd $HIVE\_HOME

$ bin/hive

On successful installation of Hive, you get to see the following response:

Logging initialized using configuration in jar:file:/home/hadoop/hive-0.9.0/lib/hive-common-0.9.0.jar!/hive-log4j.properties

Hive history file=/tmp/hadoop/hive\_job\_log\_hadoop\_201312121621\_1494929084.txt

………………….

hive>

The following sample command is executed to display all the tables:

hive> show tables;

OK

Time taken: 2.798 seconds

hive>

This chapter takes you through the different data types in Hive, which are involved in the table creation. All the data types in Hive are classified into four types, given as follows:

* Column Types
* Literals
* Null Values
* Complex Types

Column Types

Column type are used as column data types of Hive. They are as follows:

Integral Types

Integer type data can be specified using integral data types, INT. When the data range exceeds the range of INT, you need to use BIGINT and if the data range is smaller than the INT, you use SMALLINT. TINYINT is smaller than SMALLINT.

The following table depicts various INT data types:

|  |  |  |
| --- | --- | --- |
| **Type** | **Postfix** | **Example** |
| TINYINT | Y | 10Y |
| SMALLINT | S | 10S |
| INT | - | 10 |
| BIGINT | L | 10L |

String Types

String type data types can be specified using single quotes (' ') or double quotes (" "). It contains two data types: VARCHAR and CHAR. Hive follows C-types escape characters.

The following table depicts various CHAR data types:

|  |  |
| --- | --- |
| **Data Type** | **Length** |
| VARCHAR | 1 to 65355 |
| CHAR | 255 |

Timestamp

It supports traditional UNIX timestamp with optional nanosecond precision. It supports java.sql.Timestamp format “YYYY-MM-DD HH:MM:SS.fffffffff” and format “yyyy-mm-dd hh:mm:ss.ffffffffff”.

Dates

DATE values are described in year/month/day format in the form {{YYYY-MM-DD}}.

Decimals

The DECIMAL type in Hive is as same as Big Decimal format of Java. It is used for representing immutable arbitrary precision. The syntax and example is as follows:

DECIMAL(precision, scale)

decimal(10,0)

Union Types

Union is a collection of heterogeneous data types. You can create an instance using **create union**. The syntax and example is as follows:

UNIONTYPE<int, double, array<string>, struct<a:int,b:string>>

{0:1}

{1:2.0}

{2:["three","four"]}

{3:{"a":5,"b":"five"}}

{2:["six","seven"]}

{3:{"a":8,"b":"eight"}}

{0:9}

{1:10.0}

Literals

The following literals are used in Hive:

Floating Point Types

Floating point types are nothing but numbers with decimal points. Generally, this type of data is composed of DOUBLE data type.

Decimal Type

Decimal type data is nothing but floating point value with higher range than DOUBLE data type. The range of decimal type is approximately -10-308 to 10308.

Null Value

Missing values are represented by the special value NULL.

Complex Types

The Hive complex data types are as follows:

Arrays

Arrays in Hive are used the same way they are used in Java.

Syntax: ARRAY<data\_type>

Maps

Maps in Hive are similar to Java Maps.

Syntax: MAP<primitive\_type, data\_type>

Structs

Structs in Hive is similar to using complex data with comment.

Syntax: STRUCT<col\_name : data\_type [COMMENT col\_comment], ...>

Hive is a database technology that can define databases and tables to analyze structured data. The theme for structured data analysis is to store the data in a tabular manner, and pass queries to analyze it. This chapter explains how to create Hive database. Hive contains a default database named **default**.

## Create Database Statement

Create Database is a statement used to create a database in Hive. A database in Hive is a **namespace** or a collection of tables. The **syntax** for this statement is as follows:

CREATE DATABASE|SCHEMA [IF NOT EXISTS] <database name>

Here, IF NOT EXISTS is an optional clause, which notifies the user that a database with the same name already exists. We can use SCHEMA in place of DATABASE in this command. The following query is executed to create a database named **userdb**:

hive> CREATE DATABASE [IF NOT EXISTS] userdb;

**or**

hive> CREATE SCHEMA userdb;

The following query is used to verify a databases list:

hive> SHOW DATABASES;

default

userdb

### JDBC Program

The JDBC program to create a database is given below.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveCreateDb {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/default", "", "");

Statement stmt = con.createStatement();

stmt.executeQuery("CREATE DATABASE userdb");

System.out.println(“Database userdb created successfully.”);

con.close();

}

}

Save the program in a file named HiveCreateDb.java. The following commands are used to compile and execute this program.

$ javac HiveCreateDb.java

$ java HiveCreateDb

### Output:

Database userdb created successfully.

This chapter describes how to drop a database in Hive. The usage of SCHEMA and DATABASE are same.

## Drop Database Statement

Drop Database is a statement that drops all the tables and deletes the database. Its syntax is as follows:

DROP DATABASE StatementDROP (DATABASE|SCHEMA) [IF EXISTS] database\_name

[RESTRICT|CASCADE];

The following queries are used to drop a database. Let us assume that the database name is **userdb**.

hive> DROP DATABASE IF EXISTS userdb;

The following query drops the database using **CASCADE**. It means dropping respective tables before dropping the database.

hive> DROP DATABASE IF EXISTS userdb CASCADE;

The following query drops the database using **SCHEMA**.

hive> DROP SCHEMA userdb;

This clause was added in Hive 0.6.

### JDBC Program

The JDBC program to drop a database is given below.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveDropDb {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/default", "", "");

Statement stmt = con.createStatement();

stmt.executeQuery("DROP DATABASE userdb");

System.out.println(“Drop userdb database successful.”);

con.close();

}

}

Save the program in a file named HiveDropDb.java. Given below are the commands to compile and execute this program.

$ javac HiveDropDb.java

$ java HiveDropDb

### Output:

Drop userdb database successful.

This chapter explains how to create a table and how to insert data into it. The conventions of creating a table in HIVE is quite similar to creating a table using SQL.

Create Table Statement

Create Table is a statement used to create a table in Hive. The syntax and example are as follows:

Syntax

CREATE [TEMPORARY] [EXTERNAL] TABLE [IF NOT EXISTS] [db\_name.] table\_name

[(col\_name data\_type [COMMENT col\_comment], ...)]

[COMMENT table\_comment]

[ROW FORMAT row\_format]

[STORED AS file\_format]

Example

Let us assume you need to create a table named **employee** using **CREATE TABLE** statement. The following table lists the fields and their data types in employee table:

|  |  |  |
| --- | --- | --- |
| **Sr.No** | **Field Name** | **Data Type** |
| 1 | Eid | int |
| 2 | Name | String |
| 3 | Salary | Float |
| 4 | Designation | string |

The following data is a Comment, Row formatted fields such as Field terminator, Lines terminator, and Stored File type.

COMMENT ‘Employee details’

FIELDS TERMINATED BY ‘\t’

LINES TERMINATED BY ‘\n’

STORED IN TEXT FILE

The following query creates a table named **employee** using the above data.

hive> CREATE TABLE IF NOT EXISTS employee ( eid int, name String,

salary String, destination String)

COMMENT ‘Employee details’

ROW FORMAT DELIMITED

FIELDS TERMINATED BY ‘\t’

LINES TERMINATED BY ‘\n’

STORED AS TEXTFILE;

If you add the option IF NOT EXISTS, Hive ignores the statement in case the table already exists.

On successful creation of table, you get to see the following response:

OK

Time taken: 5.905 seconds

hive>

JDBC Program

The JDBC program to create a table is given example.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveCreateTable {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("CREATE TABLE IF NOT EXISTS "

+" employee ( eid int, name String, "

+" salary String, destignation String)"

+" COMMENT ‘Employee details’"

+" ROW FORMAT DELIMITED"

+" FIELDS TERMINATED BY ‘\t’"

+" LINES TERMINATED BY ‘\n’"

+" STORED AS TEXTFILE;");

System.out.println(“ Table employee created.”);

con.close();

}

}

Save the program in a file named HiveCreateDb.java. The following commands are used to compile and execute this program.

$ javac HiveCreateDb.java

$ java HiveCreateDb

Output

Table employee created.

Load Data Statement

Generally, after creating a table in SQL, we can insert data using the Insert statement. But in Hive, we can insert data using the LOAD DATA statement.

While inserting data into Hive, it is better to use LOAD DATA to store bulk records. There are two ways to load data: one is from local file system and second is from Hadoop file system.

Syntax

The syntax for load data is as follows:

LOAD DATA [LOCAL] INPATH 'filepath' [OVERWRITE] INTO TABLE tablename

[PARTITION (partcol1=val1, partcol2=val2 ...)]

* LOCAL is identifier to specify the local path. It is optional.
* OVERWRITE is optional to overwrite the data in the table.
* PARTITION is optional.

Example

We will insert the following data into the table. It is a text file named **sample.txt** in **/home/user** directory.

1201 Gopal 45000 Technical manager

1202 Manisha 45000 Proof reader

1203 Masthanvali 40000 Technical writer

1204 Kiran 40000 Hr Admin

1205 Kranthi 30000 Op Admin

The following query loads the given text into the table.

hive> LOAD DATA LOCAL INPATH '/home/user/sample.txt'

OVERWRITE INTO TABLE employee;

On successful download, you get to see the following response:

OK

Time taken: 15.905 seconds

hive>

JDBC Program

Given below is the JDBC program to load given data into the table.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveLoadData {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("LOAD DATA LOCAL INPATH '/home/user/sample.txt'" + "OVERWRITE INTO TABLE employee;");

System.out.println("Load Data into employee successful");

con.close();

}

}

Save the program in a file named HiveLoadData.java. Use the following commands to compile and execute this program.

$ javac HiveLoadData.java

$ java HiveLoadData

Output:

Load Data into employee successful

This chapter explains how to alter the attributes of a table such as changing its table name, changing column names, adding columns, and deleting or replacing columns.

## Alter Table Statement

It is used to alter a table in Hive.

### Syntax

The statement takes any of the following syntaxes based on what attributes we wish to modify in a table.

ALTER TABLE name RENAME TO new\_name

ALTER TABLE name ADD COLUMNS (col\_spec[, col\_spec ...])

ALTER TABLE name DROP [COLUMN] column\_name

ALTER TABLE name CHANGE column\_name new\_name new\_type

ALTER TABLE name REPLACE COLUMNS (col\_spec[, col\_spec ...])

## Rename To… Statement

The following query renames the table from **employee** to **emp**.

hive> ALTER TABLE employee RENAME TO emp;

### JDBC Program

The JDBC program to rename a table is as follows.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveAlterRenameTo {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("ALTER TABLE employee RENAME TO emp;");

System.out.println("Table Renamed Successfully");

con.close();

}

}

Save the program in a file named HiveAlterRenameTo.java. Use the following commands to compile and execute this program.

$ javac HiveAlterRenameTo.java

$ java HiveAlterRenameTo

### Output:

Table renamed successfully.

## Change Statement

The following table contains the fields of **employee** table and it shows the fields to be changed (in bold).

|  |  |  |  |
| --- | --- | --- | --- |
| **Field Name** | **Convert from Data Type** | **Change Field Name** | **Convert to Data Type** |
| eid | int | eid | int |
| **name** | String | **ename** | String |
| salary | **Float** | salary | **Double** |
| designation | String | designation | String |

The following queries rename the column name and column data type using the above data:

hive> ALTER TABLE employee CHANGE name ename String;

hive> ALTER TABLE employee CHANGE salary salary Double;

### JDBC Program

Given below is the JDBC program to change a column.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveAlterChangeColumn {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("ALTER TABLE employee CHANGE name ename String;");

stmt.executeQuery("ALTER TABLE employee CHANGE salary salary Double;");

System.out.println("Change column successful.");

con.close();

}

}

Save the program in a file named HiveAlterChangeColumn.java. Use the following commands to compile and execute this program.

$ javac HiveAlterChangeColumn.java

$ java HiveAlterChangeColumn

### Output:

Change column successful.

## Add Columns Statement

The following query adds a column named dept to the employee table.

hive> ALTER TABLE employee ADD COLUMNS (

dept STRING COMMENT 'Department name');

## JDBC Program

The JDBC program to add a column to a table is given below.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveAlterAddColumn {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("ALTER TABLE employee ADD COLUMNS " + " (dept STRING COMMENT 'Department name');");

System.out.prinln("Add column successful.");

con.close();

}

}

Save the program in a file named HiveAlterAddColumn.java. Use the following commands to compile and execute this program.

$ javac HiveAlterAddColumn.java

$ java HiveAlterAddColumn

### Output:

Add column successful.

## Replace Statement

The following query deletes all the columns from the **employee** table and replaces it with **emp** and **name** columns:

hive> ALTER TABLE employee REPLACE COLUMNS (

eid INT empid Int,

ename STRING name String);

## JDBC Program

Given below is the JDBC program to replace **eid** column with **empid** and **ename**column with **name**.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveAlterReplaceColumn {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("ALTER TABLE employee REPLACE COLUMNS "

+" (eid INT empid Int,"

+" ename STRING name String);");

System.out.println(" Replace column successful");

con.close();

}

}

Save the program in a file named HiveAlterReplaceColumn.java. Use the following commands to compile and execute this program.

$ javac HiveAlterReplaceColumn.java

$ java HiveAlterReplaceColumn

### Output:

Replace column successful

This chapter describes how to drop a table in Hive. When you drop a table from Hive Metastore, it removes the table/column data and their metadata. It can be a normal table (stored in Metastore) or an external table (stored in local file system); Hive treats both in the same manner, irrespective of their types.

## Drop Table Statement

The syntax is as follows:

DROP TABLE [IF EXISTS] table\_name;

The following query drops a table named **employee**:

hive> DROP TABLE IF EXISTS employee;

On successful execution of the query, you get to see the following response:

OK

Time taken: 5.3 seconds

hive>

### JDBC Program

The following JDBC program drops the employee table.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveDropTable {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

stmt.executeQuery("DROP TABLE IF EXISTS employee;");

System.out.println("Drop table successful.");

con.close();

}

}

Save the program in a file named HiveDropTable.java. Use the following commands to compile and execute this program.

$ javac HiveDropTable.java

$ java HiveDropTable

### Output:

Drop table successful

The following query is used to verify the list of tables:

hive> SHOW TABLES;

emp

ok

Time taken: 2.1 seconds

hive>

Hive organizes tables into partitions. It is a way of dividing a table into related parts based on the values of partitioned columns such as date, city, and department. Using partition, it is easy to query a portion of the data.

Tables or partitions are sub-divided into **buckets,** to provide extra structure to the data that may be used for more efficient querying. Bucketing works based on the value of hash function of some column of a table.

For example, a table named **Tab1** contains employee data such as id, name, dept, and yoj (i.e., year of joining). Suppose you need to retrieve the details of all employees who joined in 2012. A query searches the whole table for the required information. However, if you partition the employee data with the year and store it in a separate file, it reduces the query processing time. The following example shows how to partition a file and its data:

The following file contains employeedata table.

/tab1/employeedata/file1

id, name, dept, yoj

1, gopal, TP, 2012

2, kiran, HR, 2012

3, kaleel,SC, 2013

4, Prasanth, SC, 2013

The above data is partitioned into two files using year.

/tab1/employeedata/2012/file2

1, gopal, TP, 2012

2, kiran, HR, 2012

/tab1/employeedata/2013/file3

3, kaleel,SC, 2013

4, Prasanth, SC, 2013

## Adding a Partition

We can add partitions to a table by altering the table. Let us assume we have a table called **employee** with fields such as Id, Name, Salary, Designation, Dept, and yoj.

### Syntax:

ALTER TABLE table\_name ADD [IF NOT EXISTS] PARTITION partition\_spec

[LOCATION 'location1'] partition\_spec [LOCATION 'location2'] ...;

partition\_spec:

: (p\_column = p\_col\_value, p\_column = p\_col\_value, ...)

The following query is used to add a partition to the employee table.

hive> ALTER TABLE employee

> ADD PARTITION (year=’2013’)

> location '/2012/part2012';

## Renaming a Partition

The syntax of this command is as follows.

ALTER TABLE table\_name PARTITION partition\_spec RENAME TO PARTITION partition\_spec;

The following query is used to rename a partition:

hive> ALTER TABLE employee PARTITION (year=’1203’)

> RENAME TO PARTITION (Yoj=’1203’);

## Dropping a Partition

The following syntax is used to drop a partition:

ALTER TABLE table\_name DROP [IF EXISTS] PARTITION partition\_spec, PARTITION partition\_spec,...;

The following query is used to drop a partition:

hive> ALTER TABLE employee DROP [IF EXISTS]

> PARTITION (year=’1203’);

This chapter explains the built-in operators of Hive. There are four types of operators in Hive:

* Relational Operators
* Arithmetic Operators
* Logical Operators
* Complex Operators

Relational Operators

These operators are used to compare two operands. The following table describes the relational operators available in Hive:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Operand** | **Description** |
| A = B | all primitive types | TRUE if expression A is equivalent to expression B otherwise FALSE. |
| A != B | all primitive types | TRUE if expression A is not equivalent to expression B otherwise FALSE. |
| A < B | all primitive types | TRUE if expression A is less than expression B otherwise FALSE. |
| A <= B | all primitive types | TRUE if expression A is less than or equal to expression B otherwise FALSE. |
| A > B | all primitive types | TRUE if expression A is greater than expression B otherwise FALSE. |
| A >= B | all primitive types | TRUE if expression A is greater than or equal to expression B otherwise FALSE. |
| A IS NULL | all types | TRUE if expression A evaluates to NULL otherwise FALSE. |
| A IS NOT NULL | all types | FALSE if expression A evaluates to NULL otherwise TRUE. |
| A LIKE B | Strings | TRUE if string pattern A matches to B otherwise FALSE. |
| A RLIKE B | Strings | NULL if A or B is NULL, TRUE if any substring of A matches the Java regular expression B , otherwise FALSE. |
| A REGEXP B | Strings | Same as RLIKE. |

Example

Let us assume the **employee** table is composed of fields named Id, Name, Salary, Designation, and Dept as shown below. Generate a query to retrieve the employee details whose Id is 1205.

+-----+--------------+--------+---------------------------+------+

| Id | Name | Salary | Designation | Dept |

+-----+--------------+------------------------------------+------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

|1205 | Kranthi | 30000 | Op Admin | Admin|

+-----+--------------+--------+---------------------------+------+

The following query is executed to retrieve the employee details using the above table:

hive> SELECT \* FROM employee WHERE Id=1205;

On successful execution of query, you get to see the following response:

+-----+-----------+-----------+----------------------------------+

| ID | Name | Salary | Designation | Dept |

+-----+---------------+-------+----------------------------------+

|1205 | Kranthi | 30000 | Op Admin | Admin |

+-----+-----------+-----------+----------------------------------+

The following query is executed to retrieve the employee details whose salary is more than or equal to Rs 40000.

hive> SELECT \* FROM employee WHERE Salary>=40000;

On successful execution of query, you get to see the following response:

+-----+------------+--------+----------------------------+------+

| ID | Name | Salary | Designation | Dept |

+-----+------------+--------+----------------------------+------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali| 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

+-----+------------+--------+----------------------------+------+

Arithmetic Operators

These operators support various common arithmetic operations on the operands. All of them return number types. The following table describes the arithmetic operators available in Hive:

|  |  |  |
| --- | --- | --- |
| **Operators** | **Operand** | **Description** |
| A + B | all number types | Gives the result of adding A and B. |
| A - B | all number types | Gives the result of subtracting B from A. |
| A \* B | all number types | Gives the result of multiplying A and B. |
| A / B | all number types | Gives the result of dividing B from A. |
| A % B | all number types | Gives the reminder resulting from dividing A by B. |
| A & B | all number types | Gives the result of bitwise AND of A and B. |
| A | B | all number types | Gives the result of bitwise OR of A and B. |
| A ^ B | all number types | Gives the result of bitwise XOR of A and B. |
| ~A | all number types | Gives the result of bitwise NOT of A. |

Example

The following query adds two numbers, 20 and 30.

hive> SELECT 20+30 ADD FROM temp;

On successful execution of the query, you get to see the following response:

+--------+

| ADD |

+--------+

| 50 |

+--------+

Logical Operators

The operators are logical expressions. All of them return either TRUE or FALSE.

|  |  |  |
| --- | --- | --- |
| **Operators** | **Operands** | **Description** |
| A AND B | boolean | TRUE if both A and B are TRUE, otherwise FALSE. |
| A && B | boolean | Same as A AND B. |
| A OR B | boolean | TRUE if either A or B or both are TRUE, otherwise FALSE. |
| A || B | boolean | Same as A OR B. |
| NOT A | boolean | TRUE if A is FALSE, otherwise FALSE. |
| !A | boolean | Same as NOT A. |

Example

The following query is used to retrieve employee details whose Department is TP and Salary is more than Rs 40000.

hive> SELECT \* FROM employee WHERE Salary>40000 && Dept=TP;

On successful execution of the query, you get to see the following response:

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

+------+--------------+-------------+-------------------+--------+

Complex Operators

These operators provide an expression to access the elements of Complex Types.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Operand** | **Description** |
| A[n] | A is an Array and n is an int | It returns the nth element in the array A. The first element has index 0. |
| M[key] | M is a Map<K, V> and key has type K | It returns the value corresponding to the key in the map. |
| S.x | S is a struct | It returns the x field of S. |

This chapter explains the built-in functions available in Hive. The functions look quite similar to SQL functions, except for their usage.

## Built-In Functions

Hive supports the following built-in functions:

|  |  |  |
| --- | --- | --- |
| **Return Type** | **Signature** | **Description** |
| BIGINT | round(double a) | It returns the rounded BIGINT value of the double. |
| BIGINT | floor(double a) | It returns the maximum BIGINT value that is equal or less than the double. |
| BIGINT | ceil(double a) | It returns the minimum BIGINT value that is equal or greater than the double. |
| double | rand(), rand(int seed) | It returns a random number that changes from row to row. |
| string | concat(string A, string B,...) | It returns the string resulting from concatenating B after A. |
| string | substr(string A, int start) | It returns the substring of A starting from start position till the end of string A. |
| string | substr(string A, int start, int length) | It returns the substring of A starting from start position with the given length. |
| string | upper(string A) | It returns the string resulting from converting all characters of A to upper case. |
|  |  |  |
| string | ucase(string A) | Same as above. |
| string | lower(string A) | It returns the string resulting from converting all characters of B to lower case. |
| string | lcase(string A) | Same as above. |
| string | trim(string A) | It returns the string resulting from trimming spaces from both ends of A. |
| string | ltrim(string A) | It returns the string resulting from trimming spaces from the beginning (left hand side) of A. |
| string | rtrim(string A) | rtrim(string A) It returns the string resulting from trimming spaces from the end (right hand side) of A. |
| string | regexp\_replace(string A, string B, string C) | It returns the string resulting from replacing all substrings in B that match the Java regular expression syntax with C. |
| int | size(Map<K.V>) | It returns the number of elements in the map type. |
| int | size(Array<T>) | It returns the number of elements in the array type. |
| value of <type> | cast(<expr> as <type>) | It converts the results of the expression expr to <type> e.g. cast('1' as BIGINT) converts the string '1' to it integral representation. A NULL is returned if the conversion does not succeed. |
| string | from\_unixtime(int unixtime) | convert the number of seconds from Unix epoch (1970-01-01 00:00:00 UTC) to a string representing the timestamp of that moment in the current system time zone in the format of "1970-01-01 00:00:00" |
| string | to\_date(string timestamp) | It returns the date part of a timestamp string: to\_date("1970-01-01 00:00:00") = "1970-01-01" |
| int | year(string date) | It returns the year part of a date or a timestamp string: year("1970-01-01 00:00:00") = 1970, year("1970-01-01") = 1970 |
| int | month(string date) | It returns the month part of a date or a timestamp string: month("1970-11-01 00:00:00") = 11, month("1970-11-01") = 11 |
| int | day(string date) | It returns the day part of a date or a timestamp string: day("1970-11-01 00:00:00") = 1, day("1970-11-01") = 1 |
| string | get\_json\_object(string json\_string, string path) | It extracts json object from a json string based on json path specified, and returns json string of the extracted json object. It returns NULL if the input json string is invalid. |

### Example

The following queries demonstrate some built-in functions:

### round() function

hive> SELECT round(2.6) from temp;

On successful execution of query, you get to see the following response:

3.0

### floor() function

hive> SELECT floor(2.6) from temp;

On successful execution of the query, you get to see the following response:

2.0

### ceil() function

hive> SELECT ceil(2.6) from temp;

On successful execution of the query, you get to see the following response:

3.0

## Aggregate Functions

Hive supports the following built-in **aggregate functions**. The usage of these functions is as same as the SQL aggregate functions.

|  |  |  |
| --- | --- | --- |
| **Return Type** | **Signature** | **Description** |
| BIGINT | count(\*), count(expr), | count(\*) - Returns the total number of retrieved rows. |
| DOUBLE | sum(col), sum(DISTINCT col) | It returns the sum of the elements in the group or the sum of the distinct values of the column in the group. |
| DOUBLE | avg(col), avg(DISTINCT col) | It returns the average of the elements in the group or the average of the distinct values of the column in the group. |
| DOUBLE | min(col) | It returns the minimum value of the column in the group. |
| DOUBLE | max(col) | It returns the maximum value of the column in the group. |

This chapter describes how to create and manage views. Views are generated based on user requirements. You can save any result set data as a view. The usage of view in Hive is same as that of the view in SQL. It is a standard RDBMS concept. We can execute all DML operations on a view.

## Creating a View

You can create a view at the time of executing a SELECT statement. The syntax is as follows:

CREATE VIEW [IF NOT EXISTS] view\_name [(column\_name [COMMENT column\_comment], ...) ]

[COMMENT table\_comment]

AS SELECT ...

## Example

Let us take an example for view. Assume employee table as given below, with the fields Id, Name, Salary, Designation, and Dept. Generate a query to retrieve the employee details who earn a salary of more than Rs 30000. We store the result in a view named **emp\_30000.**

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

|1205 | Kranthi | 30000 | Op Admin | Admin |

+------+--------------+-------------+-------------------+--------+

The following query retrieves the employee details using the above scenario:

hive> CREATE VIEW emp\_30000 AS

SELECT \* FROM employee

WHERE salary>30000;

## Dropping a View

Use the following syntax to drop a view:

DROP VIEW view\_name

The following query drops a view named as emp\_30000:

hive> DROP VIEW emp\_30000;

## Creating an Index

An Index is nothing but a pointer on a particular column of a table. Creating an index means creating a pointer on a particular column of a table. Its syntax is as follows:

CREATE INDEX index\_name

ON TABLE base\_table\_name (col\_name, ...)

AS 'index.handler.class.name'

[WITH DEFERRED REBUILD]

[IDXPROPERTIES (property\_name=property\_value, ...)]

[IN TABLE index\_table\_name]

[PARTITIONED BY (col\_name, ...)]

[

[ ROW FORMAT ...] STORED AS ...

| STORED BY ...

]

[LOCATION hdfs\_path]

[TBLPROPERTIES (...)]

## Example

Let us take an example for index. Use the same employee table that we have used earlier with the fields Id, Name, Salary, Designation, and Dept. Create an index named index\_salary on the salary column of the employee table.

The following query creates an index:

hive> CREATE INDEX inedx\_salary ON TABLE employee(salary)

AS 'org.apache.hadoop.hive.ql.index.compact.CompactIndexHandler';

It is a pointer to the salary column. If the column is modified, the changes are stored using an index value.

## Dropping an Index

The following syntax is used to drop an index:

DROP INDEX <index\_name> ON <table\_name>

The following query drops an index named index\_salary:

hive> DROP INDEX index\_salary ON employee;

The Hive Query Language (HiveQL) is a query language for Hive to process and analyze structured data in a Metastore. This chapter explains how to use the SELECT statement with WHERE clause.

SELECT statement is used to retrieve the data from a table. WHERE clause works similar to a condition. It filters the data using the condition and gives you a finite result. The built-in operators and functions generate an expression, which fulfils the condition.

## Syntax

Given below is the syntax of the SELECT query:

SELECT [ALL | DISTINCT] select\_expr, select\_expr, ...

FROM table\_reference

[WHERE where\_condition]

[GROUP BY col\_list]

[HAVING having\_condition]

[CLUSTER BY col\_list | [DISTRIBUTE BY col\_list] [SORT BY col\_list]]

[LIMIT number];

## Example

Let us take an example for SELECT…WHERE clause. Assume we have the employee table as given below, with fields named Id, Name, Salary, Designation, and Dept. Generate a query to retrieve the employee details who earn a salary of more than Rs 30000.

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

|1205 | Kranthi | 30000 | Op Admin | Admin |

+------+--------------+-------------+-------------------+--------+

The following query retrieves the employee details using the above scenario:

hive> SELECT \* FROM employee WHERE salary>30000;

On successful execution of the query, you get to see the following response:

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

+------+--------------+-------------+-------------------+--------+

### JDBC Program

The JDBC program to apply where clause for the given example is as follows.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveQLWhere {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

Resultset res = stmt.executeQuery("SELECT \* FROM employee WHERE salary>30000;");

System.out.println("Result:");

System.out.println(" ID \t Name \t Salary \t Designation \t Dept ");

while (res.next()) {

System.out.println(res.getInt(1) + " " + res.getString(2) + " " + res.getDouble(3) + " " + res.getString(4) + " " + res.getString(5));

}

con.close();

}

}

Save the program in a file named HiveQLWhere.java. Use the following commands to compile and execute this program.

$ javac HiveQLWhere.java

$ java HiveQLWhere

### Output:

ID Name Salary Designation Dept

1201 Gopal 45000 Technical manager TP

1202 Manisha 45000 Proofreader PR

1203 Masthanvali 40000 Technical writer TP

1204 Krian 40000 Hr Admin HR

This chapter explains how to use the ORDER BY clause in a SELECT statement. The ORDER BY clause is used to retrieve the details based on one column and sort the result set by ascending or descending order.

## Syntax

Given below is the syntax of the ORDER BY clause:

SELECT [ALL | DISTINCT] select\_expr, select\_expr, ...

FROM table\_reference

[WHERE where\_condition]

[GROUP BY col\_list]

[HAVING having\_condition]

[ORDER BY col\_list]]

[LIMIT number];

## Example

Let us take an example for SELECT...ORDER BY clause. Assume employee table as given below, with the fields named Id, Name, Salary, Designation, and Dept. Generate a query to retrieve the employee details in order by using Department name.

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

|1205 | Kranthi | 30000 | Op Admin | Admin |

+------+--------------+-------------+-------------------+--------+

The following query retrieves the employee details using the above scenario:

hive> SELECT Id, Name, Dept FROM employee ORDER BY DEPT;

On successful execution of the query, you get to see the following response:

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1205 | Kranthi | 30000 | Op Admin | Admin |

|1204 | Krian | 40000 | Hr Admin | HR |

|1202 | Manisha | 45000 | Proofreader | PR |

|1201 | Gopal | 45000 | Technical manager | TP |

|1203 | Masthanvali | 40000 | Technical writer | TP |

+------+--------------+-------------+-------------------+--------+

### JDBC Program

Here is the JDBC program to apply Order By clause for the given example.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveQLOrderBy {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

Resultset res = stmt.executeQuery("SELECT \* FROM employee ORDER BY DEPT;");

System.out.println(" ID \t Name \t Salary \t Designation \t Dept ");

while (res.next()) {

System.out.println(res.getInt(1) + " " + res.getString(2) + " " + res.getDouble(3) + " " + res.getString(4) + " " + res.getString(5));

}

con.close();

}

}

Save the program in a file named HiveQLOrderBy.java. Use the following commands to compile and execute this program.

$ javac HiveQLOrderBy.java

$ java HiveQLOrderBy

### Output:

ID Name Salary Designation Dept

1205 Kranthi 30000 Op Admin Admin

1204 Krian 40000 Hr Admin HR

1202 Manisha 45000 Proofreader PR

1201 Gopal 45000 Technical manager TP

1203 Masthanvali 40000 Technical writer TP

1204 Krian 40000 Hr Admin HR

This chapter explains how to use the ORDER BY clause in a SELECT statement. The ORDER BY clause is used to retrieve the details based on one column and sort the result set by ascending or descending order.

## Syntax

Given below is the syntax of the ORDER BY clause:

SELECT [ALL | DISTINCT] select\_expr, select\_expr, ...

FROM table\_reference

[WHERE where\_condition]

[GROUP BY col\_list]

[HAVING having\_condition]

[ORDER BY col\_list]]

[LIMIT number];

## Example

Let us take an example for SELECT...ORDER BY clause. Assume employee table as given below, with the fields named Id, Name, Salary, Designation, and Dept. Generate a query to retrieve the employee details in order by using Department name.

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 40000 | Hr Admin | HR |

|1205 | Kranthi | 30000 | Op Admin | Admin |

+------+--------------+-------------+-------------------+--------+

The following query retrieves the employee details using the above scenario:

hive> SELECT Id, Name, Dept FROM employee ORDER BY DEPT;

On successful execution of the query, you get to see the following response:

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1205 | Kranthi | 30000 | Op Admin | Admin |

|1204 | Krian | 40000 | Hr Admin | HR |

|1202 | Manisha | 45000 | Proofreader | PR |

|1201 | Gopal | 45000 | Technical manager | TP |

|1203 | Masthanvali | 40000 | Technical writer | TP |

+------+--------------+-------------+-------------------+--------+

### JDBC Program

Here is the JDBC program to apply Order By clause for the given example.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveQLOrderBy {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

Resultset res = stmt.executeQuery("SELECT \* FROM employee ORDER BY DEPT;");

System.out.println(" ID \t Name \t Salary \t Designation \t Dept ");

while (res.next()) {

System.out.println(res.getInt(1) + " " + res.getString(2) + " " + res.getDouble(3) + " " + res.getString(4) + " " + res.getString(5));

}

con.close();

}

}

Save the program in a file named HiveQLOrderBy.java. Use the following commands to compile and execute this program.

$ javac HiveQLOrderBy.java

$ java HiveQLOrderBy

### Output:

ID Name Salary Designation Dept

1205 Kranthi 30000 Op Admin Admin

1204 Krian 40000 Hr Admin HR

1202 Manisha 45000 Proofreader PR

1201 Gopal 45000 Technical manager TP

1203 Masthanvali 40000 Technical writer TP

1204 Krian 40000 Hr Admin HR

This chapter explains the details of GROUP BY clause in a SELECT statement. The GROUP BY clause is used to group all the records in a result set using a particular collection column. It is used to query a group of records.

## Syntax

The syntax of GROUP BY clause is as follows:

SELECT [ALL | DISTINCT] select\_expr, select\_expr, ...

FROM table\_reference

[WHERE where\_condition]

[GROUP BY col\_list]

[HAVING having\_condition]

[ORDER BY col\_list]]

[LIMIT number];

## Example

Let us take an example of SELECT…GROUP BY clause. Assume employee table as given below, with Id, Name, Salary, Designation, and Dept fields. Generate a query to retrieve the number of employees in each department.

+------+--------------+-------------+-------------------+--------+

| ID | Name | Salary | Designation | Dept |

+------+--------------+-------------+-------------------+--------+

|1201 | Gopal | 45000 | Technical manager | TP |

|1202 | Manisha | 45000 | Proofreader | PR |

|1203 | Masthanvali | 40000 | Technical writer | TP |

|1204 | Krian | 45000 | Proofreader | PR |

|1205 | Kranthi | 30000 | Op Admin | Admin |

+------+--------------+-------------+-------------------+--------+

The following query retrieves the employee details using the above scenario.

hive> SELECT Dept,count(\*) FROM employee GROUP BY DEPT;

On successful execution of the query, you get to see the following response:

+------+--------------+

| Dept | Count(\*) |

+------+--------------+

|Admin | 1 |

|PR | 2 |

|TP | 3 |

+------+--------------+

### JDBC Program

Given below is the JDBC program to apply the Group By clause for the given example.

import java.sql.SQLException;

import java.sql.Connection;

import java.sql.ResultSet;

import java.sql.Statement;

import java.sql.DriverManager;

public class HiveQLGroupBy {

private static String driverName = "org.apache.hadoop.hive.jdbc.HiveDriver";

public static void main(String[] args) throws SQLException {

// Register driver and create driver instance

Class.forName(driverName);

// get connection

Connection con = DriverManager.

getConnection("jdbc:hive://localhost:10000/userdb", "", "");

// create statement

Statement stmt = con.createStatement();

// execute statement

Resultset res = stmt.executeQuery(“SELECT Dept,count(\*) ” + “FROM employee GROUP BY DEPT; ”);

System.out.println(" Dept \t count(\*)");

while (res.next()) {

System.out.println(res.getString(1) + " " + res.getInt(2));

}

con.close();

}

}

Save the program in a file named HiveQLGroupBy.java. Use the following commands to compile and execute this program.

$ javac HiveQLGroupBy.java

$ java HiveQLGroupBy

### Output:

Dept Count(\*)

Admin 1

PR 2

TP 3

JOIN is a clause that is used for combining specific fields from two tables by using values common to each one. It is used to combine records from two or more tables in the database. It is more or less similar to SQL JOIN.

Syntax

join\_table:

table\_reference JOIN table\_factor [join\_condition]

| table\_reference {LEFT|RIGHT|FULL} [OUTER] JOIN table\_reference

join\_condition

| table\_reference LEFT SEMI JOIN table\_reference join\_condition

| table\_reference CROSS JOIN table\_reference [join\_condition]

Example

We will use the following two tables in this chapter. Consider the following table named CUSTOMERS..

+----+----------+-----+-----------+----------+

| ID | NAME | AGE | ADDRESS | SALARY |

+----+----------+-----+-----------+----------+

| 1 | Ramesh | 32 | Ahmedabad | 2000.00 |

| 2 | Khilan | 25 | Delhi | 1500.00 |

| 3 | kaushik | 23 | Kota | 2000.00 |

| 4 | Chaitali | 25 | Mumbai | 6500.00 |

| 5 | Hardik | 27 | Bhopal | 8500.00 |

| 6 | Komal | 22 | MP | 4500.00 |

| 7 | Muffy | 24 | Indore | 10000.00 |

+----+----------+-----+-----------+----------+

Consider another table ORDERS as follows:

+-----+---------------------+-------------+--------+

|OID | DATE | CUSTOMER\_ID | AMOUNT |

+-----+---------------------+-------------+--------+

| 102 | 2009-10-08 00:00:00 | 3 | 3000 |

| 100 | 2009-10-08 00:00:00 | 3 | 1500 |

| 101 | 2009-11-20 00:00:00 | 2 | 1560 |

| 103 | 2008-05-20 00:00:00 | 4 | 2060 |

+-----+---------------------+-------------+--------+

There are different types of joins given as follows:

* JOIN
* LEFT OUTER JOIN
* RIGHT OUTER JOIN
* FULL OUTER JOIN

JOIN

JOIN clause is used to combine and retrieve the records from multiple tables. JOIN is same as OUTER JOIN in SQL. A JOIN condition is to be raised using the primary keys and foreign keys of the tables.

The following query executes JOIN on the CUSTOMER and ORDER tables, and retrieves the records:

hive> SELECT c.ID, c.NAME, c.AGE, o.AMOUNT

FROM CUSTOMERS c JOIN ORDERS o

ON (c.ID = o.CUSTOMER\_ID);

On successful execution of the query, you get to see the following response:

+----+----------+-----+--------+

| ID | NAME | AGE | AMOUNT |

+----+----------+-----+--------+

| 3 | kaushik | 23 | 3000 |

| 3 | kaushik | 23 | 1500 |

| 2 | Khilan | 25 | 1560 |

| 4 | Chaitali | 25 | 2060 |

+----+----------+-----+--------+

LEFT OUTER JOIN

The HiveQL LEFT OUTER JOIN returns all the rows from the left table, even if there are no matches in the right table. This means, if the ON clause matches 0 (zero) records in the right table, the JOIN still returns a row in the result, but with NULL in each column from the right table.

A LEFT JOIN returns all the values from the left table, plus the matched values from the right table, or NULL in case of no matching JOIN predicate.

The following query demonstrates LEFT OUTER JOIN between CUSTOMER and ORDER tables:

hive> SELECT c.ID, c.NAME, o.AMOUNT, o.DATE

FROM CUSTOMERS c

LEFT OUTER JOIN ORDERS o

ON (c.ID = o.CUSTOMER\_ID);

On successful execution of the query, you get to see the following response:

+----+----------+--------+---------------------+

| ID | NAME | AMOUNT | DATE |

+----+----------+--------+---------------------+

| 1 | Ramesh | NULL | NULL |

| 2 | Khilan | 1560 | 2009-11-20 00:00:00 |

| 3 | kaushik | 3000 | 2009-10-08 00:00:00 |

| 3 | kaushik | 1500 | 2009-10-08 00:00:00 |

| 4 | Chaitali | 2060 | 2008-05-20 00:00:00 |

| 5 | Hardik | NULL | NULL |

| 6 | Komal | NULL | NULL |

| 7 | Muffy | NULL | NULL |

+----+----------+--------+---------------------+

RIGHT OUTER JOIN

The HiveQL RIGHT OUTER JOIN returns all the rows from the right table, even if there are no matches in the left table. If the ON clause matches 0 (zero) records in the left table, the JOIN still returns a row in the result, but with NULL in each column from the left table.

A RIGHT JOIN returns all the values from the right table, plus the matched values from the left table, or NULL in case of no matching join predicate.

The following query demonstrates RIGHT OUTER JOIN between the CUSTOMER and ORDER tables.

notranslate"> hive> SELECT c.ID, c.NAME, o.AMOUNT, o.DATE FROM CUSTOMERS c RIGHT OUTER JOIN ORDERS o ON (c.ID = o.CUSTOMER\_ID);

On successful execution of the query, you get to see the following response:

+------+----------+--------+---------------------+

| ID | NAME | AMOUNT | DATE |

+------+----------+--------+---------------------+

| 3 | kaushik | 3000 | 2009-10-08 00:00:00 |

| 3 | kaushik | 1500 | 2009-10-08 00:00:00 |

| 2 | Khilan | 1560 | 2009-11-20 00:00:00 |

| 4 | Chaitali | 2060 | 2008-05-20 00:00:00 |

+------+----------+--------+---------------------+

FULL OUTER JOIN

The HiveQL FULL OUTER JOIN combines the records of both the left and the right outer tables that fulfil the JOIN condition. The joined table contains either all the records from both the tables, or fills in NULL values for missing matches on either side.

The following query demonstrates FULL OUTER JOIN between CUSTOMER and ORDER tables:

hive> SELECT c.ID, c.NAME, o.AMOUNT, o.DATE

FROM CUSTOMERS c

FULL OUTER JOIN ORDERS o

ON (c.ID = o.CUSTOMER\_ID);

On successful execution of the query, you get to see the following response:

+------+----------+--------+---------------------+

| ID | NAME | AMOUNT | DATE |

+------+----------+--------+---------------------+

| 1 | Ramesh | NULL | NULL |

| 2 | Khilan | 1560 | 2009-11-20 00:00:00 |

| 3 | kaushik | 3000 | 2009-10-08 00:00:00 |

| 3 | kaushik | 1500 | 2009-10-08 00:00:00 |

| 4 | Chaitali | 2060 | 2008-05-20 00:00:00 |

| 5 | Hardik | NULL | NULL |

| 6 | Komal | NULL | NULL |

| 7 | Muffy | NULL | NULL |

| 3 | kaushik | 3000 | 2009-10-08 00:00:00 |

| 3 | kaushik | 1500 | 2009-10-08 00:00:00 |

| 2 | Khilan | 1560 | 2009-11-20 00:00:00 |

| 4 | Chaitali | 2060 | 2008-05-20 00:00:00 |

+------+----------+--------+---------------------+

# **Hive Tutorial**

* [Hive Tutorial](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-HiveTutorial)
* [Concepts](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Concepts)
  + [What Is Hive](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-WhatIsHive)
  + [What Hive Is NOT](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-WhatHiveIsNOT)
  + [Getting Started](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-GettingStarted)
  + [Data Units](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-DataUnits)
  + [Type System](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-TypeSystem)
  + [Built In Operators and Functions](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-BuiltInOperatorsandFunctions)
  + [Language Capabilities](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-LanguageCapabilities)
* [Usage and Examples](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-UsageandExamples)
  + [Creating, Showing, Altering, and Dropping Tables](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Creating,Showing,Altering,andDroppingTables)
  + [Loading Data](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-LoadingData)
  + [Querying and Inserting Data](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-QueryingandInsertingData)

# **Concepts**

## What Is Hive

Hive is a data warehousing infrastructure based on [Apache Hadoop](http://hadoop.apache.org/). Hadoop provides massive scale out and fault tolerance capabilities for data storage and processing on commodity hardware.

Hive is designed to enable easy data summarization, ad-hoc querying and analysis of large volumes of data. It provides SQL which enables users to do ad-hoc querying, summarization and data analysis easily. At the same time, Hive's SQL gives users multiple places to integrate their own functionality to do custom analysis, such as User Defined Functions (UDFs).

## What Hive Is NOT

Hive is not designed for online transaction processing.  It is best used for traditional data warehousing tasks.

## Getting Started

For details on setting up Hive, HiveServer2, and Beeline, please refer to the [GettingStarted](https://cwiki.apache.org/confluence/display/Hive/GettingStarted) guide.

[Books about Hive](https://cwiki.apache.org/confluence/display/Hive/Books+about+Hive) lists some books that may also be helpful for getting started with Hive.

In the following sections we provide a tutorial on the capabilities of the system. We start by describing the concepts of data types, tables, and partitions (which are very similar to what you would find in a traditional relational DBMS) and then illustrate the capabilities of Hive with the help of some examples.

## Data Units

In the order of granularity - Hive data is organized into:

* **Databases**: Namespaces function to avoid naming conflicts for tables, views, partitions, columns, and so on.  Databases can also be used to enforce security for a user or group of users.
* **Tables**: Homogeneous units of data which have the same schema. An example of a table could be page\_views table, where each row could comprise of the following columns (schema):
  + timestamp—which is of INT type that corresponds to a UNIX timestamp of when the page was viewed.
  + userid —which is of BIGINT type that identifies the user who viewed the page.
  + page\_url—which is of STRING type that captures the location of the page.
  + referer\_url—which is of STRING that captures the location of the page from where the user arrived at the current page.
  + IP—which is of STRING type that captures the IP address from where the page request was made.
* **Partitions**: Each Table can have one or more partition Keys which determines how the data is stored. Partitions—apart from being storage units—also allow the user to efficiently identify the rows that satisfy a specified criteria; for example, a date\_partition of type STRING and country\_partition of type STRING. Each unique value of the partition keys defines a partition of the Table. For example, all "US" data from "2009-12-23" is a partition of the page\_views table. Therefore, if you run analysis on only the "US" data for 2009-12-23, you can run that query only on the relevant partition of the table, thereby speeding up the analysis significantly. Note however, that just because a partition is named 2009-12-23 does not mean that it contains all or only data from that date; partitions are named after dates for convenience; it is the user's job to guarantee the relationship between partition name and data content! Partition columns are virtual columns, they are not part of the data itself but are derived on load.
* **Buckets** (or **Clusters**): Data in each partition may in turn be divided into Buckets based on the value of a hash function of some column of the Table. For example the page\_views table may be bucketed by userid, which is one of the columns, other than the partitions columns, of the page\_view table. These can be used to efficiently sample the data.

Note that it is not necessary for tables to be partitioned or bucketed, but these abstractions allow the system to prune large quantities of data during query processing, resulting in faster query execution.

## Type System

Hive supports primitive and complex data types, as described below. See [Hive Data Types](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+Types) for additional information.

### Primitive Types

* Types are associated with the columns in the tables. The following Primitive types are supported:
* Integers
  + TINYINT—1 byte integer
  + SMALLINT—2 byte integer
  + INT—4 byte integer
  + BIGINT—8 byte integer
* Boolean type
  + BOOLEAN—TRUE/FALSE
* Floating point numbers
  + FLOAT—single precision
  + DOUBLE—Double precision
* Fixed point numbers
  + DECIMAL—a fixed point value of user defined scale and precision
* String types
  + STRING—sequence of characters in a specified character set
  + VARCHAR—sequence of characters in a specified character set with a maximum length
  + CHAR—sequence of characters in a specified character set with a defined length
* Date and time types
  + TIMESTAMP— a specific point in time, up to nanosecond precision
  + DATE—a date
* Binary types
  + BINARY—a sequence of bytes

The Types are organized in the following hierarchy (where the parent is a super type of all the children instances):

* Type

|  |
| --- |
| Primitive Type |

|  |
| --- |
| Number |

|  |
| --- |
| DOUBLE |

|  |
| --- |
| FLOAT |

|  |
| --- |
| BIGINT |

|  |
| --- |
| INT |

|  |
| --- |
| SMALLINT |

|  |
| --- |
| TINYINT |

|  |
| --- |
| STRING |

|  |
| --- |
| BOOLEAN |

This type hierarchy defines how the types are implicitly converted in the query language. Implicit conversion is allowed for types from child to an ancestor. So when a query expression expects type1 and the data is of type2, type2 is implicitly converted to type1 if type1 is an ancestor of type2 in the type hierarchy. Note that the type hierarchy allows the implicit conversion of STRING to DOUBLE.

Explicit type conversion can be done using the cast operator as shown in the [#Built In Functions](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-BuiltInFunctions) section below.

### Complex Types

Complex Types can be built up from primitive types and other composite types using:

* Structs: the elements within the type can be accessed using the DOT (.) notation. For example, for a column c of type STRUCT {a INT; b INT}, the a field is accessed by the expression c.a
* Maps (key-value tuples): The elements are accessed using ['element name'] notation. For example in a map M comprising of a mapping from 'group' -> gid the gid value can be accessed using M['group']
* Arrays (indexable lists): The elements in the array have to be in the same type. Elements can be accessed using the [n] notation where n is an index (zero-based) into the array. For example, for an array A having the elements ['a', 'b', 'c'], A[1] retruns 'b'.

Using the primitive types and the constructs for creating complex types, types with arbitrary levels of nesting can be created. For example, a type User may comprise of the following fields:

* gender—which is a STRING.
* active—which is a BOOLEAN.

## Built In Operators and Functions

The operators and functions listed below are not necessarily up to date. ([Hive Operators and UDFs](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+UDF) has more current information.) In [Beeline](https://cwiki.apache.org/confluence/display/Hive/HiveServer2+Clients#HiveServer2Clients-Beeline–NewCommandLineShell) or the Hive [CLI](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+Cli), use these commands to show the latest documentation:

|  |
| --- |
| SHOW FUNCTIONS;  DESCRIBE FUNCTION <function\_name>;  DESCRIBE FUNCTION EXTENDED <function\_name>; |

**Case-insensitive**

All Hive keywords are case-insensitive, including the names of Hive operators and functions.

### Built In Operators

* **Relational Operators**—The following operators compare the passed operands and generate a TRUE or FALSE value, depending on whether the comparison between the operands holds or not.

| **Relational Operator** | **Operand types** | **Description** |
| --- | --- | --- |
| A = B | all primitive types | TRUE if expression A is equivalent to expression B; otherwise FALSE |
| A != B | all primitive types | TRUE if expression A is not equivalent to expression B; otherwise FALSE |
| A < B | all primitive types | TRUE if expression A is less than expression B; otherwise FALSE |
| A <= B | all primitive types | TRUE if expression A is less than or equal to expression B; otherwise FALSE |
| A > B | all primitive types | TRUE if expression A is greater than expression B] otherwise FALSE |
| A >= B | all primitive types | TRUE if expression A is greater than or equal to expression B otherwise FALSE |
| A IS NULL | all types | TRUE if expression A evaluates to NULL otherwise FALSE |
| A IS NOT NULL | all types | FALSE if expression A evaluates to NULL otherwise TRUE |
| A LIKE B | strings | TRUE if string A matches the SQL simple regular expression B, otherwise FALSE. The comparison is done character by character. The \_ character in B matches any character in A (similar to **.** in posix regular expressions), and the % character in B matches an arbitrary number of characters in A (similar to **.\*** in posix regular expressions). For example, 'foobar' LIKE 'foo' evaluates to FALSE where as 'foobar' LIKE 'foo\_\_\_' evaluates to TRUE and so does 'foobar' LIKE 'foo%'. To escape % use \ (% matches one % character). If the data contains a semicolon, and you want to search for it, it needs to be escaped, columnValue LIKE 'a\;b' |
| A RLIKE B | strings | NULL if A or B is NULL, TRUE if any (possibly empty) substring of A matches the Java regular expression B (see [Java regular expressions syntax](http://java.sun.com/j2se/1.4.2/docs/api/java/util/regex/Pattern.html)), otherwise FALSE. For example, 'foobar' rlike 'foo' evaluates to TRUE and so does 'foobar' rlike '^f.\*r$'. |
| A REGEXP B | strings | Same as RLIKE |

* **Arithmetic Operators**—The following operators support various common arithmetic operations on the operands. All of them return number types.

| **Arithmetic Operators** | **Operand types** | **Description** |
| --- | --- | --- |
| A + B | all number types | Gives the result of adding A and B. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands, for example, since every integer is a float. Therefore, float is a containing type of integer so the + operator on a float and an int will result in a float. |
| A - B | all number types | Gives the result of subtracting B from A. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. |
| A \* B | all number types | Gives the result of multiplying A and B. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. Note that if the multiplication causing overflow, you will have to cast one of the operators to a type higher in the type hierarchy. |
| A / B | all number types | Gives the result of dividing B from A. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. If the operands are integer types, then the result is the quotient of the division. |
| A % B | all number types | Gives the reminder resulting from dividing A by B. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. |
| A & B | all number types | Gives the result of bitwise AND of A and B. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. |
| A | B | all number types | Gives the result of bitwise OR of A and B. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. |
| A ^ B | all number types | Gives the result of bitwise XOR of A and B. The type of the result is the same as the common parent(in the type hierarchy) of the types of the operands. |
| ~A | all number types | Gives the result of bitwise NOT of A. The type of the result is the same as the type of A. |

* **Logical Operators** — The following operators provide support for creating logical expressions. All of them return boolean TRUE or FALSE depending upon the boolean values of the operands.

| **Logical Operators** | **Operands types** | **Description** |
| --- | --- | --- |
| A AND B | boolean | TRUE if both A and B are TRUE, otherwise FALSE |
| A && B | boolean | Same as A AND B |
| A OR B | boolean | TRUE if either A or B or both are TRUE, otherwise FALSE |
| A || B | boolean | Same as A OR B |
| NOT A | boolean | TRUE if A is FALSE, otherwise FALSE |
| !A | boolean | Same as NOT A |

* **Operators on Complex Types**—The following operators provide mechanisms to access elements in Complex Types

| **Operator** | **Operand types** | **Description** |
| --- | --- | --- |
| A[n] | A is an Array and n is an int | returns the nth element in the array A. The first element has index 0, for example, if A is an array comprising of ['foo', 'bar'] then A[0] returns 'foo' and A[1] returns 'bar' |
| M[key] | M is a Map<K, V> and key has type K | returns the value corresponding to the key in the map for example, if M is a map comprising of  {'f' -> 'foo', 'b' -> 'bar', 'all' -> 'foobar'} then M['all'] returns 'foobar' |
| S.x | S is a struct | returns the x field of S, for example, for struct foobar {int foo, int bar} foobar.foo returns the integer stored in the foo field of the struct. |

### Built In Functions

* Hive supports the following built in functions:  
  [(Function list in source code: FunctionRegistry.java)](http://svn.apache.org/viewvc/hive/trunk/ql/src/java/org/apache/hadoop/hive/ql/exec/FunctionRegistry.java?view=markup)

| **Return Type** | **Function Name (Signature)** | **Description** |
| --- | --- | --- |
| BIGINT | round(double a) | returns the rounded BIGINT value of the double |
| BIGINT | floor(double a) | returns the maximum BIGINT value that is equal or less than the double |
| BIGINT | ceil(double a) | returns the minimum BIGINT value that is equal or greater than the double |
| double | rand(), rand(int seed) | returns a random number (that changes from row to row). Specifiying the seed will make sure the generated random number sequence is deterministic. |
| string | concat(string A, string B,...) | returns the string resulting from concatenating B after A. For example, concat('foo', 'bar') results in 'foobar'. This function accepts arbitrary number of arguments and return the concatenation of all of them. |
| string | substr(string A, int start) | returns the substring of A starting from start position till the end of string A. For example, substr('foobar', 4) results in 'bar' |
| string | substr(string A, int start, int length) | returns the substring of A starting from start position with the given length, for example,  substr('foobar', 4, 2) results in 'ba' |
| string | upper(string A) | returns the string resulting from converting all characters of A to upper case, for example, upper('fOoBaR') results in 'FOOBAR' |
| string | ucase(string A) | Same as upper |
| string | lower(string A) | returns the string resulting from converting all characters of B to lower case, for example, lower('fOoBaR') results in 'foobar' |
| string | lcase(string A) | Same as lower |
| string | trim(string A) | returns the string resulting from trimming spaces from both ends of A, for example, trim(' foobar ') results in 'foobar' |
| string | ltrim(string A) | returns the string resulting from trimming spaces from the beginning(left hand side) of A. For example, ltrim(' foobar ') results in 'foobar ' |
| string | rtrim(string A) | returns the string resulting from trimming spaces from the end(right hand side) of A. For example, rtrim(' foobar ') results in ' foobar' |
| string | regexp\_replace(string A, string B, string C) | returns the string resulting from replacing all substrings in B that match the Java regular expression syntax(See [Java regular expressions syntax](http://java.sun.com/j2se/1.4.2/docs/api/java/util/regex/Pattern.html)) with C. For example, regexp\_replace('foobar', 'oo|ar', ) returns 'fb' |
| int | size(Map<K.V>) | returns the number of elements in the map type |
| int | size(Array<T>) | returns the number of elements in the array type |
| value of <type> | cast(<expr> as <type>) | converts the results of the expression expr to <type>, for example, cast('1' as BIGINT) will convert the string '1' to it integral representation. A null is returned if the conversion does not succeed. |
| string | from\_unixtime(int unixtime) | convert the number of seconds from the UNIX epoch (1970-01-01 00:00:00 UTC) to a string representing the timestamp of that moment in the current system time zone in the format of "1970-01-01 00:00:00" |
| string | to\_date(string timestamp) | Return the date part of a timestamp string: to\_date("1970-01-01 00:00:00") = "1970-01-01" |
| int | year(string date) | Return the year part of a date or a timestamp string: year("1970-01-01 00:00:00") = 1970, year("1970-01-01") = 1970 |
| int | month(string date) | Return the month part of a date or a timestamp string: month("1970-11-01 00:00:00") = 11, month("1970-11-01") = 11 |
| int | day(string date) | Return the day part of a date or a timestamp string: day("1970-11-01 00:00:00") = 1, day("1970-11-01") = 1 |
| string | get\_json\_object(string json\_string, string path) | Extract json object from a json string based on json path specified, and return json string of the extracted json object. It will return null if the input json string is invalid. |

* The following built in aggregate functions are supported in Hive:

| **Return Type** | **Aggregation Function Name (Signature)** | **Description** |
| --- | --- | --- |
| BIGINT | count(\*), count(expr), count(DISTINCT expr[, expr\_.]) | count(\*)—Returns the total number of retrieved rows, including rows containing NULL values; count(expr)—Returns the number of rows for which the supplied expression is non-NULL; count(DISTINCT expr[, expr])—Returns the number of rows for which the supplied expression(s) are unique and non-NULL. |
| DOUBLE | sum(col), sum(DISTINCT col) | returns the sum of the elements in the group or the sum of the distinct values of the column in the group |
| DOUBLE | avg(col), avg(DISTINCT col) | returns the average of the elements in the group or the average of the distinct values of the column in the group |
| DOUBLE | min(col) | returns the minimum value of the column in the group |
| DOUBLE | max(col) | returns the maximum value of the column in the group |

## Language Capabilities

[Hive's SQL](https://cwiki.apache.org/confluence/display/Hive/LanguageManual) provides the basic SQL operations. These operations work on tables or partitions. These operations are:

* Ability to filter rows from a table using a WHERE clause.
* Ability to select certain columns from the table using a SELECT clause.
* Ability to do equi-joins between two tables.
* Ability to evaluate aggregations on multiple "group by" columns for the data stored in a table.
* Ability to store the results of a query into another table.
* Ability to download the contents of a table to a local (for example,, nfs) directory.
* Ability to store the results of a query in a hadoop dfs directory.
* Ability to manage tables and partitions (create, drop and alter).
* Ability to plug in custom scripts in the language of choice for custom map/reduce jobs.

# **Usage and Examples**

**NOTE: Many of the following examples are out of date.  More up to date information can be found in the**[**LanguageManual**](https://cwiki.apache.org/confluence/display/Hive/LanguageManual)**.**

The following examples highlight some salient features of the system. A detailed set of query test cases can be found at [Hive Query Test Cases](http://svn.apache.org/viewvc/hive/trunk/ql/src/test/queries/clientpositive/) and the corresponding results can be found at [Query Test Case Results](http://svn.apache.org/viewvc/hive/trunk/ql/src/test/results/clientpositive/).

* [Creating, Showing, Altering, and Dropping Tables](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Creating,Showing,Altering,andDroppingTables)
* [Loading Data](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-LoadingData)
* [Querying and Inserting Data](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-QueryingandInsertingData)

## Creating, Showing, Altering, and Dropping Tables

See [Hive Data Definition Language](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DDL) for detailed information about creating, showing, altering, and dropping tables.

### Creating Tables

An example statement that would create the page\_view table mentioned above would be like:

|  |
| --- |
| CREATE TABLE page\_view(viewTime INT, userid BIGINT,                  page\_url STRING, referrer\_url STRING,                  ip STRING COMMENT 'IP Address of the User')  COMMENT 'This is the page view table'  PARTITIONED BY(dt STRING, country STRING)  STORED AS SEQUENCEFILE; |

In this example, the columns of the table are specified with the corresponding types. Comments can be attached both at the column level as well as at the table level. Additionally, the partitioned by clause defines the partitioning columns which are different from the data columns and are actually not stored with the data. When specified in this way, the data in the files is assumed to be delimited with ASCII 001(ctrl-A) as the field delimiter and newline as the row delimiter.

The field delimiter can be parametrized if the data is not in the above format as illustrated in the following example:

|  |
| --- |
| CREATE TABLE page\_view(viewTime INT, userid BIGINT,                  page\_url STRING, referrer\_url STRING,                  ip STRING COMMENT 'IP Address of the User')  COMMENT 'This is the page view table'  PARTITIONED BY(dt STRING, country STRING)  ROW FORMAT DELIMITED          FIELDS TERMINATED BY '1'  STORED AS SEQUENCEFILE; |

The row delimintor currently cannot be changed since it is not determined by Hive but Hadoop delimiters.

It is also a good idea to bucket the tables on certain columns so that efficient sampling queries can be executed against the data set. If bucketing is absent, random sampling can still be done on the table but it is not efficient as the query has to scan all the data. The following example illustrates the case of the page\_view table that is bucketed on the userid column:

|  |
| --- |
| CREATE TABLE page\_view(viewTime INT, userid BIGINT,                  page\_url STRING, referrer\_url STRING,                  ip STRING COMMENT 'IP Address of the User')  COMMENT 'This is the page view table'  PARTITIONED BY(dt STRING, country STRING)  CLUSTERED BY(userid) SORTED BY(viewTime) INTO 32 BUCKETS  ROW FORMAT DELIMITED          FIELDS TERMINATED BY '1'          COLLECTION ITEMS TERMINATED BY '2'          MAP KEYS TERMINATED BY '3'  STORED AS SEQUENCEFILE; |

In the example above, the table is clustered by a hash function of userid into 32 buckets. Within each bucket the data is sorted in increasing order of viewTime. Such an organization allows the user to do efficient sampling on the clustered column—n this case userid. The sorting property allows internal operators to take advantage of the better-known data structure while evaluating queries with greater efficiency.

|  |
| --- |
| CREATE TABLE page\_view(viewTime INT, userid BIGINT,                  page\_url STRING, referrer\_url STRING,                  friends ARRAY<BIGINT>, properties MAP<STRING, STRING>                  ip STRING COMMENT 'IP Address of the User')  COMMENT 'This is the page view table'  PARTITIONED BY(dt STRING, country STRING)  CLUSTERED BY(userid) SORTED BY(viewTime) INTO 32 BUCKETS  ROW FORMAT DELIMITED          FIELDS TERMINATED BY '1'          COLLECTION ITEMS TERMINATED BY '2'          MAP KEYS TERMINATED BY '3'  STORED AS SEQUENCEFILE; |

In this example, the columns that comprise of the table row are specified in a similar way as the definition of types. Comments can be attached both at the column level as well as at the table level. Additionally, the partitioned by clause defines the partitioning columns which are different from the data columns and are actually not stored with the data. The CLUSTERED BY clause specifies which column to use for bucketing as well as how many buckets to create. The delimited row format specifies how the rows are stored in the hive table. In the case of the delimited format, this specifies how the fields are terminated, how the items within collections (arrays or maps) are terminated, and how the map keys are terminated. STORED AS SEQUENCEFILE indicates that this data is stored in a binary format (using hadoop SequenceFiles) on hdfs. The values shown for the ROW FORMAT and STORED AS clauses in the above, example represent the system defaults.

Table names and column names are case insensitive.

### Browsing Tables and Partitions

|  |
| --- |
| SHOW TABLES; |

To list existing tables in the warehouse; there are many of these, likely more than you want to browse.

|  |
| --- |
| SHOW TABLES 'page.\*'; |

To list tables with prefix 'page'. The pattern follows Java regular expression syntax (so the period is a wildcard).

|  |
| --- |
| SHOW PARTITIONS page\_view; |

To list partitions of a table. If the table is not a partitioned table then an error is thrown.

|  |
| --- |
| DESCRIBE page\_view; |

To list columns and column types of table.

|  |
| --- |
| DESCRIBE EXTENDED page\_view; |

To list columns and all other properties of table. This prints lot of information and that too not in a pretty format. Usually used for debugging.

|  |
| --- |
| DESCRIBE EXTENDED page\_view PARTITION (ds='2008-08-08'); |

To list columns and all other properties of a partition. This also prints lot of information which is usually used for debugging.

### Altering Tables

To rename existing table to a new name. If a table with new name already exists then an error is returned:

|  |
| --- |
| ALTER TABLE old\_table\_name RENAME TO new\_table\_name; |

To rename the columns of an existing table. Be sure to use the same column types, and to include an entry for each preexisting column:

|  |
| --- |
| ALTER TABLE old\_table\_name REPLACE COLUMNS (col1 TYPE, ...); |

To add columns to an existing table:

|  |
| --- |
| ALTER TABLE tab1 ADD COLUMNS (c1 INT COMMENT 'a new int column', c2 STRING DEFAULT 'def val'); |

Note that a change in the schema (such as the adding of the columns), preserves the schema for the old partitions of the table in case it is a partitioned table. All the queries that access these columns and run over the old partitions implicitly return a null value or the specified default values for these columns.

In the later versions, we can make the behavior of assuming certain values as opposed to throwing an error in case the column is not found in a particular partition configurable.

### Dropping Tables and Partitions

Dropping tables is fairly trivial. A drop on the table would implicitly drop any indexes(this is a future feature) that would have been built on the table. The associated command is:

|  |
| --- |
| DROP TABLE pv\_users; |

To dropping a partition. Alter the table to drop the partition.

|  |
| --- |
| ALTER TABLE pv\_users DROP PARTITION (ds='2008-08-08') |

* Note that any data for this table or partitions will be dropped and may not be recoverable. \*

## Loading Data

There are multiple ways to load data into Hive tables. The user can create an external table that points to a specified location within [HDFS](http://hadoop.apache.org/common/docs/current/hdfs_design.html). In this particular usage, the user can copy a file into the specified location using the HDFS put or copy commands and create a table pointing to this location with all the relevant row format information. Once this is done, the user can transform the data and insert them into any other Hive table. For example, if the file /tmp/pv\_2008-06-08.txt contains comma separated page views served on 2008-06-08, and this needs to be loaded into the page\_view table in the appropriate partition, the following sequence of commands can achieve this:

|  |
| --- |
| CREATE EXTERNAL TABLE page\_view\_stg(viewTime INT, userid BIGINT,                  page\_url STRING, referrer\_url STRING,                  ip STRING COMMENT 'IP Address of the User',                  country STRING COMMENT 'country of origination')  COMMENT 'This is the staging page view table'  ROW FORMAT DELIMITED FIELDS TERMINATED BY '44' LINES TERMINATED BY '12'  STORED AS TEXTFILE  LOCATION '/user/data/staging/page\_view';    hadoop dfs -put /tmp/pv\_2008-06-08.txt /user/data/staging/page\_view    FROM page\_view\_stg pvs  INSERT OVERWRITE TABLE page\_view PARTITION(dt='2008-06-08', country='US')  SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip  WHERE pvs.country = 'US'; |

\* This code results in an error due to LINES TERMINATED BY limitation

FAILED: SemanticException 6:67 LINES TERMINATED BY only supports newline '\n' right now. Error encountered near token ''12''

See [[![https://issues.apache.org/jira/images/icons/issuetypes/improvement.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAADAFBMVEX///+1tbWzs7OwsLD////7+/v5+fny9PfZ2dnW1tbT09PPz8+2ws6ruMaJnK+Li4tziqGBgYFogZl7e3teeJNycnJwcHBKZ4UAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADv+1LMAAAAEHRSTlMAIiIi3e7u7u7u7u7u7u7uwTEa7gAAABt0RVh0amlyYS1zeXN0ZW0taW1hZ2UtdHlwZQBpY29uuio5RQAAAIFJREFUeNpdj9sOAiEMRIcul4BR//8jfdAYkK4sAlLXbEPS9nQyE4BDKaiLq7LxoypcKa+TWLfdCZZZFJwsdGttDL6DWwEI6PeYhqQOMGoT3wkWK0B/95MpL/I7cCan8qcIPsXuvCtmSHdsQL+jOC79GSuZpMOaFej8iwQ/y/H3+ABAMif3I4dQAwAAAABJRU5ErkJggg==)](https://issues.apache.org/jira/browse/HIVE-5999)HIVE-5999](https://issues.apache.org/jira/browse/HIVE-5999) - Allow other characters for LINES TERMINATED BY **OPEN**[[![https://issues.apache.org/jira/images/icons/issuetypes/bug.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAADAFBMVEX///+1tbWzs7OwsLD////7+/v5+fn88vHZ2dnW1tbU1NTT09PPz8+Li4vbb2WBgYF7e3tycnJwcHDQRDcAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADlzgInAAAADnRSTlMAIiIi3e7u7u7u7u7u7mfXjvEAAAAbdEVYdGppcmEtc3lzdGVtLWltYWdlLXR5cGUAaWNvbroqOUUAAABzSURBVHjaXY1RDoQwCEQHhPTD9f4HdWOCLbpV2rpx0lB4TDvASwT66Nmn8j0JC5e9kSTHyhC37jATcL2eDxwQoO6npMjmV8vxWAFNdxtAR2ngTwHyKA1YHXKkScRtw8+d3Zquo0pH20vyncDzYymbv1PxAwu+IwuL2zfhAAAAAElFTkSuQmCC)](https://issues.apache.org/jira/browse/HIVE-11996)HIVE-11996](https://issues.apache.org/jira/browse/HIVE-11996) - Row Delimiter other than '\n' throws error in Hive. **OPEN**

In the example above, nulls are inserted for the array and map types in the destination tables but potentially these can also come from the external table if the proper row formats are specified.

This method is useful if there is already legacy data in HDFS on which the user wants to put some metadata so that the data can be queried and manipulated using Hive.

Additionally, the system also supports syntax that can load the data from a file in the local files system directly into a Hive table where the input data format is the same as the table format. If /tmp/pv\_2008-06-08\_us.txt already contains the data for US, then we do not need any additional filtering as shown in the previous example. The load in this case can be done using the following syntax:

|  |
| --- |
| LOAD DATA LOCAL INPATH /tmp/pv\_2008-06-08\_us.txt INTO TABLE page\_view PARTITION(date='2008-06-08', country='US') |

The path argument can take a directory (in which case all the files in the directory are loaded), a single file name, or a wildcard (in which case all the matching files are uploaded). If the argument is a directory, it cannot contain subdirectories. Similarly, the wildcard must match file names only.

In the case that the input file /tmp/pv\_2008-06-08\_us.txt is very large, the user may decide to do a parallel load of the data (using tools that are external to Hive). Once the file is in HDFS - the following syntax can be used to load the data into a Hive table:

|  |
| --- |
| LOAD DATA INPATH '/user/data/pv\_2008-06-08\_us.txt' INTO TABLE page\_view PARTITION(date='2008-06-08', country='US') |

It is assumed that the array and map fields in the input.txt files are null fields for these examples.

See [Hive Data Manipulation Language](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DML) for more information about loading data into Hive tables, and see [External Tables](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DDL#LanguageManualDDL-ExternalTables) for another example of creating an external table.

## Querying and Inserting Data

* [Simple Query](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-SimpleQuery)
* [Partition Based Query](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-PartitionBasedQuery)
* [Joins](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Joins)
* [Aggregations](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Aggregations)
* [Multi Table/File Inserts](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-MultiTable/FileInserts)
* [Dynamic-Partition Insert](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Dynamic-PartitionInsert)
* [Inserting into Local Files](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-InsertingintoLocalFiles)
* [Sampling](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Sampling)
* [Union All](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-UnionAll)
* [Array Operations](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-ArrayOperations)
* [Map (Associative Arrays) Operations](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Map(AssociativeArrays)Operations)
* [Custom Map/Reduce Scripts](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-CustomMap/ReduceScripts)
* [Co-Groups](https://cwiki.apache.org/confluence/display/Hive/Tutorial#Tutorial-Co-Groups)

The Hive query operations are documented in [Select](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+Select), and the insert operations are documented in [Inserting data into Hive Tables from queries](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DML#LanguageManualDML-InsertingdataintoHiveTablesfromqueries) and [Writing data into the filesystem from queries](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DML#LanguageManualDML-Writingdataintothefilesystemfromqueries).

### Simple Query

For all the active users, one can use the query of the following form:

|  |
| --- |
| INSERT OVERWRITE TABLE user\_active  SELECT user.\*  FROM user  WHERE user.active = 1; |

Note that unlike SQL, we always insert the results into a table. We will illustrate later how the user can inspect these results and even dump them to a local file. You can also run the following query in [Beeline](https://cwiki.apache.org/confluence/display/Hive/HiveServer2+Clients#HiveServer2Clients-Beeline–NewCommandLineShell) or the Hive [CLI](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+Cli):

|  |
| --- |
| SELECT user.\*  FROM user  WHERE user.active = 1; |

This will be internally rewritten to some temporary file and displayed to the Hive client side.

### Partition Based Query

What partitions to use in a query is determined automatically by the system on the basis of where clause conditions on partition columns. For example, in order to get all the page\_views in the month of 03/2008 referred from domain xyz.com, one could write the following query:

|  |
| --- |
| INSERT OVERWRITE TABLE xyz\_com\_page\_views  SELECT page\_views.\*  FROM page\_views  WHERE page\_views.date >= '2008-03-01' AND page\_views.date <= '2008-03-31' AND        page\_views.referrer\_url like '%xyz.com'; |

Note that page\_views.date is used here because the table (above) was defined with PARTITIONED BY(date DATETIME, country STRING) ; if you name your partition something different, don't expect .date to do what you think!

### Joins

In order to get a demographic breakdown (by gender) of page\_view of 2008-03-03 one would need to join the page\_view table and the user table on the userid column. This can be accomplished with a join as shown in the following query:

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_users  SELECT pv.\*, u.gender, u.age  FROM user u JOIN page\_view pv ON (pv.userid = u.id)  WHERE pv.date = '2008-03-03'; |

In order to do outer joins the user can qualify the join with LEFT OUTER, RIGHT OUTER or FULL OUTER keywords in order to indicate the kind of outer join (left preserved, right preserved or both sides preserved). For example, in order to do a full outer join in the query above, the corresponding syntax would look like the following query:

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_users  SELECT pv.\*, u.gender, u.age  FROM user u FULL OUTER JOIN page\_view pv ON (pv.userid = u.id)  WHERE pv.date = '2008-03-03'; |

In order check the existence of a key in another table, the user can use LEFT SEMI JOIN as illustrated by the following example.

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_users  SELECT u.\*  FROM user u LEFT SEMI JOIN page\_view pv ON (pv.userid = u.id)  WHERE pv.date = '2008-03-03'; |

In order to join more than one tables, the user can use the following syntax:

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_friends  SELECT pv.\*, u.gender, u.age, f.friends  FROM page\_view pv JOIN user u ON (pv.userid = u.id) JOIN friend\_list f ON (u.id = f.uid)  WHERE pv.date = '2008-03-03'; |

Note that Hive only supports [equi-joins](http://en.wikipedia.org/wiki/Join_(SQL)#Equi-join). Also it is best to put the largest table on the rightmost side of the join to get the best performance.

### Aggregations

In order to count the number of distinct users by gender one could write the following query:

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_gender\_sum  SELECT pv\_users.gender, count (DISTINCT pv\_users.userid)  FROM pv\_users  GROUP BY pv\_users.gender; |

Multiple aggregations can be done at the same time, however, no two aggregations can have different DISTINCT columns .e.g while the following is possible

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_gender\_agg  SELECT pv\_users.gender, count(DISTINCT pv\_users.userid), count(\*), sum(DISTINCT pv\_users.userid)  FROM pv\_users  GROUP BY pv\_users.gender; |

however, the following query is not allowed

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_gender\_agg  SELECT pv\_users.gender, count(DISTINCT pv\_users.userid), count(DISTINCT pv\_users.ip)  FROM pv\_users  GROUP BY pv\_users.gender; |

### Multi Table/File Inserts

The output of the aggregations or simple selects can be further sent into multiple tables or even to hadoop dfs files (which can then be manipulated using hdfs utilities). For example, if along with the gender breakdown, one needed to find the breakdown of unique page views by age, one could accomplish that with the following query:

|  |
| --- |
| FROM pv\_users  INSERT OVERWRITE TABLE pv\_gender\_sum      SELECT pv\_users.gender, count\_distinct(pv\_users.userid)      GROUP BY pv\_users.gender    INSERT OVERWRITE DIRECTORY '/user/data/tmp/pv\_age\_sum'      SELECT pv\_users.age, count\_distinct(pv\_users.userid)      GROUP BY pv\_users.age; |

The first insert clause sends the results of the first group by to a Hive table while the second one sends the results to a hadoop dfs files.

### Dynamic-Partition Insert

In the previous examples, the user has to know which partition to insert into and only one partition can be inserted in one insert statement. If you want to load into multiple partitions, you have to use multi-insert statement as illustrated below.

|  |
| --- |
| FROM page\_view\_stg pvs  INSERT OVERWRITE TABLE page\_view PARTITION(dt='2008-06-08', country='US')         SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip WHERE pvs.country = 'US'  INSERT OVERWRITE TABLE page\_view PARTITION(dt='2008-06-08', country='CA')         SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip WHERE pvs.country = 'CA'  INSERT OVERWRITE TABLE page\_view PARTITION(dt='2008-06-08', country='UK')         SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip WHERE pvs.country = 'UK'; |

In order to load data into all country partitions in a particular day, you have to add an insert statement for each country in the input data. This is very inconvenient since you have to have the priori knowledge of the list of countries exist in the input data and create the partitions beforehand. If the list changed for another day, you have to modify your insert DML as well as the partition creation DDLs. It is also inefficient since each insert statement may be turned into a MapReduce Job.

[*Dynamic-partition insert*](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DML#LanguageManualDML-DynamicPartitionInserts) (or multi-partition insert) is designed to solve this problem by dynamically determining which partitions should be created and populated while scanning the input table. This is a newly added feature that is only available from version 0.6.0. In the dynamic partition insert, the input column values are evaluated to determine which partition this row should be inserted into. If that partition has not been created, it will create that partition automatically. Using this feature you need only one insert statement to create and populate all necessary partitions. In addition, since there is only one insert statement, there is only one corresponding MapReduce job. This significantly improves performance and reduce the Hadoop cluster workload comparing to the multiple insert case.

Below is an example of loading data to all country partitions using one insert statement:

|  |
| --- |
| FROM page\_view\_stg pvs  INSERT OVERWRITE TABLE page\_view PARTITION(dt='2008-06-08', country)         SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip, pvs.country |

There are several syntactic differences from the multi-insert statement:

* country appears in the PARTITION specification, but with no value associated. In this case, country is a dynamic partition column. On the other hand, ds has a value associated with it, which means it is a static partition column. If a column is dynamic partition column, its value will be coming from the input column. Currently we only allow dynamic partition columns to be the last column(s) in the partition clause because the partition column order indicates its hierarchical order (meaning dt is the root partition, and country is the child partition). You cannot specify a partition clause with (dt, country='US') because that means you need to update all partitions with any date and its country sub-partition is 'US'.
* An additional pvs.country column is added in the select statement. This is the corresponding input column for the dynamic partition column. Note that you do not need to add an input column for the static partition column because its value is already known in the PARTITION clause. Note that the dynamic partition values are selected by ordering, not name, and taken as the last columns from the select clause.

Semantics of the dynamic partition insert statement:

* When there are already non-empty partitions exists for the dynamic partition columns, (for example, country='CA' exists under some ds root partition), it will be overwritten if the dynamic partition insert saw the same value (say 'CA') in the input data. This is in line with the 'insert overwrite' semantics. However, if the partition value 'CA' does not appear in the input data, the existing partition will not be overwritten.
* Since a Hive partition corresponds to a directory in HDFS, the partition value has to conform to the HDFS path format (URI in Java). Any character having a special meaning in URI (for example, '%', ':', '/', '#') will be escaped with '%' followed by 2 bytes of its ASCII value.
* If the input column is a type different than STRING, its value will be first converted to STRING to be used to construct the HDFS path.
* If the input column value is NULL or empty string, the row will be put into a special partition, whose name is controlled by the hive parameter hive.exec.default.partition.name. The default value is HIVE\_DEFAULT\_PARTITION{}. Basically this partition will contain all "bad" rows whose value are not valid partition names. The caveat of this approach is that the bad value will be lost and is replaced by HIVE\_DEFAULT\_PARTITION{} if you select them Hive. JIRA HIVE-1309 is a solution to let user specify "bad file" to retain the input partition column values as well.
* Dynamic partition insert could potentially be a resource hog in that it could generate a large number of partitions in a short time. To get yourself buckled, we define three parameters:
  + **hive.exec.max.dynamic.partitions.pernode** (default value being 100) is the maximum dynamic partitions that can be created by each mapper or reducer. If one mapper or reducer created more than that the threshold, a fatal error will be raised from the mapper/reducer (through counter) and the whole job will be killed.
  + **hive.exec.max.dynamic.partitions** (default value being 1000) is the total number of dynamic partitions could be created by one DML. If each mapper/reducer did not exceed the limit but the total number of dynamic partitions does, then an exception is raised at the end of the job before the intermediate data are moved to the final destination.
  + **hive.exec.max.created.files** (default value being 100000) is the maximum total number of files created by all mappers and reducers. This is implemented by updating a Hadoop counter by each mapper/reducer whenever a new file is created. If the total number is exceeding hive.exec.max.created.files, a fatal error will be thrown and the job will be killed.
* Another situation we want to protect against dynamic partition insert is that the user may accidentally specify all partitions to be dynamic partitions without specifying one static partition, while the original intention is to just overwrite the sub-partitions of one root partition. We define another parameter hive.exec.dynamic.partition.mode=strict to prevent the all-dynamic partition case. In the strict mode, you have to specify at least one static partition. The default mode is strict. In addition, we have a parameter hive.exec.dynamic.partition=true/false to control whether to allow dynamic partition at all. The default value is false prior to Hive 0.9.0 and true in Hive 0.9.0 and later.
* In Hive 0.6, dynamic partition insert does not work with hive.merge.mapfiles=true or hive.merge.mapredfiles=true, so it internally turns off the merge parameters. Merging files in dynamic partition inserts are supported in Hive 0.7 (see JIRA HIVE-1307 for details).

Troubleshooting and best practices:

* As stated above, there are too many dynamic partitions created by a particular mapper/reducer, a fatal error could be raised and the job will be killed. The error message looks something like:

|  |
| --- |
| beeline> set hive.exec.dynamic.partition.mode=nonstrict;      beeline> FROM page\_view\_stg pvs            INSERT OVERWRITE TABLE page\_view PARTITION(dt, country)                   SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip,                          from\_unixtimestamp(pvs.viewTime, 'yyyy-MM-dd') ds, pvs.country;  ...  2010-05-07 11:10:19,816 Stage-1 map = 0%,  reduce = 0%  [Fatal Error] Operator FS\_28 (id=41): fatal error. Killing the job.  Ended Job = job\_201005052204\_28178 with errors  ... |

* The problem of this that one mapper will take a random set of rows and it is very likely that the number of distinct (dt, country) pairs will exceed the limit of hive.exec.max.dynamic.partitions.pernode. One way around it is to group the rows by the dynamic partition columns in the mapper and distribute them to the reducers where the dynamic partitions will be created. In this case the number of distinct dynamic partitions will be significantly reduced. The above example query could be rewritten to:

|  |
| --- |
| beeline> set hive.exec.dynamic.partition.mode=nonstrict;  beeline> FROM page\_view\_stg pvs        INSERT OVERWRITE TABLE page\_view PARTITION(dt, country)               SELECT pvs.viewTime, pvs.userid, pvs.page\_url, pvs.referrer\_url, null, null, pvs.ip,                      from\_unixtimestamp(pvs.viewTime, 'yyyy-MM-dd') ds, pvs.country               DISTRIBUTE BY ds, country; |

* This query will generate a MapReduce job rather than Map-only job. The SELECT-clause will be converted to a plan to the mappers and the output will be distributed to the reducers based on the value of (ds, country) pairs. The INSERT-clause will be converted to the plan in the reducer which writes to the dynamic partitions.

Additional documentation:

* [Design Document for Dynamic Partitions](https://cwiki.apache.org/confluence/display/Hive/DynamicPartitions)
  + [Original design doc](https://issues.apache.org/jira/secure/attachment/12437909/dp_design.txt)
  + [HIVE-936](https://issues.apache.org/jira/browse/HIVE-936)
* [Hive DML: Dynamic Partition Inserts](https://cwiki.apache.org/confluence/display/Hive/LanguageManual+DML#LanguageManualDML-DynamicPartitionInserts)
* [HCatalog Dynamic Partitioning](https://cwiki.apache.org/confluence/display/Hive/HCatalog+DynamicPartitions)
  + [Usage with Pig](https://cwiki.apache.org/confluence/display/Hive/HCatalog+DynamicPartitions#HCatalogDynamicPartitions-UsagewithPig)
  + [Usage from MapReduce](https://cwiki.apache.org/confluence/display/Hive/HCatalog+DynamicPartitions#HCatalogDynamicPartitions-UsagefromMapReduce)

### Inserting into Local Files

In certain situations you would want to write the output into a local file so that you could load it into an excel spreadsheet. This can be accomplished with the following command:

|  |
| --- |
| INSERT OVERWRITE LOCAL DIRECTORY '/tmp/pv\_gender\_sum'  SELECT pv\_gender\_sum.\*  FROM pv\_gender\_sum; |

### Sampling

The sampling clause allows the users to write queries for samples of the data instead of the whole table. Currently the sampling is done on the columns that are specified in the CLUSTERED BY clause of the CREATE TABLE statement. In the following example we choose 3rd bucket out of the 32 buckets of the pv\_gender\_sum table:

|  |
| --- |
| INSERT OVERWRITE TABLE pv\_gender\_sum\_sample  SELECT pv\_gender\_sum.\*  FROM pv\_gender\_sum TABLESAMPLE(BUCKET 3 OUT OF 32); |

In general the TABLESAMPLE syntax looks like:

|  |
| --- |
| TABLESAMPLE(BUCKET x OUT OF y) |

y has to be a multiple or divisor of the number of buckets in that table as specified at the table creation time. The buckets chosen are determined if bucket\_number module y is equal to x. So in the above example the following tablesample clause

|  |
| --- |
| TABLESAMPLE(BUCKET 3 OUT OF 16) |

would pick out the 3rd and 19th buckets. The buckets are numbered starting from 0.

On the other hand the tablesample clause

|  |
| --- |
| TABLESAMPLE(BUCKET 3 OUT OF 64 ON userid) |

would pick out half of the 3rd bucket.

### Union All

The language also supports union all, for example, if we suppose there are two different tables that track which user has published a video and which user has published a comment, the following query joins the results of a union all with the user table to create a single annotated stream for all the video publishing and comment publishing events:

|  |
| --- |
| INSERT OVERWRITE TABLE actions\_users  SELECT u.id, actions.date  FROM (      SELECT av.uid AS uid      FROM action\_video av      WHERE av.date = '2008-06-03'        UNION ALL        SELECT ac.uid AS uid      FROM action\_comment ac      WHERE ac.date = '2008-06-03'      ) actions JOIN users u ON(u.id = actions.uid); |

### Array Operations

Array columns in tables can be as follows:

|  |
| --- |
| CREATE TABLE array\_table (int\_array\_column ARRAY<INT>); |

Assuming that pv.friends is of the type ARRAY<INT> (i.e. it is an array of integers), the user can get a specific element in the array by its index as shown in the following command:

|  |
| --- |
| SELECT pv.friends[2]  FROM page\_views pv; |

The select expression gets the third item in the pv.friends array.

The user can also get the length of the array using the size function as shown below:

|  |
| --- |
| SELECT pv.userid, size(pv.friends)  FROM page\_view pv; |

### Map (Associative Arrays) Operations

Maps provide collections similar to associative arrays. Such structures can only be created programmatically currently. We will be extending this soon. For the purpose of the current example assume that pv.properties is of the type map<String, String> i.e. it is an associative array from strings to string. Accordingly, the following query:

|  |
| --- |
| INSERT OVERWRITE page\_views\_map  SELECT pv.userid, pv.properties['page type']  FROM page\_views pv; |

can be used to select the 'page\_type' property from the page\_views table.

Similar to arrays, the size function can also be used to get the number of elements in a map as shown in the following query:

|  |
| --- |
| SELECT size(pv.properties)  FROM page\_view pv; |

### Custom Map/Reduce Scripts

Users can also plug in their own custom mappers and reducers in the data stream by using features natively supported in the Hive language. for example, in order to run a custom mapper script - map\_script - and a custom reducer script - reduce\_script - the user can issue the following command which uses the TRANSFORM clause to embed the mapper and the reducer scripts.

Note that columns will be transformed to string and delimited by TAB before feeding to the user script, and the standard output of the user script will be treated as TAB-separated string columns. User scripts can output debug information to standard error which will be shown on the task detail page on hadoop.

|  |
| --- |
| FROM (       FROM pv\_users       MAP pv\_users.userid, pv\_users.date       USING 'map\_script'       AS dt, uid       CLUSTER BY dt) map\_output     INSERT OVERWRITE TABLE pv\_users\_reduced       REDUCE map\_output.dt, map\_output.uid       USING 'reduce\_script'       AS date, count; |

Sample map script (weekday\_mapper.py )

|  |
| --- |
| import sys  import datetime    for line in sys.stdin:    line = line.strip()    userid, unixtime = line.split('\t')    weekday = datetime.datetime.fromtimestamp(float(unixtime)).isoweekday()    print ','.join([userid, str(weekday)]) |

Of course, both MAP and REDUCE are "syntactic sugar" for the more general select transform. The inner query could also have been written as such:

|  |
| --- |
| SELECT TRANSFORM(pv\_users.userid, pv\_users.date) USING 'map\_script' AS dt, uid CLUSTER BY dt FROM pv\_users; |

Schema-less map/reduce: If there is no "AS" clause after "USING map\_script", Hive assumes the output of the script contains 2 parts: key which is before the first tab, and value which is the rest after the first tab. Note that this is different from specifying "AS key, value" because in that case value will only contains the portion between the first tab and the second tab if there are multiple tabs.

In this way, we allow users to migrate old map/reduce scripts without knowing the schema of the map output. User still needs to know the reduce output schema because that has to match what is in the table that we are inserting to.

|  |
| --- |
| FROM (      FROM pv\_users      MAP pv\_users.userid, pv\_users.date      USING 'map\_script'      CLUSTER BY key) map\_output    INSERT OVERWRITE TABLE pv\_users\_reduced        REDUCE map\_output.dt, map\_output.uid      USING 'reduce\_script'      AS date, count; |

Distribute By and Sort By: Instead of specifying "cluster by", the user can specify "distribute by" and "sort by", so the partition columns and sort columns can be different. The usual case is that the partition columns are a prefix of sort columns, but that is not required.

|  |
| --- |
| FROM (      FROM pv\_users      MAP pv\_users.userid, pv\_users.date      USING 'map\_script'      AS c1, c2, c3      DISTRIBUTE BY c2      SORT BY c2, c1) map\_output    INSERT OVERWRITE TABLE pv\_users\_reduced        REDUCE map\_output.c1, map\_output.c2, map\_output.c3      USING 'reduce\_script'      AS date, count; |

### Co-Groups

Amongst the user community using map/reduce, cogroup is a fairly common operation wherein the data from multiple tables are sent to a custom reducer such that the rows are grouped by the values of certain columns on the tables. With the UNION ALL operator and the CLUSTER BY specification, this can be achieved in the Hive query language in the following way. Suppose we wanted to cogroup the rows from the actions\_video and action\_comments table on the uid column and send them to the 'reduce\_script' custom reducer, the following syntax can be used by the user:

|  |
| --- |
| FROM (       FROM (               FROM action\_video av               SELECT av.uid AS uid, av.id AS id, av.date AS date                UNION ALL                 FROM action\_comment ac               SELECT ac.uid AS uid, ac.id AS id, ac.date AS date       ) union\_actions       SELECT union\_actions.uid, union\_actions.id, union\_actions.date       CLUSTER BY union\_actions.uid) map     INSERT OVERWRITE TABLE actions\_reduced       SELECT TRANSFORM(map.uid, map.id, map.date) USING 'reduce\_script' AS (uid, id, reduced\_val); |

 =======================================

# **What is HIVE**

Hive is a data ware house system for Hadoop. It runs SQL like queries called HQL (Hive query language) which gets internally converted to map reduce jobs. Hive was developed by Facebook. Hive supports Data definition Language(DDL), Data Manipulation Language(DML) and user defined functions.

**DDL:** create table, create index, create views.

**DML:** Select, Where, group by, Join, Order By

Pluggable Functions:

**UDF:**User Defined Function  
**UDAF:** User Defined Aggregate Function  
**UDTF:**User Defined Table Function

## What HIVE is not

* Hive is not RDBMS.
* Hive is not used for OLTP(Online Transaction Processing).
* Even with small amount of data time to return the response can?t be compared to RDBMS.

## Points to remember

* Hive's metastore is used to persist schema i.e. table definition(table name, columns, types), location of table files, row format of table files, storage format of files.
* Hive Query Language is similar to SQL and gets reduced to map reduce jobs in backend.
* Hive's default database is derby.

# **HIVE Data Types**

Hive data types are categorized in numeric types, string types, misc types and complex types. A list of Hive data types are given below.

## Numeric Types

**TINYINT** (1-byte signed integer, from -128 to 127)

**SMALLINT** (2-byte signed integer, from -32,768 to 32,767)

**INT** (4-byte signed integer, from -2,147,483,648 to 2,147,483,647)

**BIGINT** (8-byte signed integer, from -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807)

**FLOAT** (4-byte single precision floating point number)

**DOUBLE** (8-byte double precision floating point number)

**DECIMAL** (Hive 0.13.0 introduced user definable precision and scale)

## Date/Time Types

TIMESTAMP  
DATE

## String Types

STRING  
VARCHAR  
CHAR

## Misc Types

BOOLEAN  
BINARY

## Complex Type

**arrays:** ARRAY<data\_type>

**maps:** MAP<primitive\_type, data\_type>

**structs:** STRUCT<col\_name : data\_type [COMMENT col\_comment], ...>

**union:** UNIONTYPE<data\_type, data\_type, ...>

# **Hive Commands**

Hive supports Data definition Language(DDL), Data Manipulation Language(DML) and User defined functions.

## Hive DDL Commands

create database

drop database

create table

drop table

alter table

create index

create views

## Hive DML Commands

Select

Where

Group By

Order By

Load Data

Join:

* Inner Join
* Left Outer Join
* Right Outer Join
* Full Outer Join

# **Hive DDL Commands**

Create Database Statement

A database in Hive is a namespace or a collection of tables.

1. hive**>** CREATE SCHEMA userdb;
2. hive**>** SHOW DATABASES;

Drop database

1. hive**>** DROP DATABASE IF EXISTS userdb;

Creating Hive Tables

Create a table called Sonoo with two columns, the first being an integer and the other a string.

1. hive**>** CREATE TABLE Sonoo(foo INT, bar STRING);

Create a table called HIVE\_TABLE with two columns and a partition column called ds. The partition column is a virtual column. It is not part of the data itself but is derived from the partition that a particular dataset is loaded into.By default, tables are assumed to be of text input format and the delimiters are assumed to be ^A(ctrl-a).

1. hive**>** CREATE TABLE HIVE\_TABLE (foo INT, bar STRING) PARTITIONED BY (ds STRING);

Browse the table

1. hive**>**  Show tables;

Altering and Dropping Tables

1. hive**>** ALTER TABLE Sonoo RENAME TO Kafka;
2. hive**>** ALTER TABLE Kafka ADD COLUMNS (col INT);
3. hive**>** ALTER TABLE HIVE\_TABLE ADD COLUMNS (col1 INT COMMENT 'a comment');
4. hive**>** ALTER TABLE HIVE\_TABLE REPLACE COLUMNS (col2 INT, weight STRING, baz INT COMMENT 'baz replaces new\_col1');

# **Hive DML Commands**

To understand the Hive DML commands, let's see the employee and employee\_department table first.
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LOAD DATA

1. hive**>** LOAD DATA LOCAL INPATH './usr/Desktop/kv1.txt' OVERWRITE INTO TABLE Employee;

SELECTS and FILTERS

1. hive**>** SELECT  E.EMP\_ID FROM Employee E  WHERE E.Address='US';

GROUP BY

1. hive**>** hive**>** SELECT  E.EMP\_ID FROM Employee E GROUP BY E.Addresss;

# **Hive Sort By vs Order By**

Hive sort by and order by commands are used to fetch data in sorted order. The main differences between sort by and order by commands are given below.

**Sort by**

1. hive**>** SELECT  E.EMP\_ID FROM Employee E SORT BY E.empid;

May use multiple reducers for final output.

Only guarantees ordering of rows within a reducer.

May give partially ordered result.

**Order by**

1. hive**>** SELECT  E.EMP\_ID FROM Employee E order BY E.empid;

Uses single reducer to guarantee total order in output.

LIMIT can be used to minimize sort time.

# **Hive Join**

Let's see two tables Employee and EmployeeDepartment that are going to be joined.
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**Inner joins**

1. Select  \*  from employee join employeedepartment  ON (employee.empid=employeedepartment.empId)

Output : <<InnerJoin.png>>

**Left outer joins**

1. Select e.empId, empName, department from employee e Left outer join employeedepartment ed on(e.empId=ed.empId);

Output : <<LeftOuterJoin.png>>

**Right outer joins**

1. Select e.empId, empName, department from employee e Right outer join employeedepartment ed on(e.empId=ed.empId);

**Full outer joins**

1. Select e.empId, empName, department from employee e FULL outer join employeedepartment ed on(e.empId=ed.empId);
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