A. Đồ thị vô hướng

1.
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Có chu trình Euler vì mỗi đỉnh đều có một bậc chẵn.

Chu trình Hamilton: 0-1-3-6-7-8-4-5-9-2-0.
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Không có chu trình Euler vì có đúng một đỉnh có bậc lẻ (đỉnh 0 có bậc 3).
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Không có chu trình Euler vì có đúng một đỉnh có bậc lẻ (đỉnh 1 có bậc 3).

Chu trình Hamilton: 0-1-2-3-6-9-7-8-4-5-0 1.
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Không có chu trình Euler vì có đúng một đỉnh có bậc lẻ (đỉnh 0 có bậc 3).

2.

Dùng công thức:
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3.

* Khởi tạo mảng boolean kích thước bằng số đỉnh của đồ thị.
* Duyệt qua từng cạnh của đồ thị và kiểm tra xem cạnh đó có song song với cạnh nào khác không.
* Nếu cạnh đó không song song với bất kỳ cạnh nào khác, đánh dấu cạnh đó trên mảng boolean.
* Nếu cạnh đó đã được đánh dấu trên mảng boolean, đếm số cạnh song song.

4.

Xét chu trình độ dài lẻ của đồ thị G. Vì chu trình này có độ dài lẻ, nên số đỉnh trên chu trình này là lẻ => số đỉnh trên chu trình này không thể chia thành hai tập con có số lượng đỉnh bằng nhau. => không thể tô màu các đỉnh trên chu trình này sao cho không có hai đỉnh kề nhau cùng màu. => mâu thuẫn với giả thiết ban đầu rằng đồ thị G có thể được tô màu mà không có cạnh nào nối giữa hai đỉnh cùng màu. Do đó, giả thiết ban đầu là sai và đồ thị G không thể là đồ thị hai màu.

Ngược lại, nếu đồ thị G không chứa chu trình độ dài lẻ: chọn một đỉnh bất kỳ trong đồ thị và tô màu 1. Sau đó, tô màu tất cả các đỉnh kề với đỉnh này là màu 2. Lặp cho đến khi tất cả các đỉnh đều được tô màu. Vì đồ thị không chứa chu trình độ dài lẻ => không có hai đỉnh kề nhau cùng màu. Do đó, đồ thị G là đồ thị hai màu.

6.

#include <bits/stdc++.h>

using namespace std;

class Graph {

    int vertices;

    vector<list<int>> adjList;

public:

    Graph(int vertices) : vertices(vertices), adjList(vertices) {}

    void addEdge(int u, int v) {

        adjList[u].push\_back(v);

        adjList[v].push\_back(u);

    }

    bool dfs(int u, vector<bool>& visited, vector<int>& parent, vector<int>& low, vector<int>& timeCheck, int& time) {

        int children = 0;

        visited[u] = true;

        timeCheck[u] = low[u] = time;

        time++;

        for (int v : adjList[u]) {

            if (!visited[v]) {

                children++;

                parent[v] = u;

                if (dfs(v, visited, parent, low, timeCheck, time)) {

                    return true;

                }

                low[u] = min(low[u], low[v]);

                if (low[v] > timeCheck[u]) {

                    return true;

                }

            } else if (v != parent[u]) {

                low[u] = min(low[u], timeCheck[v]);

            }

        }

        return false;

    }

    bool isEdgeConnected() {

        vector<bool> visited(vertices, false);

        vector<int> parent(vertices, -1);

        vector<int> low(vertices, INT\_MAX);

        vector<int> timeCheck(vertices, INT\_MAX);

        int time = 0;

        for (int i = 0; i < vertices; ++i) {

            if (!visited[i] && dfs(i, visited, parent, low, timeCheck, time)) {

                return false;

            }

        }

        return true;

    }

};

int main() {

    Graph g(5);

    g.addEdge(0, 1);

    g.addEdge(1, 2);

    g.addEdge(2, 0);

    g.addEdge(1, 3);

    g.addEdge(3, 4);

    if (g.isEdgeConnected()) {

        cout << "Đồ thị có tính chất liên thông cạnh.";

    } else {

        cout << "Đồ thị không có tính chất liên thông cạnh.";

    }

}

7.

#include <bits/stdc++.h>

using namespace std;

const int rows = 5;

const int cols = 5;

void floodFillDFS(vector<vector<int>>& image, int x, int y, int targetColor, int replaceColor) {

     if (x < 0 || x >= rows || y < 0 || y >= cols || image[x][y] != targetColor) {

        return;

    }

    image[x][y] = replaceColor;

    floodFillDFS(image, x + 1, y, targetColor, replaceColor);

    floodFillDFS(image, x - 1, y, targetColor, replaceColor);

    floodFillDFS(image, x, y + 1, targetColor, replaceColor);

    floodFillDFS(image, x, y - 1, targetColor, replaceColor);

}

void displayImage(const vector<vector<int>>& image) {

    for (int i = 0; i < rows; ++i) {

        for (int j = 0; j < cols; ++j) {

            cout << image[i][j] << " ";

        }

        cout << endl;

    }

}

int main() {

    vector<vector<int>> image = {

        {1, 1, 1, 1, 1},

        {1, 0, 0, 0, 1},

        {1, 0, 1, 0, 1},

        {1, 0, 0, 0, 1},

        {1, 1, 1, 1, 1}

    };

    int setX = 2;

    int setY = 2;

    int targetColor = image[setX][setY];

    int replaceColor = 2;

    floodFillDFS(image, setX, setY, targetColor, replaceColor);

    displayImage(image);

}

B. Đồ thị có hướng

8.

Không xử lý được trường hợp các đỉnh có khoảng cách giống nhau. Nếu hai đỉnh có khoảng cách giống nhau, thì thuật toán tô chúng cùng một màu => kết quả không đúng.

9.

#include <bits/stdc++.h>

using namespace std;

class Graph {

    int vertices;

    vector<vector<int>> adjList;

public:

    Graph(int v) : vertices(v), adjList(v) {}

    void addEdge(int u, int v) {

        adjList[u].push\_back(v);

    }

    bool isEulerCycle() {

        if (!isConnected()) {

            cout << "Do thi khong lien thong.\n";

            return false;

        }

        for (int i = 0; i < vertices; ++i) {

            if (adjList[i].size() != inDegree(i) || adjList[i].size() != outDegree(i)) {

                cout << "Do thi khong thoa man dieu kien bac.\n";

                return false;

            }

        }

        return true;

    }

    void printEulerCycle() {

        if (!isEulerCycle()) {

            return;

        }

        int start = 0;

        for (int i = 0; i < vertices; ++i) {

            if (adjList[i].size() > 0) {

                start = i;

                break;

            }

        }

        stack<int> s;

        vector<int> cycle;

        s.push(start);

        while (!s.empty()) {

            int u = s.top();

            if (!adjList[u].empty()) {

                int v = adjList[u].back();

                s.push(v);

                adjList[u].pop\_back();

            } else {

                cycle.push\_back(u);

                s.pop();

            }

        }

        reverse(cycle.begin(), cycle.end());

        for (int check : cycle) {

            cout << check << " ";

        }

    }

private:

    int inDegree(int in) {

        int count = 0;

        for (int i = 0; i < vertices; ++i) {

            for (int v : adjList[i]) {

                if (v == in) {

                    count++;

                }

            }

        }

        return count;

    }

    int outDegree(int in) {

        return adjList[in].size();

    }

    bool isConnected() {

        vector<bool> visited(vertices, false);

        dfs(0, visited);

        for (bool v : visited) {

            if (!v) {

                return false;

            }

        }

        return true;

    }

    void dfs(int in, vector<bool>& visited) {

        visited[in] = true;

        for (int v : adjList[in]) {

            if (!visited[v]) {

                dfs(v, visited);

            }

        }

    }

};

int main() {

    Graph g(5);

    g.addEdge(0, 1);

    g.addEdge(1, 2);

    g.addEdge(2, 0);

    g.addEdge(1, 3);

    g.addEdge(3, 4);

    g.addEdge(4, 1);

    g.printEulerCycle();

}

10.

Sử dụng thuật toán Tarjan với độ phức tạp O(V+E). Thuật toán Tarjan sử dụng DFS. Khi duyệt đỉnh u, ta đánh dấu u là đã thăm và đưa u vào một ngăn xếp. Sau đó, ta duyệt qua tất cả các đỉnh v kề với u và đánh dấu các thành phần liên thông mạnh bằng cách tìm các đỉnh có thời gian khám phá nhỏ nhất trong các thành phần liên thông mạnh. Nếu đỉnh v chưa được thăm, ta đệ quy duyệt đỉnh v. Nếu đỉnh v đã được thăm và vẫn nằm trong ngăn xếp, ta cập nhật thời gian khám phá nhỏ nhất của u bằng thời gian khám phá của v. Nếu đỉnh v đã được thăm và không nằm trong ngăn xếp, ta bỏ qua v.

11.

Hàm topologicalSortUtil(dinh, daTham, nganXepKetQua):

Đánh dấu đỉnh hiện tại là đã thăm.

Với mỗi đỉnh kề v của đỉnh hiện tại:

Nếu v chưa được thăm, gọi đệ quy topologicalSortUtil(v, daTham, nganXepKetQua).

Đẩy đỉnh hiện tại vào ngăn xếp kết quả.

Hàm topologicalSort():

Khởi tạo ngăn xếp kết quả rỗng.

Khởi tạo mảng boolean daTham với tất cả các phần tử được khởi tạo là false.

Với mỗi đỉnh v trong đồ thị:

Nếu v chưa được thăm, gọi hàm topologicalSortUtil(v, daTham, nganXepKetQua).

Trả về ngăn xếp kết quả.

Hàm hasUniqueDirectedPath():

topOrder = topologicalSort()

Với i từ 0 đến |topOrder| - 2:

Nếu không có cạnh hướng từ topOrder[i] đến topOrder[i + 1]:

In ra "Không tồn tại đường đi có hướng qua mỗi đỉnh đúng một lần."

Trả về false.

In ra "Tồn tại đường đi có hướng qua mỗi đỉnh đúng một lần."

Trả về true.

Thuật toán này có độ phức tạp thời gian O(V+E).

12.

Hàm hasUniqueTopologicalOrder (graph):

topOrder = topologicalSort(graph)

Với i từ 0 đến |topOrder| - 2:

Nếu không tồn tại cạnh hướng giữa(topOrder[i], topOrder[i + 1], graph):

Trả về false

Trả về true

Hàm tonTaiCanhHuongGiua(u, v, graph):

Với mỗi cạnh (u, v) trong graph:

Nếu u == dinh1 và v == dinh2:

Trả về true

Trả về false

Hàm topologicalSort (graph):

result = []

daTham = set()

Với mỗi đỉnh trong graph:

Nếu đỉnh không thuộc daTham:

topologicalSortUtil(dinh, daTham, result)

Trả về result

Hàm topologicalSortUtil(dinh, daTham, result):

Da thăm thêm dinh vào daTham

Với mỗi đỉnh kề v của dinh:

Nếu v không thuộc daTham:

topologicalSortUtil(v, daTham, result)

Thêm dinh vào result

14.
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1. Không có cạnh nào giữa u và v.
2. Có một cạnh hướng từ u đến v.
3. Có một cạnh hướng từ v đến u.

Do đó, tổng số lượng đồ thị có hướng phi chu trình chứa V đỉnh là ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAbCAYAAADrjggCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAVbSURBVGhD7Zk9TFtXFMf/rSqFIeBM8YAxUiEZAlTiKxJfgw1IATyEggQ0g510IOqASQdoIvGRqeoApFIcdYB04KMDdjoAHYDJsABdDBPuYjPZWWxPONPpee9dG/v5o88PSlLVP8l63PN8373v3HPP+V/zGTEoopvPxbWITq7FgfFoGNG4aFw7cYTDWgePI6r5uwqFOXDnB7S21cFUZkBpRR3//TVcx+JefBPOxjso5Xum2nb0jHsQZnN0cxzWbxZwJM1LR//LE8fRj11ondkT7TzszMI6voagaGpCyoGFsUFjpWV0s2aSvMKSILLhpHrLJG1HEgY32ausNHco2jIF9C+Ic4r43DRmqaChxZCwJfDSREMF2dfzP3h7wkr2lYDSiOzQVH8btbTWUrmpliyOJfIpd9LQ4cBDmmplB5SOUPo82W6x0oT3YpLbE7V0z7FCYkoC7f01sz3JL9pP9mErP7csiwOJAov9WRctibTYDQ5alicboMXhtqQzQ+tP6R4/t3x4hdRP1uHAAL3ukRzAkZWyJL65Xqp3blDy9aUJ8crZ19VDauyvB47gXA6k0BIN8b2xDdFWEVl3UL3DrTgo4KIH0i6xzIuoSyx6L70+lQ1JdBSRSlTela7vEY7JBsD/BpOe23jxzIZbwoT9PezG7qCj2SgMCTT2v2qMTbjfBOzuZcuFYXg8f6JjoBPybCub0d1Vh667ZpTI9w0wGqRrmAuSbEiiqwqbzTwTnCHol54WxNLMGgzfPcdgpXxbxn/2F2Jmsxg4HS39rx4zzPz8M55XRnEKbmHT3wlbe2L5mvH9u338/ssA5LWOHmFvn93Y1IfuOvkLSVIcGIffPY7+xjrUtLWjproO1pEZuP2ZZd1oUKLqfYzliXsWLjzBi0fyUEn8fh6R18+QJaS09L96bqFEWswTP/yKIUlwdxPBrgF0Zw3/KDZnF7B1pw8vX71Eh+o7X4gr76IBWJfMePXHCQal9zteQE/7LB5vbWHPs4ufU55uNN6Wr0H/GmZW3+PbX5/gK9miDU39j1fhfHskGrmohO35M3Srs0RBHMOzGoPtpw7RTuf4zSNM+tvx27tXsGXbIUoq5DJfIyXJMvpyNJHIT0Wy58/wUnr1ORVJtrSCLOkaJcnBdFvuqqehvy7yFRFmw8ljJguDwDdPFss0HYhmKj5XL7UMu+hAdsgpV2ZWDtmLiJHzkpKsDCVK2szLbaOcbA1Nj/HySbNiU1HJ+Y8TDoJRYUhFQ/+rJ8gRz2Ny9KcG7KHHA9gGcF+0E0gHAMcbAwYHjDjb9cC9+hbukxswqHO6cCTr0AiFQiGWowJJhogoGVpMV3K8NrTsdNLrfIr3cJpaShtpKmsIauhfCIElsrey6K2pUHZMVSPrwl6VgN+hMVMFPXClhpAksDOlCYVWaMgkvbvq0zCdsaNy6MBzWZdJnep5+2ZT4P+Mj+YsZbxF9fW+cryTdM+kchYL8PoeF29O/agcuEMTKStpce5kKO9CkMRpeT71f21EOP/VZgj1tKObTnKeRELeaXrAYVze+pTWdY8hTbzx40chR19Lxhmbz+TJo5t+cjpQwjennC1vNjhpQ3e68tGiYyTt2HatnHtpyvGUltXjH87TQ6c4ul0C4cBzCh166SCULCEKQhZIn1zS4P+OLGOO5/tQ3WlDJ6vt+cTvcypiHz7aL6KfNLID47EPcoNFIG6kyEDpPCtj6MNg3796UP3vIsdhgHVPVRm1jLrJF1G28fnpCtkbpO1bTQ9dn4gU+QS5KCIhLy2O9lM9O1LOe6Zaaul3cvIt5r58FP+teUl0/R5Y5IKiAy9J0YGXAvgbnBeSNXpllXMAAAAASUVORK5CYII=)

15.

#include <bits/stdc++.h>

using namespace std;

class Graph {

    int vertices;

    vector<vector<int>> adjList;

public:

    Graph(int v) : vertices(v), adjList(v) {}

    void addEdge(int u, int v) {

        adjList[u].push\_back(v);

    }

    vector<int> topologicalSort() {

        vector<int> inDegree(vertices, 0);

        for (int u = 0; u < vertices; ++u) {

            for (int v : adjList[u]) {

                inDegree[v]++;

            }

        }

        queue<int> ogVertices;

        for (int u = 0; u < vertices; ++u) {

            if (inDegree[u] == 0) {

                ogVertices.push(u);

            }

        }

        vector<int> topOrder;

        while (!ogVertices.empty()) {

            int u = ogVertices.front();

            ogVertices.pop();

            topOrder.push\_back(u);

            for (int v : adjList[u]) {

                inDegree[v]--;

                if (inDegree[v] == 0) {

                    ogVertices.push(v);

                }

            }

        }

        return topOrder;

    }

};

int main() {

    Graph g(6);

    g.addEdge(5, 2);

    g.addEdge(5, 0);

    g.addEdge(4, 0);

    g.addEdge(4, 1);

    g.addEdge(2, 3);

    g.addEdge(3, 1);

    vector<int> result = g.topologicalSort();

    for (int check : result) {

        cout << check << " ";

    }

}

C. Cây bao trùm nhỏ nhất

16.

#include <bits/stdc++.h>

using namespace std;

class Graph {

public:

    int vertices;

    vector<vector<pair<int, int>>> adjList;

    Graph(int v) : vertices(v), adjList(v) {}

    void addEdge(int u, int v, int weight) {

        adjList[u].push\_back(make\_pair(v, weight));

        adjList[v].push\_back(make\_pair(u, weight));

    }

    vector<pair<int, int>> prim(int start) {

        vector<pair<int, int>> result;

        priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>> priority;

        vector<bool> visited(vertices, false);

        priority.push(make\_pair(0, start));

        while (!priority.empty()) {

            int u = priority.top().second;

            int weight = priority.top().first;

            priority.pop();

            if (!visited[u]) {

                result.push\_back(make\_pair(u, weight));

                visited[u] = true;

                for (auto neighbor : adjList[u]) {

                    int v = neighbor.first;

                    int w = neighbor.second;

                    priority.push(make\_pair(w, v));

                }

            }

        }

        return result;

    }

};

int main() {

    Graph g(7);

    g.addEdge(0, 1, 7);

    g.addEdge(0, 3, 5);

    g.addEdge(1, 2, 8);

    g.addEdge(1, 3, 9);

    g.addEdge(1, 4, 7);

    g.addEdge(2, 4, 5);

    g.addEdge(3, 4, 15);

    g.addEdge(3, 5, 6);

    g.addEdge(4, 5, 8);

    g.addEdge(4, 6, 9);

    g.addEdge(5, 6, 11);

    vector<pair<int, int>> model = g.prim(0);

    for (auto edge : model) {

        cout << edge.first << " " << edge.second << "\n";

    }

}

#include <bits/stdc++.h>

using namespace std;

class Graph {

public:

    int vertices;

    vector<pair<int, pair<int, int>>> edges;

    Graph(int v) : vertices(v) {}

    void addEdge(int u, int v, int weight) {

        edges.push\_back(make\_pair(weight, make\_pair(u, v)));

    }

    int findSet(int in, vector<int>& parent) {

        if (in != parent[in]) {

            parent[in] = findSet(parent[in], parent);

        }

        return parent[in];

    }

    void DSU(int u, int v, vector<int>& parent, vector<int>& rank) {

        int rootU = findSet(u, parent);

        int rootV = findSet(v, parent);

        if (rank[rootU] < rank[rootV]) {

            parent[rootU] = rootV;

        } else if (rank[rootU] > rank[rootV]) {

            parent[rootV] = rootU;

        } else {

            parent[rootU] = rootV;

            rank[rootV]++;

        }

    }

    vector<pair<int, pair<int, int>>> kruskal() {

        vector<pair<int, pair<int, int>>> result;

        sort(edges.begin(), edges.end());

        vector<int> parent(vertices);

        vector<int> rank(vertices, 0);

        for (int i = 0; i < vertices; ++i) {

            parent[i] = i;

        }

        for (auto edge : edges) {

            int weight = edge.first;

            int u = edge.second.first;

            int v = edge.second.second;

            if (findSet(u, parent) != findSet(v, parent)) {

                result.push\_back(edge);

                DSU(u, v, parent, rank);

            }

        }

        return result;

    }

};

int main() {

    Graph g(4);

    g.addEdge(0, 1, 10);

    g.addEdge(0, 2, 6);

    g.addEdge(0, 3, 5);

    g.addEdge(1, 3, 15);

    g.addEdge(2, 3, 4);

    vector<pair<int, pair<int, int>>> result = g.kruskal();

    for (auto edge : result) {

        int u = edge.second.first;

        int v = edge.second.second;

        int weight = edge.first;

        cout<< u << " " << v << " " << weight<< endl;

    }

}