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**CHƯƠNG 1. TỔNG QUAN**

* 1. **Đặt vấn đề**

Như chúng ta đã biết bản đồ từ thời xa xưa giúp con người có thể xác định được phương hướng, vị trí chính xác nơi mình muốn đến, cần đến, giúp cho họ có thể hiểu biết đầy đủ về vùng địa lý mà họ tìm hiểu. Ngày nay với sự giúp đỡ của công nghệ thông tin người ta có thể ngồi tại một chỗ và tìm kiếm chính xác đến một vùng nào đó trên thế giới bằng bản đồ trực tuyến. Hiện nay, bản đồ trực tuyến là một trong những lĩnh vực phát triển mạnh mẽ được hầu hết các nơi trên thế giới xây dựng và Việt Nam không nằm ngoài số đó.

Ngày nay với sự bùng nổ của Internet, có rất nhiều bản đồ số được xây dựng. Nó rất quan trọng cho con người và công việc. Nhu cầu con người ngày càng lớn, ai cũng cần đến bản đồ. Vì vậy ai, đơn vị, tổ chức nào sẽ cung cấp cho chúng ta?

Trên thế giới Google đã xây dựng được một bản đồ trực tuyến của toàn thế giới và cung cấp các API cho người lập trình để có thể tự xây dựng bản đồ trực tuyến ở đất nước mình. Với sự phát triển mạnh mẽ trong lĩnh vực bản đồ các công ty ở Việt Nam như bamboo, địa danh đã xây dựng cơ sở dữ liệu của mình, hiển thị thông tin dựa trên bản đồ của Google. Chúng ứng dụng bởi rất nhiều công nghệ khác nhau như .NET, PHP, JSP…

* 1. **Mục tiêu cần đạt được**

Tìm hiểu các vấn đề xung quanh Google Maps APIs và các dịch vụ mà Google Map hỗ trợ. Áp dụng kiến thực tìm hiểu được xây dựng hệ thống chạy trên Web để giải quyết các vấn đề sau:

* Tìm kiếm: ATM, nhà hàng, khách sạn…, tìm kiếm theo địa chỉ được cho sẵn.
* Hướng dẫn đường đi.
* Tính toán lộ trình và thời gian đường đi.
* Định vị người dùng**.**
  1. **Hướng giải quyết**

Áp dụng nội dung tìm hiểu để xây dựng các chức năng:

* Đánh dấu các địa điểm trên bản đồ cùng các thông tin cho địa điểm: các khu vui chơi giải trí, nhà hàng khách sạn, ATM, ngân hàng...
* Chỉ dẫn đường đến các địa điểm cần tìm,chỉ dẫn đường giao thông công cộng, có thể là các địa điểm cung cấp như trên. Ở đây sử dụng các Service Google cung cấp.
* Khoanh vùng khu vực: các trung tâm kinh tế, khu đô thị...
* Tình trạng giao thông các khu vực. Đưa ra các giải pháp có thể... Còn rất nhiều ứng dụng cho phép bạn xây dựng. Quan trọng là đều mang lại lợi ích cho người cung cấp dịch vụ và người sử dụng dịch vụ. Có thể đem lại lợi ích kinh tế nếu như ứng dụng áp dụng tốt trong thực tế!

**CHƯƠNG 2. NỘI DUNG NGHIÊN CỨU**

**2.1 Giới thiệu GOOGLE MAPS APIs**

**2.1.1 Google Maps API là gì?**

Google Map là một dịch vụ ứng dụng vào công nghệ bản đồ trực tuyến trên web miễn phí được cung cấp bởi Google, hỗ trợ nhiều dịch vụ khác của Google đặc biệt là dò đường và chỉ đường; hiển thị bản đồ đường sá, các tuyến đường tối ưu cho từng loại phương tiện, cách bắt xe và chuyển tuyến cho các loại phương tiện công cộng (xe bus, xe khách ...), và những địa điểm (kinh doanh, trường học, bệnh viện, cây ATM...) trong khu vực cũng như khắp nơi trên thế giới.Vậy Map API là gì?

Map API là một phương thức cho phép 1 website B sử dụng dịch vụ bản đồ của website A (gọi là Map API) và nhúng vào website của mình (site B). Site A ở đây là google map, site B là các website cá nhân hoặc tổ chức muốn sử dụng dịch vụ của google (di chuột, room, đánh dấu trên bản đồ…)

Các ứng dụng xây dựng trên maps được nhúng vào trang web cá nhân thông qua các thẻ Javascripts do vậy việc sử dụng API Google rất dễ dàng.

Google Maps APIs đã được nâng cấp lên phiên bản v3 không chỉ hỗ trợ cho các máy để bàn truyền thống mà cho cả các thiết bị di động; các ứng dụng nhanh hơn và nhiều hơn .

Các dịch vụ hoàn toàn miễn phí với việc xây dựng một ứng dụng nhỏ. Trả phí nếu đó là việc sử dụng cho mục đích kinh doanh, doanh nghiệp.

Google phát triển Google Maps APIs dành cho 4 mảng chính đó là:

* Các ứng dụng trên Android.
* Các ứng dụng trên IOS.
* Các ứng dụng Web.
* Các ứng dụng Webservice.

**2.1.2 Một số ứng dụng của Google Map API**

* Đánh dấu các địa điểm trên bản đồ kèm theo thông tin cho địa điểm đó : khu vui chơi giải trí, nhà hàng khách sạn, cây ATM, bệnh viện, trường học,… bất cứ địa điểm nào bạn muốn.
* Chỉ dẫn đường đến các địa điểm cần tìm(đường tối ưu và nhiều option khác),chỉ dẫn đường giao thông công cộng, có thể là các địa điểm cung cấp như trên. Ở đây sử dụng các service google cung cấp.
* Khoanh vùng khu vực: các trung tâm kinh tế, khu đô thị, khu ô nhiễm…

**2.2 Cách sử dụng và phát triển GOOGLE MAPS APIs**

**2.2.1 Tạo một Google Maps đơn giản**

Để sử dụng API của Google Maps, chúng ta phải đăng ký dự án ứng dụng trên Bảng điều khiển API của Google và nhận một khóa Google API để thêm vào ứng dụng của mình. Khóa API này cho phép chúng ta theo dõi và kiểm soát việc sử dụng các dịch vụ API trong các ứng dụng.

Có nhiều gói giới hạn sử dụng cho các dịch vụ của Google Maps API, ở đây chúng ta sử dụng gói giới hạn tiêu chuẩn. Gói này cho phép tải miễn phí 25,000 bản đồ mỗi ngày với API JavaScript của Google Maps mới, API của Maps tĩnh và các hiện thực của API Street View.

Các bước đăng kí khóa API:

* Truy cập vào *https://code.google.com/apis/console* và đăng nhập bằng tài khoản gmail của mình.
* Chọn hoặc tạo Project mới để sử dụng dịch vụ API.
* Vào mục APIs & services chọn Library.
* Chọn mục Credentials để tạo khóa API mới.

![](data:image/png;base64,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)

Trong nội dung đề tài này chủ yếu tìm hiểu về Map JavaScript API, do đó cần kích hoạt dịch vụ Google Maps JavaScript API trong bản điều khiển của Google. Các bước thực hiện:

* Tại mục Library chọn Google Maps JavaScript API.
* Bật Enable dịch vụ.

Lời khuyên từ nhà cung cấp dịch vụ:

* Khai báo ứng dụng dưới dạng HTML5, sử dụng <!DOCTYPE html>.
* Tạo một thẻ <div> để chứa bản đồ.
* Định nghĩa một hàm JavaScript tạo ra một bản đồ trong <div>.
* Tải API JavaScript Maps bằng một thẻ <script>.

1. **Khai báo ứng dụng dưới dạng HTML5**

Với khai báo <!DOCTYPE html>, hầu hết các trình duyệt sẽ hiển thị nội dung trong chế độ tiêu chuẩn, nếu trình duyệt không hiểu, nó sẽ bỏ qua và sử dụng "quirks mode" để hiển thị nội dung của chúng. Do có sự xung đột về CSS giữa chế độ "quirks mode" và chế độ tiêu chuẩn nên nhà phát triển đã đề nghị sử dụng các thuộc tính style như sau:

1. **<style>**
2. #map {
3. height: 100%;
4. }
5. html, body {
6. height: 100%;
7. margin: 0;
8. padding: 0;
9. }
10. **<style>**

Khai báo này chỉ ra rằng vùng chứa bản đồ <div> sẽ chiếm 100% chiều cao của thẻ HTML.

1. **Tải API JavaScript của Google Maps**

Để tải API JavaScript của Google Maps, sử dụng thẻ <script> như sau:

1. **<script** async defer  src=https://maps.googleapis.com/maps/api/js?key=YOUR\_API\_KEY &callback=initMap"**>**
2. **</script>**

URL chứa trong thẻ <script> là vị trí của tệp JavaScript, sẽ tải tất cả các kí hiệu và định nghĩa bạn cần cho việc sử dụng các dịch vụ API JavaScript của Google Maps. Thẻ <script> này là bắt buộc.

Thuộc tính “async” cho phép trình duyệt hiển thị phần còn lại của trang web trong khi tải API JavaScript của Maps. Khi API đã sẵn sàng, nó sẽ gọi hàm được chỉ định bằng cách sử dụng tham số “callback”.

Tham số “key” chứa khóa API của ứng dụng đã đăng kí.

Việc bảo mật trên web là rất quan trọng, do đó nhà phát triển đã thực hiện tất cả các API JavaScript Maps bằng HTPS. Sử dụng HTTPS làm cho trang web an toàn hơn.

1. **Tùy chọn bản đồ**
2. map = **new** google.maps.Map(mapDiv, {
3. center: **new** google.maps.LatLng(21.033333 ,105.849998),
4. zoom: 8,
5. mapTypeId: ‘ROADMAP’
6. });

Có 2 tùy chọn bắt buộc cho mỗi bản đồ: center và zoom.

* Center: là thuộc tính xác định vị trí trung tâm của bản đồ tương ứng với kinh độ và vĩ độ đã nhập.
* Zoom: thuộc tính xác định cấp độ phóng to của bản đồ. “zoom: 0” sẽ hiển thị bản đồ trái đất ở dạng thu nhỏ hoàn toàn. Cấp độ của thuộc tính zoom càng cao thì độ phóng to bản đồ càng lớn. Mức độ thu phóng được xác định dưới dạng số nguyên.
* mapTypeId: là thuộc tính xác định kiểu bản đồ hiển thị. Có các loại bản đồ sau được hỗ trợ:
* ROADMAP: chế độ đường mặc định.
* SATELLITE: hiển thị ảnh vệ tinh của Google Earth.
* HYBRID: hiển thị hỗn hợp chế độ đường và vệ tinh.
* TERRAIN: hiển thị bản đồ vật lí dựa trên thông tin địa hình.

1. **Đối tượng bản đồ**
2. map = **new** google.maps.Map(document.getElementById("map"), {...});

Lớp JavaScript đại diện cho một bản đồ là lớp Map. Đối tượng của lớp này xác định một bản đồ duy nhất trên một trang. Khi tạo bản đồ mới, chúng ta có thể chỉ định thẻ <div> với id của bản đồ để xác định vùng chứa của bản đồ. Chúng ta cũng có thể tạo nhiều bản đồ cùng một lúc với tên các id khác nhau, khi sử dụng bản đồ nào thì chỉ cần gọi tên id tương ứng của nó.

1. **Thư viện**

Khi tải API JavaScript Maps qua URL, chúng ta có thể tải các thư viện bổ sung bằng cách sử dụng tham số “libraries”. Thư viện là các mô đun của mã cung cấp chức năng bổ sung cho API JavaScript của bản đồ chính nhưng không được tải trừ khi bạn yêu cầu chúng cụ thể.

Các thư viện có sẵn:

* Drawing: cung cấp một giao diện đồ họa cho người sử dụng để vẽ đa giác, hình chữ nhật, đa giác, vòng tròn và điểm đánh dấu trên bản đồ.
* Geometry: bao gồm các chức năng tiện ích để tính các giá trị hình học vô hạn (như khoảng cách và diện tích) trên bề mặt trái đất.
* Places: cho phép ứng dụng của bạn tìm kiếm các địa điểm như cơ sở, vị trí địa lý, hoặc điểm quan tâm nổi bật, trong một khu vực xác định.
* Visualization: cung cấp bản mô phỏng nhiệt cho dữ liệu.

**2.2.2 Google Maps Overlays**

Overlays là các đối tượng trên bản đồ được ràng buộc với toạ độ kinh độ và vĩ độ.

Google Maps có một số kiểu Overlays:

* Marker: đánh dấu một vị trí trên bản đồ.
* Polyline: là một đường đi được vẽ qua một loạt các toạ độ đã cho. Nó hỗ trợ một loạt các thuộc tính: path - các điểm sẽ đi qua, strokeColor - định màu cho đường đi, strokeOpacity - xác định độ sáng rõ của đường đi, strokeWeight - quy định độ to nhỏ của đường đi.
* Polygon: chuỗi các đường thẳng trên bản đồ và các khối.
* Circle: hỗ trợ các thuộc tính: center, radius, strokeColor, strokeOpacity, strokeWeight, ... Cho phép khoanh tròn vị trí center đã khai báo.
* Info Windows: Cho phép hiển thị thông tin phía trên vị trí đã đánh dấu.

1. **Marker**

Marker được thiết kế để đánh dấu một điểm theo tọa độ xác định trên bản đồ.

1. **var** marker = **new** google.maps.Marker({
2. position: myLatLng,
3. map: map,
4. title: 'Hello World!'
5. });

Để hiển thị Marker trên bản đồ, chúng ta cần quan tâm 3 tham số chính như sau:

* Position (bắt buộc): chỉ định vị trí ban đầu của điểm đánh dấu (LatLng).
* Map: xác định bản đồ mà marker sẽ hiển thị. Nếu không chỉ định bản đồ, marker được tạo ra sẽ không hiển thị trên bản đồ, thay vào đó có thể thêm marker bằng cách gọi phương thức setMap().
* Title: thêm chú thích cho marker.

Để loại bỏ một điểm đánh đấu khỏi bản đồ, có thể gọi phương thức setMap() với tham số null.

1. marker.setMap(null);

Tuy nhiên phương pháp này không xóa các điểm đánh dấu mà chỉ loại bỏ các điểm đó khỏi bản đồ. Nếu muốn xóa các điểm đánh dấu, sau khi loại bỏ khỏi bản đồ cần thiết lập điểm đánh dấu là null.

Ngoài ra, Marker options còn cho phép chúng ta thực hiện một số tùy chỉnh cho marker như:

* Icon: là đường dẫn đến hình ảnh để thay thế icon mặc định.
* Dragable: cho phép kéo thả marker trên bản đồ. Nó có kiểu dữ liệu true hay false, nếu giá trị là true thì marker có thể kéo thả được.
* Animation: hiệu ứng chuyển động của marker. Có hai loại Drop và Bounce. Drop sẽ chỉ ra rằng điểm đánh dấu được thả từ trên cùng của bản đồ xuống vị trí cuối cùng của điểm đánh dấu trong quá trình khởi tạo. Bounce thể hiện một điểm đánh dấu sẽ nảy liên tục.

1. **InfoWindow**

Là một cửa sổ chứa nội dung miêu tả cho một điểm cố định nào đó trên bản đồ.

Đối tượng InfoWindowOptions có các thành phần như sau:

* Content: chứa một chuỗi văn bản, một nút DOM hoặc mã HTML để hiển thị khi InfoWindow được mở.
* Position: là đối tượng kiểu LatLng thể hiện tọa độ hiển thị của InfoWindow. Position có thể gắn liền với một marker.
* maxWidth: xác định chiều rộng tối đa của cửa sổ InfoWindow tính theo đơn vị pixel.

1. infowindow.setContent(place.name);
2. infowindow.open(map, this);

Khi tạo một InfoWindow, nó không được hiển thị tự động trên bản đồ. Chúng ta cần phải gọi phương thức open(), truyền cho nó tham số map để mở và kèm theo marker hay vị trí cần hiển thị.

Theo mặc định, một InfoWindow sẽ mở cho đến khi người dùng tắt nó(nhấp vào dấu x ở góc phía trên bên phải của cửa sổ thông tin). Nhưng cũng có thể đóng cửa sổ InfoWindow bằng cách gọi phương thức close().

**2.2.3 Google Maps Event**

JavaScript trong trình duyệt được điều khiển theo sự kiện, có nghĩa là nó sẽ thao tác với người dùng  thông qua các sự kiện và ngôn ngữ này sẽ lắng nghe những thao tác của người dùng thông qua sự kiện đó. Có 2 loại sự kiện:

* UI Events: lắng nghe sự kiện từ người dùng.
* MVC State Change: lắng nghe sự kiện từ sự thay đổi giá trị của các thuộc tính trên Map.

Để lắng nghe sự kiện, chúng ta có thể sử dụng phương thức addListener(). Phương thức này nhận vào một đối tượng, một kiểu sự kiện để lắng nghe và một phương thức xử lý khi sự kiện xảy ra.

1. **UI Events**

Một số đối tượng trong Maps API được thiết kế để đáp ứng với sự kiện người sử dụng chẳng hạn như các sự kiện từ chuột hoặc bàn phím. Một đối tượng google.maps.Marker có thể lắng nghe người sử dụng các sự kiện sau đây:

* Click
* Dblclick
* Mouseup
* Mousedown
* Mouseover
* Mouseout.

Những sự kiện này có thể trông giống như các sự kiện của DOM nhưng trong thực tế có những sự kiện chỉ dành riêng cho Google API Map. Vì các trình duyệt có cách lắng nghe sự kiện khác nhau nên API JavaScript của Maps cung cấp các cơ chế này để lắng nghe và phản hồi các sự kiện đó mà không cần phải kiểm tra trình duyệt.

1. **MVC State Change**

Các sự kiện:

* zoom\_changed: sự kiện sẽ thực thi khi ta zoom size trên Map.
* center\_changed: sự kiện sẽ thực thi khi thuộc tính center của Map thay đổi.
* title\_changed: sự kiện sẽ thực thi khi thuộc tính title của Map thay đổi
* heading\_changed: sự kiện sẽ thực thi khi thuộc tính heading của Map thay đổi
* dragstart: sự kiện sẽ thực thi khi người dùng bắt đầu drag bản đồ
* drag: sự kiện sẽ thực thi khi người dùng drag bản đồ
* dragend: sự kiện sẽ thực thi khi người dùng kết thúc drag bản đồ
* maptypeid\_changed: sự kiện sẽ thực thi khi thuộc tính maptypeid của map thay đổi.

Bất cứ khi nào thuộc tính của đối tượng bị thay đổi, API JavaScript của Google Maps sẽ kích hoạt sự kiện tương ứng. Ví dụ: API sẽ kích hoạt sự kiện zoom\_changed trên bản đồ khi mức độ thu phóng của bản đồ thay đổi.

1. **Xử lí sự kiện và tham số.**

Để đăng kí thông báo sự kiện, sử dụng phương thức addListener().

1. addDomListener(instance:Object,eventName:string,handler:Function)

Các thao tác của người dùng thường sẽ thông qua một tham số đại diện cho thao tác đó. Google Maps Events sẽ nhận diện thao tác đó thông qua tham số này. Ví dụ Google Maps sẽ lắng nghe sự kiện “click” lên Marker và hiển thị một InfoWindow tại Marker đó.

**2.2.4 Google Maps Directions**

Directions là chức năng quan trọng của Google Maps cho phép chúng ta vẽ đường đi từ điểm A đến điểm B. Chúng ta khởi tạo yêu cầu chỉ đường với đối tượng DirectionsService, đối tượng này sẽ trả về kết quả chỉ đường là một DirectionsResult hoặc một trạng thái DirectionsStatus.

Để bắt đầu với dịch vụ chỉ đường, trước hết chúng ta khởi tạo một DirectionsService, sau đó gọi tới phương thức route(request, display). Phương thức này gồm 2 thành phần là Request chứa yêu cầu của người dùng và display để hiển thị kết quả chỉ đường.

* + - 1. **Directions Requests**

DirectionsRequest gồm các thành phần chính như:

* Origin(bắt buộc): LatLng chứa tọa độ điểm đầu của đường đi.
* Destination(bắt buộc): LatLng chứa tọa độ điểm cuối của đường đi.
* Travelmode: xác định phương thức di chuyển trong việc tính toán đường đi, gồm các loại:
  + DRIVING(mặc định): đường lái xe tiêu chuẩn sử dụng mạng lưới đường bộ.
  + BICYCLING: yêu cầu đường đi xe đạp.
  + TRANSIT: yêu cầu chỉ đường thông qua các tuyến vận chuyển công cộng.
  + WALKING: yêu cầu hướng đi bộ và vỉa hè.
    - 1. **Rendering Directions**

Rendering Directions thể hiện kết quả trả về khi yêu cầu DirectionsRequest được gọi. Kết quả trả về gồm một DirectionsStatus và một DirectionsResult.

DirectionsStatus(trạng thái chỉ đường) có thể trả về một số giá trị như:

* OK: cho biết kết quả trả về trong DirectionsRequest là hợp lệ.
* NOT\_FOUND: cho biết điểm đầu hoặc điểm cuối không hợp lệ.
* ZERO\_RESULTS: không có tuyến đường nào được tìm thấy.
* INVALID\_REQUEST: cho biết yêu cầu DirectionsRequest không hợp lệ.
* OVER\_QUERY\_LIMIT: cho biết trang web đã gởi quá nhiều yêu cầu trong khoảng thời gian cho phép.
* REQUEST\_DENIED: cho biết trang web không cho phép sử dụng dịch vụ chỉ đường.
* UNKNOWN\_ERROR: cho biết yêu cầu chỉ đường không được xử lí do lỗi máy chủ, có thể thành công nếu thử lại.

DirectionsResult(kết quả chỉ đường) có thể tự động hiển thị kết quả trên bản đồ bằng việc sử dụng đối tượng DirectionsRenderer. Các bước thực hiện:

* Tạo một đối tượng DirectionsRenderer.
* Gọi setMap() để gắn đối tượng vào bản đồ.
* Gọi setDirection() trên renderer để gắn nó vào DirectionsResult.

Một DirectionsRenderer còn có thể xử lí văn bản hiển thị chi tiết các bước trong việc chỉ đường, để làm như vậy chỉ cần gọi phương thức setPanel() cho DirectionsRenderer, sau đó chuyển nó vào thẻ <div> để hiển thị.

**2.2.5 Google Maps Places Library**

Các chức năng trong thư viện Places cho phép ứng dụng có thể tìm kiếm địa điểm nằm trong khu vực xác định, để tải thư viện chúng ta thêm tham số libraries trong URL khởi tạo bản đồ:

1. **<script** async defer  src=https://maps.googleapis.com/maps/api/js?key=YOUR\_API\_KEY &libraries=places"**>**
2. **</script>**

Dịch vụ Places cung cấp 4 loại tìm kiếm địa điểm:

* Nearby Search: trả về danh sách địa điểm gần vị trí người dùng.
* Text Search: trả về danh sách địa điểm gần đó dựa trên chuỗi tìm kiếm.
* Radar Search: trả về danh sách địa điểm lớn hơn trong bán kính được chỉ định.
* Place Details Request: trả về thông tin chi tiết của một địa điểm cụ thể.

Trong nội dung đề tài chỉ tìm hiểu về loại tìm kiếm Nearby Search. Phương pháp tìm kiếm này phải luôn bao gồm một vị trí, có thể xác định bằng hai cách:

* LatLngBounds: một hình hộp chữ nhật với tọa độ địa lí.
* Một vòng tròn là sự kết hợp của thuộc tính location, trung tâm là một LatLng, một bán kính xác định được đo bằng mét.

Nơi tìm kiếm sẽ gọi đến PlacesService của phương thức nearbySearch(request, callback), sau đó tra về một mảng các đối tượng PlacesResults.

Một số request thường được sử dụng như:

* Location: là một đối tượng LatLng.
* Radius: là một số nguyên cụ thể đại diện cho bán kính của vòng tròn, đơn vị mét. Bán kính tối đa là 50 000m
* Type: xác định nội dung tìm kiếm, ví dụ zoo, hotel..

**2.2.6 Google Maps Autocomplete**

Tự động điền là một trong những tính năng của thư viện Places, khi người dùng bắt đầu gõ một địa chỉ, tính năng này sẽ tự động điền vào phần còn lại.

API cung cấp hai loại công cụ tự động hoàn thành nội dung tìm kiếm thông qua lớp Autocomplete và SearchBox.

* Autocomplete: tạo trường nhập văn bản trên trang web, cung cấp dự đoán về các địa điểm trong danh sách chọn UI và trả về chi tiết địa điểm theo yêu cầu. Mỗi mục trong danh sách chọn tương ứng với một địa điểm.
* SearchBox: tương tụ như Autocomplete nhưng cung cấp một danh sách dự đoán mở rộng hơn, bao gồm địa điểm cộng với cụm từ tìm kiếm đề xuất. Khi người dùng chọn một địa điểm từ danh sách, thông tin về địa điểm đó sẽ được trả về đối tượng SearchBox và có thể lấy ra sử dụng.

Một SearchBox gồm hai đối số:

* Input: chứa nội dung cần tìm kiếm trên hộp SearchBox.
* Options: chứa thuộc tính bounds, xác định khu vực tìm kiếm địa điểm.

Để thay đổi vùng tìm kiếm cho SearchBox, gọi phương thức setBounds() và bỏ qua thuộc tính bounds ở trên.

Khi người dùng chọn một địa điểm dự đoán từ hộp SearchBox, dịch vụ sẽ kích hoạt sự kiên placces\_changed. Qua có có thể gọi getPlaces() trên đối tượng SearchBox để lấy một mảng PlacesResults.

**CHƯƠNG 3. XÂY DỰNG ỨNG DỤNG DEMO**

Áp dụng các kiến thức tìm hiểu ở trên để xây dựng một website gồm nhiều chức năng sử dụng các dịch vụ của Google Maps API như:

* Xác định vị trí hiện tại của người dùng
* Tìm kiếm địa điểm bất kì bằng cách nhập nội dung vào ô tìm kiếm.
* Chỉ đường giữa 2 địa điểm bằng cách nhập địa chỉ đầu và địa chỉ cuối vào 2 ô tìm kiếm, có hỗ trợ chi tiết đường đi.
* Tìm kiếm các dịch vụ như khách sạn, bệnh viện, ATM,.. theo từng khu vực xác định.

Các bước xây dựng JavaScript:

1. **Load bản đồ**

Đặt trung tâm bản đồ tại vị trí myLatLng, mức zoom 8, kiểu bản đồ roadmap.

1. **var** mapDiv = document.getElementById('map');
2. **var** myLatlon = **new** google.maps.LatLng(10.850, 106.650);
3. initMap = **function**(){
4. map = **new** google.maps.Map(mapDiv, {
5. center: myLatlon,
6. zoom: 8,
7. mapTypeId: 'roadmap'
8. });
9. };
10. **Thêm và xóa Marker**

Tạo một mảng chứa các Marker, thêm các Marker vào bản đồ:

1. **function** setMapOnAll(map) {
2. **for** (**var** i = 0; i < markers.length; i++) {
3. markers[i].setMap(map);
4. }
5. }

Loại bỏ và xóa các Marker khỏi bản đồ:

1. **function** clearMarkers() {
2. setMapOnAll(null);
3. }
4. **function** deleteMarkers() {
5. clearMarkers();
6. markers = [];
7. }
8. **Xác định vị trí hiện tại của người dùng (Geolocation)**
9. **function** geolocate() {
10. **if** (navigator.geolocation) {
11. navigator.geolocation.getCurrentPosition(**function**(position) {
12. console.log(position);
13. pos = {
14. lat: position.coords.latitude,
15. lng: position.coords.longitude
16. };
17. map.setCenter(pos);
18. }, );
19. } **else** {
20. alert("no location");
21. }
22. }

Thuộc tính navigator.geolocation dùng để kiểm tra trang web có được cho phép truy cập vị trí của thiết bị hay không, nếu được sẽ chạy tiếp phương thức getCurrentPosition() để lấy vị trí hiện tại của người dùng.

Tọa độ của vị trí hiện tại được lưu vào biến pos, sau đó đặt tọa độ đó vào giữa bản đồ bằng phương thức setCenter(). Tiếp đến chúng ta sẽ đặt một Marker đánh đấu vị trí đó:

1. **function** markerLocation() {
2. **var** imgMylocation = 'locationicon.png'
3. map.setZoom(16);
4. **var** marker = **new** google.maps.Marker({
5. icon:imgMylocation,
6. position: pos,
7. animation: google.maps.Animation.DROP,
8. map :map
9. });
10. }

Hàm GeolocationControl() sẽ điểu khiển việc click một đối tượng trên bản đồ và xác định vị trí hiện tại:

1. **function** GeolocationControl() {
2. **var** geoButton = document.getElementById('mylocation');
3. google.maps.event.addDomListener(geoButton, 'click', geolocate);
4. google.maps.event.addDomListener(geoButton, 'click', markerLocation);
5. };
6. **Tạo hộp tìm kiếm (SearchBox) và chỉ đường**

Tạo hộp tìm kiếm:

1. **function** mapSearchbox() {
2. **var** input = document.getElementById('pacinput');
3. **var** searchBox = **new** google.maps.places.SearchBox(input);
4. map.controls[google.maps.ControlPosition.TOP\_LEFT].push(input);
5. map.addListener('bounds\_changed', **function**() {
6. searchBox.setBounds(map.getBounds());
7. });
8. **var** markers = [];
9. //Lắng nghe để kích hoạt sự kiện khi người dùng chọn một dự đoán
10. searchBox.addListener('places\_changed', **function**() {
11. **var** places = searchBox.getPlaces();
12. **if** (places.length == 0) {
13. **return**;
14. }
15. // Xóa Marker đã tìm kiếm trước đó
16. markers.forEach(**function**(marker) {
17. marker.setMap(null);
18. });
19. markers = [];
20. // Thêm icon, name cho vị trí
21. **var** bounds = **new** google.maps.LatLngBounds();
22. places.forEach(**function**(place) {
23. **if** (!place.geometry) {
24. console.log("Returned place contains no geometry");
25. **return**;
26. }
27. **var** icon = {
28. url: place.icon,
29. size: **new** google.maps.Size(71, 71),
30. origin: **new** google.maps.Point(0, 0),
31. anchor: **new** google.maps.Point(17, 34),
32. scaledSize: **new** google.maps.Size(25, 25)
33. };
34. // Tạo Marker cho vị trí
35. markers.push(**new** google.maps.Marker({
36. map: map,
37. icon: icon,
38. title: place.name,
39. position: place.geometry.location
40. }));
41. **if** (place.geometry.viewport) {
42. // Xác định chế độ xem
43. bounds.union(place.geometry.viewport);
44. } **else** {
45. bounds.extend(place.geometry.location);
46. }
47. });
48. map.fitBounds(bounds);
49. });
50. }

Để chỉ đường với hộp tìm kiếm, chúng ta tạo thêm 2 hộp SearchBox, sau đó tạo 2 đối tượng là điểm đầu và điểm cuối của việc chỉ đường: LatLng1 và LatLng2, sau đó gán vị trí cho 2 đối tượng này bằng việc sử dụng thuộc tính geometry của Places và thêm vào hàm mapSearchBox():

1. **function** mapSearchbox1() {
2. …………
3. …………
4. // Thêm icon, name cho vị trí
5. **var** bounds = **new** google.maps.LatLngBounds();
6. places.forEach(**function**(place) {
7. // Lấy vị trí chỉ đường thứ nhất
8. LatLng1 = place.geometry.location;
9. **if** (!place.geometry) {
10. console.log("Returned place contains no geometry");
11. **return**;
12. }
13. …………
14. …………
15. }
16. **function** mapSearchbox2() {
17. …………
18. …………
19. // Thêm icon, name cho vị trí
20. **var** bounds = **new** google.maps.LatLngBounds();
21. places.forEach(**function**(place) {
22. // Lấy vị trí chỉ đường thứ hai
23. LatLng2 = place.geometry.location;
24. **if** (!place.geometry) {
25. console.log("Returned place contains no geometry");
26. **return**;
27. }
28. …………
29. …………
30. }

Khởi tạo chỉ đường bằng việc xây dựng hàm calculateAndDisplayRoute() với điểm đầu và điểm cuối là LatLng1 và LatLng2, hiện thông tin chi tiết chỉ đường sử dụng phương thức setPanel():

1. **var** directionsDisplay = **new** google.maps.DirectionsRenderer;
2. **var** directionsService = **new** google.maps.DirectionsService;
3. directionsDisplay.setMap(map);
4. directionsDisplay.setMap(map);
5. directionsDisplay.setPanel(document.getElementById('right-panel'));
6. **function** calculateAndDisplayRoute(directionsService, directionsDisplay) {
7. directionsService.route({
8. origin: LatLng1,
9. destination: LatLng2,
10. travelMode: 'DRIVING'
11. }, **function**(response, status) {
12. **if** (status === 'OK') {
13. directionsDisplay.setDirections(response);
14. } **else** {
15. window.alert('Directions request failed due to ' + status);
16. }
17. });
18. }
19. **Tìm kiếm theo khu vực**

Sử dụng phương thức tìm kiếm nearbySearch để tìm các dịch vụ như ATM, ngân hàng, khách sạn theo từng khu vực cụ thể. Trước hết chúng ta xây dựng thư viện khu vực và dịch vụ như sau:

Thư viện khu vực, file JavaScript:

1. **var** countries = {
2. 'hn': {
3. center: {lat: 21.025679, lng: 105.837227},
4. zoom: 12
5. },
6. 'hp': {
7. center: {lat: 20.847489, lng: 106.698188},
8. zoom: 12
9. },
10. 'tb': {
11. center: {lat: 20.463752, lng: 106.362309},
12. zoom: 12
13. },
14. 'na': {
15. center: {lat: 18.754104, lng: 105.529658},
16. zoom: 12
17. },
18. };

File html:

1. <select **class**="select-find" id="country">
2. <option selected>Chọn địa điểm</option>
3. <option value="hn">Hà Nội</option>
4. <option value="hp">Hải Phòng</option>
5. <option value="tb">Thái Bình</option>
6. <option value="na">Nghệ An</option>
7. </select>

Thư viện dịch vụ, file html:

1. <select **class**="select-find" id="choose">
2. <option value="atm" selected>Chọn dịch vụ</option>
3. <option value="atm">ATM</option>
4. <option value="bank">Ngân hàng</option>
5. <option value="cafe">Cafe</option>
6. <option value="hospital">Y tế</option>
7. </select>

Xây dựng hàm tìm kiếm find() lấy giá trị khu vực và dịch vụ được chọn ở trên:

1. **function** find() {
2. **var** country = document.getElementById('country').value;
3. **var** choosee = document.getElementById('choose').value;
4. **var** service = **new** google.maps.places.PlacesService(map);
5. service.nearbySearch({
6. location: countries[country].center,
7. radius: 20000,
8. type: choosee
9. }, callback);
10. }
11. **function** callback(results, status) {
12. **if** (status === google.maps.places.PlacesServiceStatus.OK) {
13. **for** (**var** i = 0; i < results.length; i++) {
14. // createMarker(results[i]);
15. addMarker(results[i]);
16. }
17. }
18. }

Thêm Marker đánh dấu các địa điểm tìm được:

1. **function** addMarker(place) {
2. **var** placeLoc = place.geometry.location;
3. **var** marker = **new** google.maps.Marker({
4. position: place.geometry.location,
5. map: map
6. });
7. markers.push(marker);
8. google.maps.event.addListener(marker, 'click', **function**() {
9. infowindow.setContent(place.name);
10. infowindow.open(map, this);
11. });
12. }

**CHƯƠNG 4. KẾT LUẬN VÀ HƯỚNG PHÁT TRIỂN**

**4.1 Kết luận**

Tóm lại, bài báo cáo đã cung cấp kiến thức cơ bản về bản đồ trực tuyến, các công nghệ hỗ trợ Web, Google Map API. Cụ thể, bài báo cáo niên luận gồm những phần sau:

* Tổng quan về Google Map API.
* Xậy dựng một hệ thống gồm các chức năng tìm kiến địa điểm, xác định vị trí, tìm kiếm các dịch vụ theo khu vực.

Do hạn chế về mặt thời gian cũng như kiến thức, bài niên luận còn nhiều sai sót và thiếu chi tiết, rất mong được sự đóng góp của các thầy/cô và các bạn để bài niên luận được hoàn thiện hơn.

**4.2 Hướng phát triển**

* Với ứng dụng trên sẽ giúp ích cho người sử dụng dễ dàng tìm được địa điểm như nhà hàng hay một địa điểm du lịch nào đó để thỏa mãn nhu cầu của mình. Hoặc những người chủ của các cửa hàng hay các khách sạn muốn cho người nào có nhu cầu sử dụng tìm đến dịch vụ của họ, thì chỉ việc post địa điểm của mình lên ứng dụng Map này. Do Google Map không hề cho các địa điểm đó lên Map của họ nên từ đó người xây dựng ứng dụng sẽ được một khoản chi phí nho nhỏ từ những người chủ này.
* Xây dựng trang web hoàn thiện hơn về mặt giao diện cũng như chức năng.

**TÀI LIỆU THAM KHẢO**

**Tiếng Việt:**

1. TÌM HIỂU VỀ GOOGLE MAP API - <https://goo.gl/iAG34D>
2. Google Map Events Freetuts.net - https://goo.gl/kVgzxN

**Tiếng Anh:**

1. Google Maps APIs Tutorial - <https://goo.gl/uc8nL>
2. Google Maps Reference - <https://goo.gl/cy3xAL>