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While working on this report I discovered many things, and I really enjoyed working on it! I decided to use the validator class as an area for holding useful validation functions that would be used across many classes. I tried to avoid putting all of my validation logic in there though. I wanted to put only those things that wouldn’t be class specific, such as comparing the lengths of lines or determining if two vertices are in the same location. This came to be very useful later when designing and creating the square, rectangle and triangle classes.

While trying to decide on how to validate shapes, I realized that if I validated the low level shapes perfectly, for example the line and point shapes, then I could reuse them in other classes to avoid rewriting validation. In the triangle class, in order to create a triangle of appropriate sides and vertices, I just made sure that you couldn’t create a line of 0 length and then made the triangle out of those lines. I also realized that instead of dealing with angles, I could deal with slopes. If any 2 triangle edges have the same slope, then it is an invalid triangle! I thought that was pretty neat and that logic helped me to create tests and validation for rectangles and squares. If the opposite sides of a rectangle or square had the same slope, then it was more likely that they were rectangles or squares. I then just had to test for parallelograms. Pretty simple stuff. I learned that if you can create simple, yet robust lower classes, you can use that to your advantage when creating more complicated classes.

I spent quite a bit of time on the circle and ellipse. In geometry, a circle is a special case of an ellipse where the foci are in the same location. I thought it might be a good idea to have one inherit from the other, but this proved to be challenging because they didn’t implement all of the same things. I also thought about creating a square and rectangle hierarchy since they are similar. A square is a special case of a rectangle. While these assumptions are good in geometry, they are less so in OO representation. I found some pretty neat articles on this very dilemma and realized that deriving circles from ellipses breaks the Liskov Substitution Principle in SOLID. Just goes to show that how something is represented in real life doesn’t transfer exactly to OO programming.