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\*Note: The pseudocode in these sections is only roughly analogous to the actual code. Reasons for discrepancies include brevity of pseudocode and error checking capabilities of actual code. Pseudocode syntax is loosely in Java.

**Section 1 – Usage**

**Language Parser**

Here is the usage for Language Parser:

java -jar LanguageParser.jar [languageSpec] [inputFile]

|  |  |
| --- | --- |
| languageSpec | Token type definitions. |
| inputFile | This file contains the input to be parsed. |

**Grammar Parser**

Here is the usage for Grammar parser:

java -jar GrammarParser.jar [tokenSpec] [grammarSpec] [inputFile]

|  |  |
| --- | --- |
| tokenSpec | Token type definitions. |
| grammarSpec | Gramar definition. |
| inputFile | This file contains the input to be parsed. |

**Section 2 – Architecture**

**Package Overview**

The involved source code files are split up into packages according to the scope of their use. Here is an explanation of all of the packages:

|  |  |
| --- | --- |
| **Package Name** | **Description** |
| generators | The generators package contains classes that only have static methods. These classes provide methods that encapsulate components of this project. Each generator class is independent of each other generator class. |
| grammar | The grammar package contains classes necessary for the construction of a Grammar object. These classes should not be used outside of this package and the GrammarGenerator class – their immutable equivalents should be used instead. |
| grammar.defaults | The grammar.defaults package contains classes that provide access to default Grammar objects, which are necessary for the parsing grammar and language specification files. |
| immutable | The immutable package contains all classes that transmit data between generators. Because these classes represent fully initialized components, there is no need to be able to modify their contents, and furthermore, any modification would be considered corruption. To prevent corruption, these classes are immutable. |
| interpreter | The interpreter package contains all classes and methods necessary for the MiniRe scripting language. |
| interpreter.defaults | The interpreter.defaults package contains classes that provide for the functionality of the MiniRe scripting language. These classes are based upon templates found in the interpreter package. |
| language | The language package contains classes necessary for the construction of token types. These classes are fully mutable, and are consequently only used in the LanguageGenerator class. |
| language.defaults | The language.defaults package contains classes that provide access to default Language objects, which are necessary for parsing grammar and language specification files. |
| utilities | The utilities package contains helper classes that standardize and simplify operations that are common throughout the project. |

**Class Structure**

There are 8 classes that are essential to understanding this project. Here’s an explanation of those classes:

|  |  |  |  |
| --- | --- | --- | --- |
| **Class** | | **Fields** | **Description** |
| **State** | | |  |
|  | String | | The name associated with this State. |
|  | Map<Character, Set<State>> | | The mapping of characters to the destination States. |
|  | Map<State, Set<Character>> | | The mapping of destination States to characters that transition to them. |
|  | Set<State> | | The set of States to which this State can epsilon transition. |
| **StateMachine** | | |  |
|  | State | | The initial state of this StateMachine. |
|  | State | | The final state of this StateMachine. |
|  | List<State> | | The states involved with this StateMachine. |
|  | Set<Character> | | The characters that could possibly start a string matching this StateMachine. |
| **Token** |  | |  |
|  | String | | The contents of this Token. |
|  | TokenType | | The token type of this Token. |
| **TokenType** | | |  |
|  | String | | The name associated with this TokenType. |
|  | StateMachine | | The state machine that is used to extract Tokens of this TokenType. |
|  | Language | | The language to which this TokenType belongs. |
| **Language** | | |  |
|  | Alphabet | | The Alphabet that defines valid characters of this Language. |
|  | Map<String, TokenType> | | The TokenTypes of this Language, indexed by their names. |
| **Rule** | | |  |
|  | String | | The name associated with this Rule. |
|  | List<List<Object>> | | The possible children (Rules or TokenTypes) of this Rule. |
|  | Set<TokenType> | | The set of TokenTypes that can start this Rule. |
| **Grammar** | | |  |
|  | String | | The name associated with this Grammar. |
|  | Rule | | The root Rule of this Grammar. |
|  | Set<Rule> | | The set of Rules that belong to this Grammar. |
| **Report** | | |  |
|  | Grammar | | The Grammar that constructed this Report. |
|  | List<Token> | | The Tokens extracted according to the Grammar. |

**Program Flows**

There are 4 functions that handle the generation of Tokens, Reports, Languages, and Grammars. These same generator classes handle the reading in and processing of specification files using a default set of Languages and Grammars. The following diagrams illustrate the flow of information for each of the portions of this submission.

![](data:image/png;base64,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)

**![](data:image/png;base64,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)**

**Section 3 – Token Generation**

The TokenGenerator handles the construction of all Token objects from given TokenType objects and string contents. It employs a greedy matching algorithm to return the longest possible string that will match the specified TokenType. It does this by stepping through the TokenType’s StateMachine, and tracking visited states and removing characters from the contents until it can’t progress anymore. Then it removes visited states and puts characters back into the contents until it lands on a final state. At that point it has the contents of the longest possible Token of that TokenType, so it constructs the Token and then returns. The following high-level pseudocode explains the algorithm more precisely.

TokenGenerator.generate(TokenType tokentype, String contents) {

visitedStates = [];

currentState = tokenType.initialState;

currentContents = “”;

while (true) {

if (contents.isEmpty()) {

break;

}

nextChar = contents.getFront()

if (currentState.canTransition(nextChar) == false) {

break;

}

currentContents.append(nextChar);

contents.deleteFront();

visitedStates.append(currentState);

currentState = currentState.transition(nextChar);

}

while (tokenType.isFinalState(currentState) == false && visitedStates.size() > 0) {

visited.deleteBack();

currentState = visited.getBack();

contents.pushFront(currentContents.getBack());

currentContents.deleteBack();

}

return new Token(tokenType, currentContents);

}

Preconditions:

* The given contents must start with the given TokenType.

**Section 4 – Report Generation**

The ReportGenerator handles the construction of all Report objects from given Grammar objects and string contents, leveraging the TokenGenerator’s functionality. It employs an LL1 parsing algorithm to traverse the Grammar and queries the TokenGenerator repeatedly. The ReportGenerator is able to resolve ambiguities in constant time by leveraging the starting TokenType of each rule, which is computed during the construction of the Grammar object, and by giving precedence toward reserved words. The following high-level pseudocode explains the algorithm more precisely.

Report ReportGenerator.generate(Grammar grammar, String contents) {

return new Report(recursiveDescent(grammar.rootRule, contents));

}

List<Token> recursiveDescent(Rule rule, String contents) {

result = new List<Token>();

contents.removeLeadingWhitespace();

possibleChains = new Set<List<Object>>;

foreach(List<Object> chain : rule.chains) {

if (chain.front().canStartWith(contents.front())) {

possibleChains.add(chain);

}

}

nextChain = null;

if (possibleChains.size() > 1) {

foreach(List<Object> chain : possibleChains) {

if (chain.front().startsWithReservedWord()) {

nextChain = chain;

}

}

if (nextChain != null)

break;

} else {

nextChain = possibleChains.getFront();

}

foreach(Object item : chain) {

if (item is TokenType) {

result.add(TokenGenerator.generate(item, contents);

} else if (item is Rule) {

Result.addAll(recursiveDescent(item, contents);

}

}

return result;

}

Preconditions:

* The given Grammar must be unambiguous.
* The given contents must be valid in the given Grammar.

**Section 5 – Language Generation**

The LanguageGenerator handles the construction of all Language objects from given Report objects. It uses domain knowledge of the format of the given Report object to construct TokenType objects and their associated StateMachine objects. The LanguageGenerator does have to ensure that all TokenType objects that that a particular TokenType depends on have been constructed before constructing it. The following high-level pseudocode explains the algorithm more precisely.

Language LanguageGenerator.generate(Report report) {

tokenTypeMap = report.constructNameToTokenListMap();

tokenTypes = new Map<String, TokenType>();

foreach(String tokenTypeName : tokenTypeMap.keys()) {

tokenTypes = processTokenType(tokenTypeName, tokenTypeMap, tokenTypes));

}

return new Language(tokenTypes);

}

Map<String, TokenType> processTokenType(String name, Map<String, List<Token>> map,

Map<String, TokenType> tokenTypes) {

if (tokenTypesMap.contains(name)) {

return tokenTypes;

}

foreach(Token token : map.get(name)) {  
 if (token.tokenType == RegExLanguage.DEFINED\_CLASS\_TOKEN) {

tokenTypes = processTokenType(token.contents, map, tokenTypes);

}

}

stateMachine = constructStateMachine(map.get(name));

tokenTypes.add(new TokenType(name, stateMachine));

return tokenTypes;

}

Preconditions:

* The given Report must follow the format of TokenType specification files.
* There are no cyclic dependencies in TokenType definitions.

**Section 6 – Grammar Generation**

**Context Independent**

The GrammarGenerator handles the construction of all Grammar objects. In the first case, it generates a completely context independent grammar from a given Language. It does this through a repetitive pattern of matching the longest first Token, which it discerns through TokenGenerator.getTokenLength. The following high-level pseudocode explains the algorithm more precisely.

Grammar GrammarGenerator.generate(Language language) {

root = new Rule(“root”);

foreach(TokenType tokenType : language.tokenTypes) {

chain = new List<Object>();

chain.add(tokenType);

chain.add(root);

root.possibleChildren.add(chain);

}

finalChain = new List<Object>();

finalChain.add(RegExLanguage.EPSILON\_TOKEN);

root.possibleChildren.add(finalChain);

}

Preconditions:

* The given Language is valid.

**File Specified**

The GrammarGenerator also handles the construction of Grammar objects from specification strings. First it calls the LanguageGenerator on the first specification string to construct TokenType objects, which are necessary for interpreting the Grammar. Then it constructs the Rule objects based on the second string’s specification. The following high-level pseudocode explains the algorithm more precisely.

Grammar GrammarGenerator.generate(String tokenTypeSpec, String grammarSpec) {

tokenReport = ReportGenerator.generate(RegExGrammar, tokenTypeSpec);

language = LanguageGenerator.generate(tokenReport);

grammarReport = ReportGenerator.generate(GrammarSpecGrammar, grammarSpec);

grammarLines = List<List<Token>>();

grammarLines.add(new List<Token>());

foreach(Token token : grammarReport.tokens) {

if (token.tokenType == GrammarSpecGrammar.NEW\_LINE\_TOKEN) {

grammarLines.add(new List<Token>());

}

}

ruleTokenMap = new Map<String, List<Token>>();

ruleMap = new Map<String, Rule>();

foreach(List<Token> tokens : grammarLines) {

ruleName = tokens.getFront().contents

tokens.deleteFront();

tokens.deleteFront();

if (ruleMap.containsKey(ruleName) == false) {

ruleTokenMap.put(ruleName, tokens);

ruleMap.put(ruleName, new Rule(ruleName);

} else if (ruleMape.containsKey(ruleName)) {

ruleMap.get(ruleName).add(GrammarSpecGrammar.OR\_TOKEN);

ruleMap.get(ruleName).addAll(tokens);

}

}

foreach(String ruleName : ruleTokenMap.keys()) {

rule = ruleTokenMap.get(ruleName);

ruleTokenMap.get(ruleName).chains.add(new List<Object>());

foreach(Token token : ruleTokenMap.get(ruleName)) {

contents = token.contents;

if (token.tokenType == GrammarSpecGrammar.RULE\_TOKEN) {

rule.chains.getBack().add(ruleTokenMap.get(contents));

} else if (token.tokenType == GrammarSpecGrammar.TOKEN\_TYPE\_TOKEN) {

rule.chains.getBack().add(language.tokenTypes.get(contents));

} else if (token.tokenType == GrammarSpecGrammar.OR\_TOKEN) {

ruleTokenMap.get(ruleName).chains.add(new List<Object>());

}

}

}

return new Grammar(ruleMap);

}

Preconditions:

* The given Report objects must follow the formats of TokenType specification files and Grammar specification files, respectively.

**Appendix A - Class Overview**

Here is a list of all of the classes used in this project, organized by package. For a more in depth breakdown of these classes, please see Section 1 – Class Design.

|  |  |  |
| --- | --- | --- |
| **Package** | **Class** | **Purpose** |
| immutable | Grammar | Contains a set of Rule objects and a root Rule. |
| immutable | Language | Contains a map of names to TokenType objects and an Alphabet object. |
| immutable | Rule | Contains a name and a set of chains of Token Type and Rule objects. |
| immutable | State | Contains mappings of characters to sets of State objects and Character objects. |
| immutable | StateMachine | Contains an initial State object, a final State object, and a list of involved State objects. |
| immutable | TokenType | Contains a StateMachine and the Language object to which this TokenType belongs. |
| immutable | Report | Contains a list of Token objects produced from a document. |
| immutable | Token | Contains a string and its token type. |
| grammar | \_Grammar | A mutable version of immutable.Grammar. |
| grammar | \_Rule | A mutable version of immutable.Rule. |
| grammar.defaults | RegExGrammar | Initializes and statically exposes a Grammar used for parsing regular expressions. |
| grammar.defaults | SimpleGrammar | Constructs a simple grammar from a language. |
| language | \_Language | A mutable version of immutable.Language. |
| language | \_State | A mutable version of immutable.State. |
| language | \_StateMachine | A mutable version of immutable.StateMachine. |
| language | \_TokenType | A mutable version of immutable.TokenType. |
| language | Alphabet | A container that manages the range of characters available for any particular language. |
| language.defaults | RegExAlphabet | Statically exposes the default Alphabet for regular expressions. |
| language.defaults | RegExLanguage | Initializes and statically exposes a Language used for parsing regular expressions. |
| utilities | CharacterUtilities | Contains common character sets. |
| utilities | ConversionUtilities | Contains methods for converting from mutable to immutable versions of objects. |
| utilities | ErrorUtilities | Contains methods helpful for halting program execution in the event of an error. |
| utilities | FileUtilities | Contains methods common to file manipulation. |
| utilities | LogUtilities | Allows for toggling logging functionality. |
| utilities | StringUtilities | Contains common methods for string formatting. |
| generators | GrammarGenerator | Contains methods for the generation of Grammar objects. |
| generators | ReportGenerator | Contains methods for the generation of Report objects. |
| generators | LanguageGenerator | Contains methods for the generation of Language objects. |
| generators | TokenGenerator | Contains methods for the generation of Token objects. |
|  | LangaugeParser | Contains the main method for running the Language Parser. |
|  | GrammarParser | Contains the main method for running the Grammar Parser. |

**Appendix B - Functional Overview**

Here is a list of all of the classes used in this project, organized by package. For a more in depth breakdown of these classes, please see Section 2 – Functional Design.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Package** | **Class** | **Method** | **Input** | **Output** | **Description** |
| generators | TokenGenerator | generate | TokenType, StringBuffer | Token | The next token |
| generators | TokenGenerator | getTokenLength | TokenType, StringBuffer | int | The length of the next token |
| generators | GrammarGenerator | generate | Language | Grammar | A simple default grammar |
| generators | GrammarGenerator | generate | String, String | Grammar | A specified grammar |
| generators | ReportGenerator | generate | Grammar, String | Report | The tokens of the given string |
| generators | LanguageGenerator | generate | Report | Language | A specified language |

**Appendix C – Specification Formats**

**Regular Expression**

The format for Regular Expression specifications must conform to the following grammar.

<reg-ex> -> <rexp>

<rexp> -> <rexp1> <rexp’>

<rexp’> -> $UNION <rexp1> <rexp’> | $EPSILON

<rexp1> -> <rexp2> <rexp1’>

<rexp1’> -> <rexp2> <rexp1’> | $NEW\_LINE <rexp1’> | $EPSILON

<rexp2> -> $OPEN\_PARENS <rexp> $CLOSE\_PARENS <rexp2-tail> | $RE\_CHAR <rexp2-tail> | <rexp3>

<rexp2-tail> -> $STAR | $PLUS | $EPSILON

<rexp3> -> <char-class> | $EPSILON

<char-class> -> $DOT | $OPEN\_BRACKET <char-class1> | <defined-class>

<char-class1> -> <char-set-list> | <exclude-set>

<char-set-list> -> <char-set> <char-set-list> | $CLOSE\_BRACKET | $EPSILON

<char-set> -> $CLS\_CHAR <char-set-tail>

<char-set-tail> -> $DASH $CLS\_CHAR | $EPSILON

<exclude-set> -> $CARROT <char-set> $CLOSE\_BRACKET $IN <exclude-set-tail>

<exclude-set-tail> -> $OPEN\_BRACKET <char-set> $CLOSE\_BRACKET | $DEFINED\_CLASS

**Grammar**

The format for Grammar specifications must conform to the following grammar.

<root> -> <rule-def-list>

<rule-def-list> -> $RULE $RULE\_ASSIGN <rule-term> <rule-term-tail> <rule-def-list-tail>

<rule-def-list-tail> -> $NEW\_LINE <rule-def-list> | $EPSILON

<rule-term-tail> -> <rule-term> <rule-term-tail> | $EPSILON

<rule-term> -> $RULE | $TOKEN\_TYPE