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РЕФЕРАТ / ABSTRACT

Пояснювальна записка до випускної атестаційної роботи бакалавра: \_\_\_ стор., \_\_ рис., \_\_ табл., \_\_\_ джерел.

Об'єкт розробки – Мобільна гра з клієнт-серверною архітектурою під Андроїд.

Мета розробки– розробити діючу мобільну гру під Андроїд та серверну частину.

Метод проектування – Android Studio, Pycharm, мова Java, Python, фреймворк Libgdx.

В результаті виконання випускної кваліфікаційної роботи бакалавра розроблено мобільну гру під Андроїд, сервер для зьеднання кількох кліентів для гри вдвох.

ВИПУСКНА КВАЛІФІКАЦІЙНА РОБОТА,МОБІЛЬНА ГРА, КЛІЕНТ-СЕРВЕР, ANDROID STUDIO, МОВА JAVA, PYTHON, LIBGDX, ASYNCIO, TCP.

Explanatory note to the final certification of the bachelor: \_\_\_ pg., \_\_ fig., \_\_\_table, \_\_\_ sources.

The object of development –Mobile application with client server architecture for cooperative gaming.

The purpose of development – to develop mobile Android game that can connect to server.

Method Design– Android Studio, language Java, Python, Libgdx.

As a result of final qualifying Bachelor mobile game developed Android, zednannya server for multiple clients to play together.

FINAL QUALIFYING, MOBILE GAME, CLIENT-SERVER, ANDROID STUDIO, LANGUAGE JAVA, PYTHON, LIBGDX, ASYNCIO, TCP.ОГЛАВЛЕНИЕ

# Введение

Моби́льная игра́ — [игровая](https://ru.wikipedia.org/wiki/%D0%98%D0%B3%D1%80%D0%B0) [программа](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D1%8C%D1%8E%D1%82%D0%B5%D1%80%D0%BD%D0%B0%D1%8F_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B0) для [мобильных устройств](https://ru.wikipedia.org/w/index.php?title=%D0%9C%D0%BE%D0%B1%D0%B8%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D1%83%D1%81%D1%82%D1%80%D0%BE%D0%B9%D1%81%D1%82%D0%B2%D0%BE&action=edit&redlink=1), например [сотовых телефонов](https://ru.wikipedia.org/wiki/%D0%A1%D0%BE%D1%82%D0%BE%D0%B2%D1%8B%D0%B9_%D1%82%D0%B5%D0%BB%D0%B5%D1%84%D0%BE%D0%BD), [смартфонов](https://ru.wikipedia.org/wiki/%D0%A1%D0%BC%D0%B0%D1%80%D1%82%D1%84%D0%BE%D0%BD), [коммуникаторов](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BC%D1%83%D0%BD%D0%B8%D0%BA%D0%B0%D1%82%D0%BE%D1%80), [КПК](https://ru.wikipedia.org/wiki/%D0%9A%D0%B0%D1%80%D0%BC%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D0%BF%D0%B5%D1%80%D1%81%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D1%8B%D0%B9_%D0%BA%D0%BE%D0%BC%D0%BF%D1%8C%D1%8E%D1%82%D0%B5%D1%80) и прочих (за исключением [ноутбуков](https://ru.wikipedia.org/wiki/%D0%9D%D0%BE%D1%83%D1%82%D0%B1%D1%83%D0%BA)).

Android — [операционная система](https://ru.wikipedia.org/wiki/%D0%9E%D0%BF%D0%B5%D1%80%D0%B0%D1%86%D0%B8%D0%BE%D0%BD%D0%BD%D0%B0%D1%8F_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0) для [смартфонов](https://ru.wikipedia.org/wiki/%D0%A1%D0%BC%D0%B0%D1%80%D1%82%D1%84%D0%BE%D0%BD), [интернет-планшетов](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D0%BD%D0%B5%D1%82-%D0%BF%D0%BB%D0%B0%D0%BD%D1%88%D0%B5%D1%82), [электронных книг](https://ru.wikipedia.org/wiki/%D0%AD%D0%BB%D0%B5%D0%BA%D1%82%D1%80%D0%BE%D0%BD%D0%BD%D0%B0%D1%8F_%D0%BA%D0%BD%D0%B8%D0%B3%D0%B0_%28%D1%83%D1%81%D1%82%D1%80%D0%BE%D0%B9%D1%81%D1%82%D0%B2%D0%BE%29), [цифровых проигрывателей](https://ru.wikipedia.org/wiki/%D0%A6%D0%B8%D1%84%D1%80%D0%BE%D0%B2%D0%BE%D0%B9_%D0%BF%D1%80%D0%BE%D0%B8%D0%B3%D1%80%D1%8B%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C), [наручных часов](https://ru.wikipedia.org/wiki/%D0%A3%D0%BC%D0%BD%D1%8B%D0%B5_%D1%87%D0%B0%D1%81%D1%8B), [игровых приставок](https://ru.wikipedia.org/wiki/%D0%98%D0%B3%D1%80%D0%BE%D0%B2%D0%B0%D1%8F_%D0%BF%D1%80%D0%B8%D1%81%D1%82%D0%B0%D0%B2%D0%BA%D0%B0), [нетбуков](https://ru.wikipedia.org/wiki/%D0%9D%D0%B5%D1%82%D0%B1%D1%83%D0%BA), [смартбуков](https://ru.wikipedia.org/wiki/%D0%A1%D0%BC%D0%B0%D1%80%D1%82%D0%B1%D1%83%D0%BA), Основана на [ядре Linux](https://ru.wikipedia.org/wiki/%D0%AF%D0%B4%D1%80%D0%BE_Linux) и собственной реализации виртуальной машины [Java](https://ru.wikipedia.org/wiki/Java_Virtual_Machine) от [Google](https://ru.wikipedia.org/wiki/Google_%28%D0%BA%D0%BE%D0%BC%D0%BF%D0%B0%D0%BD%D0%B8%D1%8F%29). Изначально разрабатывалась компанией [Android Inc.](https://ru.wikipedia.org/wiki/Android_Inc.), которую затем купила [Google](https://ru.wikipedia.org/wiki/Google_%28%D0%BA%D0%BE%D0%BC%D0%BF%D0%B0%D0%BD%D0%B8%D1%8F%29). Впоследствии Google инициировала создание альянса [Open Handset Alliance](https://ru.wikipedia.org/wiki/Open_Handset_Alliance) (OHA), который сейчас занимается поддержкой и дальнейшим развитием платформы. Android позволяет создавать [Java](https://ru.wikipedia.org/wiki/Java)-приложения, управляющие устройством через разработанные Google библиотеки. Android Native Development Kit позволяет портировать библиотеки и компоненты приложений, написанные на [Си](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8_%28%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F%29) и других [языках](https://ru.wikipedia.org/wiki/%D0%AF%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F).

В 86 % смартфонов, проданных во втором квартале 2014 года, была установлена операционная система Android. При этом за весь 2014 год было продано более 1 миллиарда Android-устройств О конкуренции мобильных игр с компьютерными и консольными даже речи быть не может. Большая часть таких игр требуют внимания и погружения на долгое время, Андроид приложения же совсем наоборот – не займут у Вас много времени и не заставят вникать в каждую мелочь. В результате своей популярности мобильные игры сформировали несколько игровых жанров, некоторые из которых уникальные и ранее просто не существовали.

Вот несколько наиболее широких игровых жанров для Андроид игр

- Action (экшн, в пер. с англ. – действие) — один из основных жанров мобильных игр, в котором упор сделан на активные действия игрока и результат зависит от того, насколько игрок способен быстро принимать решения. В экшн-играх действие всегда развивается очень быстро.

- RPG (сокращение от англ. Role-Playing Game) – ролевая игра, отдельный жанр мобильных игр, в котором игрок непосредственно управляет одним или, реже, несколькими персонажами, причём каждый из них имеет свои характеристики: способности, показатели выносливости, здоровья, силы и защиты, может относиться к какому-либо классу, развивать свои навыки и выполнять миссии.

- Стратегия (от англ. Strategy) – жанр мобильных игр, требующий от игрока выработки определённой схемы действий — стратегии, которая должна привести к достижению цели. В стратегиях игроку приходится управлять целой группой персонажей, племенем, отрядом, государством и даже галактикой или вселенной.

- Симулятор (от англ. simulator – симулятор, имитатор) – жанр игр, в основе которого лежит имитация управления каким-либо процессом из реальной жизни. Симуляторы подразделяются на несколько видов.

Adventure (адвенчур, в пер. с англ. приключение) – игры с глубоким разветвлённым сюжетом, в которых главный герой должен взаимодействовать с окружающим миром, общаясь с другими персонажами, используя найденные предметы и решая головоломки.

- Стратегическая игра — популярный жанр [компьютерных игр](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D1%8C%D1%8E%D1%82%D0%B5%D1%80%D0%BD%D0%B0%D1%8F_%D0%B8%D0%B3%D1%80%D0%B0), в котором залогом достижения победы является планирование и [стратегическое](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D0%B0%D1%82%D0%B5%D0%B3%D0%B8%D1%8F) мышление. Смысл таких игр заключается в управлении определёнными ресурсами, которые необходимо преобразовать в преимущество над противником при помощи оперативного плана, разрабатываемого с учётом меняющейся обстановки. Обычными ресурсами в военных стратегиях являются войска (отдельные персонажи, подразделения или армии) и позиция, которые следует развивать и использовать для достижения преимущества и победы. В экономических стратегиях акцент ставится на развитие экономической инфраструктуры подконтрольной игроку стороны. Современные стратегические игры, как правило, соединяют в себе как военные, так и экономические признаки. В большинстве стратегий существуют экономическая (сбор ресурсов, подготовка войск) и военная составляющие части.

Различают [*пошаговые*](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%88%D0%B0%D0%B3%D0%BE%D0%B2%D0%B0%D1%8F_%D1%81%D1%82%D1%80%D0%B0%D1%82%D0%B5%D0%B3%D0%B8%D1%8F) стратегические игры ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Turn-Based Strategy, TBS*), где игроки поочерёдно делают ходы, и каждому игроку отводится неограниченное или ограниченное (в зависимости от типа и сложности игры) время на свой ход, и стратегические игры [*в реальном времени*](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D0%B0%D1%82%D0%B5%D0%B3%D0%B8%D1%8F_%D0%B2_%D1%80%D0%B5%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%BC_%D0%B2%D1%80%D0%B5%D0%BC%D0%B5%D0%BD%D0%B8) ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Real Time Strategy, RTS*), в которых все игроки выполняют свои действия одновременно, и ход времени не прерывается. Также существуют онлайн-стратегии, предназначенные только для игры в интернете. Среди них можно выделить браузерные игры и игры, требующие использования клиента. В области стратегий, использующих клиент, ранее существовали только игры, выпускавшиеся с однопользовательским режимом.

Поша́говая страте́гия ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Turn-Based Strategy*, *TBS*) — поджанр [компьютерных стратегических игр](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D1%8C%D1%8E%D1%82%D0%B5%D1%80%D0%BD%D0%B0%D1%8F_%D1%81%D1%82%D1%80%D0%B0%D1%82%D0%B5%D0%B3%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B0%D1%8F_%D0%B8%D0%B3%D1%80%D0%B0), в которых игровой процесс состоит из последовательности фиксированных моментов времени, именуемых ходами (или шагами), во время которых игроки совершают свои действия.

Основной характеристикой пошаговых стратегических игр является [дискретность](https://ru.wikipedia.org/wiki/%D0%94%D0%B8%D1%81%D0%BA%D1%80%D0%B5%D1%82%D0%BD%D0%BE%D1%81%D1%82%D1%8C) игрового процесса. Игра состоит из фиксированных во времени моментов («шагов» или «ходов»), которые завершаются только по команде игрока. Во время этих ходов игрок совершает свои действия. Один ход может соответствовать промежутку во много лет в игровом мире, за которые игрок успевает управиться с событиями в каждом городе империи и отдать приказы сотням военных отрядов

Компьютерные пошаговые стратегии происходят от настольных стратегических игр, в которых игроки, как правило, совершали действия по очереди. До 1990 года почти все стратегические компьютерные игры были пошаговыми. Большинство первых пошаговых стратегий были либо вариациями существующих настольных игр, либо в той или иной степени были вдохновлены ими

Клиент-сервер ([англ.](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *Client-server*) — вычислительная или сетевая архитектура, в которой задания или сетевая нагрузка распределены между поставщиками услуг, называемыми серверами, и заказчиками услуг, называемыми клиентами. Физически клиент и сервер — это [программное обеспечение](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5). Обычно они взаимодействуют через компьютерную сеть посредством [сетевых протоколов](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%82%D0%B5%D0%B2%D0%BE%D0%B9_%D0%BF%D1%80%D0%BE%D1%82%D0%BE%D0%BA%D0%BE%D0%BB) и находятся на разных вычислительных машинах, но могут выполняться также и на одной машине.

1 АНАЛИЗ ПОЛЬЗОВАТЕЛЬСКИХ И РАЗРАБОТКА ФУНКЦИОНАЛЬНЫХ ТРЕБОВАНИЙ К ПРОГРАММНОМУ ПРОДУКТУ

## Обзор существующего рынка мобильных приложений

В 2012 году рынок мобильных приложений оценивался в 53 миллиарда долларов, а прогноз на 2016 год гласил, что предполагаемый рост составит около 100 миллиардов долларов. Эти цифры немного отличаются у разных исследователей, но очевидным остается то, что мобильный рынок действительно масштабен. Доход разработчики получают с помощью внутренних in-app покупок, рекламы внутри приложений, а также сбора больших данных (big data). Самые многообещающие категории – это социальные сети, производительность, рекламные сервисы, а также полезные приложения для различных целей. Самые быстрорастущие рынки – Юго-Восточная Азия и Латинская Америка.

Приблизительное число разработчиков мобильных приложений – 2.3 миллиона человек, а это означает, что каждый восьмой из всех разработчиков в мире создает мобильные приложения. В 2013 году компания Apple во время WorldWide Developer Conference объявила, что в AppStore опубликовано уже 1.25 миллионов приложений, которые пользователи скачали 50 миллиардов раз, а разработчики получили доход в 5 миллиардов долларов.

Ожидается, что скачка мобильных приложений вырастет до 200 миллиардов в год, а доходы в 2017 году будут равняться 63.5 млрд. дол.. Аналитические прогнозы показывают, что рыночная стоимость мобильных платежей во всем мире вырастет от 235 млрд. дол. в 2013 году до 721.3 млрд. дол. в 2017 [1]. Основной причиной такого бурного роста мобильных рынков является небывалый рост продаж планшетов, смартфоном и других мобильных устройств. В данный момент большинство мобильных приложений относятся к категории B2C, т.к. B2B приложения еще только-только начинают выходить на рынок. Но потенциальный рост их очень велик. Несмотря на различные цифры в прогнозируемых показателях динамики рынка, все исследователи соглашаются, что рынок мобильных приложений является одним из самых перспективных направлений

## Постановка задачи

В рамках выпускной работы бакалавра основной задачей является создание программного продукта игры под платформу андроид, с возможностью подключения к удаленному серверу приложений для сетевой игры, получение статистики и загрузки дополнительного контекста.

Необходимо разработать структуру мобильного клиента, с основным меню для выбора последующих действий пользователя, сетевой модуль для подключения к серверу.

Экран меню для задания конфигурационных параметров и выборе предопределённых опций.

В том числе экран для выбора подключения, и задания адреса и портов принимающего сервера в асинхронном режиме осуществляющим подключение и обмен данными.

Сервер приложения должен осуществлять прием подключаемых клиентов, и обработки запросов клиентов в реальном времени реализуя шаблон «реактор» в асинхронном режиме.

В случае невозможности организовать клиент серверное подключение, предположительно из-за отсутствия сетевого соединения. Клиент должен иметь возможность осуществлять работу в офлайновом режиме реализуя подход «hot seat» при котором несколько игроков играют с одного устройства.

## Требования к системе

Для запуска мобильного клиента требуется андроид версии 4 и старше, с диагональю экрана не менее 7 дюймов и разрешением экрана не менее 480 на 854 пикселей.

Для запуска серверной части требуется система работающая под управление ОС Windows/Linux 1гб оперативной памяти и установленным python35.

## Выбор языка программирования

**Java** — [объектно-ориентированный язык программирования](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F), разработанный компанией [Sun Microsystems](https://ru.wikipedia.org/wiki/Sun_Microsystems) (в последующем приобретённой компанией [Oracle](https://ru.wikipedia.org/wiki/Oracle)). Приложения Java обычно [транслируются](https://ru.wikipedia.org/wiki/%D0%A2%D1%80%D0%B0%D0%BD%D1%81%D0%BB%D1%8F%D1%82%D0%BE%D1%80) в специальный [байт-код](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B9%D1%82-%D0%BA%D0%BE%D0%B4), поэтому они могут работать на любой [виртуальной Java-машине](https://ru.wikipedia.org/wiki/Java_Virtual_Machine) вне зависимости от [компьютерной архитектуры](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D1%8C%D1%8E%D1%82%D0%B5%D1%80%D0%BD%D0%B0%D1%8F_%D0%B0%D1%80%D1%85%D0%B8%D1%82%D0%B5%D0%BA%D1%82%D1%83%D1%80%D0%B0). Дата официального выпуска — 23 мая 1995 года. Программы на Java [транслируются](https://ru.wikipedia.org/wiki/%D0%A2%D1%80%D0%B0%D0%BD%D1%81%D0%BB%D1%8F%D1%82%D0%BE%D1%80) в [байт-код](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B9%D1%82-%D0%BA%D0%BE%D0%B4), выполняемый [виртуальной машиной Java](https://ru.wikipedia.org/wiki/Java_Virtual_Machine) (JVM) — программой, обрабатывающей байтовый код и передающей инструкции оборудованию как [интерпретатор](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D0%BF%D1%80%D0%B5%D1%82%D0%B0%D1%82%D0%BE%D1%80).

Программный код, написанный на Java, [виртуальная машина Java](https://ru.wikipedia.org/wiki/Java_Virtual_Machine) преобразует в [байт-код Java](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B9%D1%82-%D0%BA%D0%BE%D0%B4_Java). Однако есть компиляторы [байт-кода](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B9%D1%82-%D0%BA%D0%BE%D0%B4) для других языков программирования, таких как [Ada](https://ru.wikipedia.org/wiki/%D0%90%D0%B4%D0%B0_%28%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F%29), [JavaScript](https://ru.wikipedia.org/wiki/JavaScript), [Python](https://ru.wikipedia.org/wiki/Python), и [Ruby](https://ru.wikipedia.org/wiki/Ruby). Также есть несколько новых языков программирования, разработанных для работы с виртуальной машиной Java. Это такие языки как [Scala](https://ru.wikipedia.org/wiki/Scala_%28%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F%29), [Clojure](https://ru.wikipedia.org/wiki/Clojure) and [Groovy](https://ru.wikipedia.org/wiki/Groovy). [Синтаксис Java](https://ru.wikipedia.org/w/index.php?title=%D0%A1%D0%B8%D0%BD%D1%82%D0%B0%D0%BA%D1%81%D0%B8%D1%81_Java&action=edit&redlink=1) в основном заимствован из [Си](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8_%28%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F%29) и [C++](https://ru.wikipedia.org/wiki/C%2B%2B), но объектно-ориентированные возможности основаны на модели, используемой в [Smalltalk](https://ru.wikipedia.org/wiki/Smalltalk) и [Objective-C](https://ru.wikipedia.org/wiki/Objective-C). В Java отсутствуют определённые [низкоуровневые](https://ru.wikipedia.org/wiki/%D0%9D%D0%B8%D0%B7%D0%BA%D0%BE%D1%83%D1%80%D0%BE%D0%B2%D0%BD%D0%B5%D0%B2%D1%8B%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F) конструкции, такие как [указатели](https://ru.wikipedia.org/wiki/%D0%A3%D0%BA%D0%B0%D0%B7%D0%B0%D1%82%D0%B5%D0%BB%D1%8C_%28%D1%82%D0%B8%D0%BF_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85%29), также Java имеет очень простую модель памяти, где каждый объект расположен [в куче](https://ru.wikipedia.org/wiki/%D0%94%D0%B8%D0%BD%D0%B0%D0%BC%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%BE%D0%B5_%D1%80%D0%B0%D1%81%D0%BF%D1%80%D0%B5%D0%B4%D0%B5%D0%BB%D0%B5%D0%BD%D0%B8%D0%B5_%D0%BF%D0%B0%D0%BC%D1%8F%D1%82%D0%B8) и все переменные [объектного типа](https://ru.wikipedia.org/w/index.php?title=%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D1%8B%D0%B9_%D1%82%D0%B8%D0%BF&action=edit&redlink=1) являются [ссылками](https://ru.wikipedia.org/wiki/%D0%A1%D1%81%D1%8B%D0%BB%D0%BA%D0%B0_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29). Управление памятью осуществляется с помощью интегрированной автоматической [сборки мусора](https://ru.wikipedia.org/wiki/%D0%A1%D0%B1%D0%BE%D1%80%D0%BA%D0%B0_%D0%BC%D1%83%D1%81%D0%BE%D1%80%D0%B0_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29), которую выполняет [JVM](https://ru.wikipedia.org/wiki/Java_Virtual_Machine).

Достоинством подобного способа выполнения программ является полная независимость байт-кода от [операционной системы](https://ru.wikipedia.org/wiki/%D0%9E%D0%BF%D0%B5%D1%80%D0%B0%D1%86%D0%B8%D0%BE%D0%BD%D0%BD%D0%B0%D1%8F_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0) и [оборудования](https://ru.wikipedia.org/wiki/%D0%90%D0%BF%D0%BF%D0%B0%D1%80%D0%B0%D1%82%D0%BD%D0%B0%D1%8F_%D0%BF%D0%BB%D0%B0%D1%82%D1%84%D0%BE%D1%80%D0%BC%D0%B0), что позволяет выполнять Java-приложения на любом устройстве, для которого существует соответствующая виртуальная машина. Другой важной особенностью технологии Java является гибкая система безопасности, в рамках которой исполнение программы полностью контролируется виртуальной машиной. Любые операции, которые превышают установленные полномочия программы (например, попытка несанкционированного доступа к данным или соединения с другим компьютером), вызывают немедленное прерывание.

Часто к недостаткам концепции виртуальной машины относят снижение производительности. Ряд усовершенствований несколько увеличил скорость выполнения программ на Java:

* применение технологии трансляции байт-кода в машинный код непосредственно во время работы программы ([JIT](https://ru.wikipedia.org/wiki/JIT)-технология) с возможностью сохранения версий класса в машинном коде,
* широкое использование [платформенно-ориентированного кода](https://ru.wikipedia.org/wiki/%D0%9F%D0%BB%D0%B0%D1%82%D1%84%D0%BE%D1%80%D0%BC%D0%B5%D0%BD%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D0%BA%D0%BE%D0%B4) (native-код) в стандартных библиотеках,
* аппаратные средства, обеспечивающие ускоренную обработку байт-кода (например, технология [Jazelle](https://ru.wikipedia.org/wiki/Jazelle), поддерживаемая некоторыми процессорами фирмы [ARM](https://ru.wikipedia.org/wiki/ARM_%28%D0%BA%D0%BE%D0%BC%D0%BF%D0%B0%D0%BD%D0%B8%D1%8F%29)).

По данным для семи разных задач время выполнения на Java составляет в среднем в полтора-два раза больше, чем для C/C++, в некоторых случаях Java быстрее, а в отдельных случаях в 7 раз медленнее. С другой стороны, для большинства из них потребление памяти Java-машиной было в 10—30 раз больше, чем программой на C/C++. Также примечательно исследование, проведённое компанией [Google](https://ru.wikipedia.org/wiki/Google_%28%D0%BA%D0%BE%D0%BC%D0%BF%D0%B0%D0%BD%D0%B8%D1%8F%29), согласно которому отмечается существенно более низкая производительность и бо́льшее потребление памяти в тестовых примерах на Java в сравнении с аналогичными программами на [C++](https://ru.wikipedia.org/wiki/C%2B%2B).

Программы, написанные на Java, имеют репутацию более медленных и занимающих больше оперативной памяти, чем написанные на языке C. Тем не менее, скорость выполнения программ, написанных на языке Java, была существенно улучшена с выпуском в 1997—1998 годах так называемого JIT-компилятора в версии 1.1 в дополнение к другим особенностям языка для поддержки лучшего анализа кода (такие, как внутренние классы, класс StringBuffer, упрощенные логические вычисления и т. д.). Кроме того, была произведена оптимизация виртуальной машины Java — с 2000 года для этого используется виртуальная машина [HotSpot](https://ru.wikipedia.org/wiki/HotSpot). По состоянию на февраль 2012 года, код Java 7 приблизительно в 1.8 раза медленнее кода, написанного на языке Си.

Некоторые платформы предлагают аппаратную поддержку выполнения для Java. К примеру, микроконтроллеры, выполняющие код Java на аппаратном обеспечении вместо программной JVM, а также основанные на ARM процессоры, которые поддерживают выполнение байткода Java через опцию Jazelle.

**Python**— [высокоуровневый язык программирования](https://ru.wikipedia.org/wiki/%D0%92%D1%8B%D1%81%D0%BE%D0%BA%D0%BE%D1%83%D1%80%D0%BE%D0%B2%D0%BD%D0%B5%D0%B2%D1%8B%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F) общего назначения, ориентированный на повышение производительности разработчика и читаемости кода. [Синтаксис](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8%D0%BD%D1%82%D0%B0%D0%BA%D1%81%D0%B8%D1%81_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29) ядра Python минималистичен. В то же время [стандартная библиотека](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D0%B0%D0%BD%D0%B4%D0%B0%D1%80%D1%82%D0%BD%D0%B0%D1%8F_%D0%B1%D0%B8%D0%B1%D0%BB%D0%B8%D0%BE%D1%82%D0%B5%D0%BA%D0%B0_Python) включает большой объём полезных функций.

Python поддерживает несколько [парадигм программирования](https://ru.wikipedia.org/wiki/%D0%9F%D0%B0%D1%80%D0%B0%D0%B4%D0%B8%D0%B3%D0%BC%D0%B0_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F), в том числе [структурное](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D1%83%D0%BA%D1%82%D1%83%D1%80%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5), [объектно-ориентированное](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5), [функциональное](https://ru.wikipedia.org/wiki/%D0%A4%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5), [императивное](https://ru.wikipedia.org/wiki/%D0%98%D0%BC%D0%BF%D0%B5%D1%80%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) и [аспектно-ориентированное](https://ru.wikipedia.org/wiki/%D0%90%D1%81%D0%BF%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5). Основные архитектурные черты — [динамическая типизация](https://ru.wikipedia.org/wiki/%D0%94%D0%B8%D0%BD%D0%B0%D0%BC%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B0%D1%8F_%D1%82%D0%B8%D0%BF%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D1%8F), [автоматическое управление памятью](https://ru.wikipedia.org/wiki/%D0%A1%D0%B1%D0%BE%D1%80%D0%BA%D0%B0_%D0%BC%D1%83%D1%81%D0%BE%D1%80%D0%B0_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29), полная [интроспекция](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D1%80%D0%BE%D1%81%D0%BF%D0%B5%D0%BA%D1%86%D0%B8%D1%8F_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29), механизм [обработки исключений](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%80%D0%B0%D0%B1%D0%BE%D1%82%D0%BA%D0%B0_%D0%B8%D1%81%D0%BA%D0%BB%D1%8E%D1%87%D0%B5%D0%BD%D0%B8%D0%B9), поддержка [многопоточных вычислений](https://ru.wikipedia.org/wiki/%D0%9C%D0%BD%D0%BE%D0%B3%D0%BE%D0%BF%D0%BE%D1%82%D0%BE%D1%87%D0%BD%D0%BE%D1%81%D1%82%D1%8C) и удобные высокоуровневые [структуры данных](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D1%83%D0%BA%D1%82%D1%83%D1%80%D0%B0_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85). Код в Python организовывается в функции и [классы](https://ru.wikipedia.org/wiki/%D0%9A%D0%BB%D0%B0%D1%81%D1%81_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29), которые могут объединяться в [модули](https://ru.wikipedia.org/wiki/%D0%9C%D0%BE%D0%B4%D1%83%D0%BB%D1%8C_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29) (они в свою очередь могут быть объединены в пакеты).

Эталонной реализацией Python является интерпретатор [CPython](https://ru.wikipedia.org/wiki/CPython), поддерживающий большинство активно используемых платформ[[6]](https://ru.wikipedia.org/wiki/Python#cite_note-6). Он распространяется под [свободной лицензией](https://ru.wikipedia.org/wiki/%D0%A1%D0%B2%D0%BE%D0%B1%D0%BE%D0%B4%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5) Python Software Foundation License, позволяющей использовать его без ограничений в любых приложениях, включая [проприетарные](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D0%BF%D1%80%D0%B8%D0%B5%D1%82%D0%B0%D1%80%D0%BD%D0%BE%D0%B5_%D0%9F%D0%9E)[[7]](https://ru.wikipedia.org/wiki/Python#cite_note-7). Есть реализации интерпретаторов для [JVM](https://ru.wikipedia.org/wiki/JVM) (с возможностью [компиляции](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D0%B8%D0%BB%D1%8F%D1%82%D0%BE%D1%80)), [MSIL](https://ru.wikipedia.org/wiki/MSIL) (с возможностью [компиляции](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D0%B8%D0%BB%D1%8F%D1%82%D0%BE%D1%80)), [LLVM](https://ru.wikipedia.org/wiki/LLVM) и других. Проект [PyPy](https://ru.wikipedia.org/wiki/PyPy) предлагает реализацию Python на самом Python, что уменьшает затраты на изменения языка и постановку экспериментов над новыми возможностями.

Python — активно развивающийся [язык программирования](https://ru.wikipedia.org/wiki/%D0%AF%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F), новые версии (с добавлением/изменением языковых свойств) выходят примерно раз в два с половиной года. Вследствие этого и некоторых других причин на Python отсутствуют [стандарт ANSI](https://ru.wikipedia.org/wiki/%D0%90%D0%BC%D0%B5%D1%80%D0%B8%D0%BA%D0%B0%D0%BD%D1%81%D0%BA%D0%B8%D0%B9_%D0%BD%D0%B0%D1%86%D0%B8%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D1%8B%D0%B9_%D0%B8%D0%BD%D1%81%D1%82%D0%B8%D1%82%D1%83%D1%82_%D1%81%D1%82%D0%B0%D0%BD%D0%B4%D0%B0%D1%80%D1%82%D0%BE%D0%B2), [ISO](https://ru.wikipedia.org/wiki/ISO) или другие официальные стандарты, их роль выполняет [CPython](https://ru.wikipedia.org/wiki/CPython).

Python [портирован](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%80%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B3%D0%BE_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D1%8F) и работает почти на всех известных платформах — от [КПК](https://ru.wikipedia.org/wiki/%D0%9A%D0%B0%D1%80%D0%BC%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D0%BF%D0%B5%D1%80%D1%81%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D1%8B%D0%B9_%D0%BA%D0%BE%D0%BC%D0%BF%D1%8C%D1%8E%D1%82%D0%B5%D1%80) до [мейнфреймов](https://ru.wikipedia.org/wiki/%D0%9C%D0%B5%D0%B9%D0%BD%D1%84%D1%80%D0%B5%D0%B9%D0%BC). Существуют порты под [Microsoft Windows](https://ru.wikipedia.org/wiki/Microsoft_Windows), практически все варианты [UNIX](https://ru.wikipedia.org/wiki/UNIX) (включая [FreeBSD](https://ru.wikipedia.org/wiki/FreeBSD) и [Linux](https://ru.wikipedia.org/wiki/Linux)), [Plan 9](https://ru.wikipedia.org/wiki/Plan_9), [Mac OS](https://ru.wikipedia.org/wiki/Mac_OS) и [Mac OS X](https://ru.wikipedia.org/wiki/Mac_OS_X), [iPhone OS](https://ru.wikipedia.org/wiki/IPhone_OS) 2.0 и выше, [Palm OS](https://ru.wikipedia.org/wiki/Palm_OS), [OS/2](https://ru.wikipedia.org/wiki/OS/2), [Amiga](https://ru.wikipedia.org/wiki/Amiga), [HaikuOS](https://ru.wikipedia.org/wiki/HaikuOS), [AS/400](https://ru.wikipedia.org/wiki/AS/400) и даже [OS/390](https://ru.wikipedia.org/wiki/OS/390), [Windows Mobile](https://ru.wikipedia.org/wiki/Windows_Mobile), [Symbian](https://ru.wikipedia.org/wiki/Symbian) и [Android](https://ru.wikipedia.org/wiki/Android)[[21]](https://ru.wikipedia.org/wiki/Python#cite_note-21).

По мере устаревания платформы её поддержка в основной ветви языка прекращается. Например, с серии 2.6 прекращена поддержка [Windows 95](https://ru.wikipedia.org/wiki/Windows_95), [Windows 98](https://ru.wikipedia.org/wiki/Windows_98) и [Windows ME](https://ru.wikipedia.org/wiki/Windows_ME)[[22]](https://ru.wikipedia.org/wiki/Python#cite_note-22). Однако на этих платформах можно использовать предыдущие версии Python — на данный момент сообщество активно поддерживает версии Python начиная от 2.3 (для них выходят исправления).

При этом, в отличие от многих портируемых систем, для всех основных платформ Python имеет поддержку характерных для данной платформы технологий (например, Microsoft [COM](https://ru.wikipedia.org/wiki/Microsoft_Component_Object_Model)/[DCOM](https://ru.wikipedia.org/wiki/Microsoft_Distributed_Component_Object_Model)). Более того, существует специальная версия Python для [виртуальной машины Java](https://ru.wikipedia.org/wiki/%D0%92%D0%B8%D1%80%D1%82%D1%83%D0%B0%D0%BB%D1%8C%D0%BD%D0%B0%D1%8F_%D0%BC%D0%B0%D1%88%D0%B8%D0%BD%D0%B0_Java) — [Jython](https://ru.wikipedia.org/wiki/Jython), что позволяет интерпретатору выполняться на любой системе, поддерживающей Java, при этом классы Java могут непосредственно использоваться из Python и даже быть написанными на Python. Также несколько проектов обеспечивают интеграцию с платформой [Microsoft .NET](https://ru.wikipedia.org/wiki/Microsoft_.NET), основные из которых — [IronPython](https://ru.wikipedia.org/wiki/IronPython) и [Python.Net](https://ru.wikipedia.org/w/index.php?title=Python.Net&action=edit&redlink=1).

Python поддерживает [динамическую типизацию](https://ru.wikipedia.org/wiki/%D0%94%D0%B8%D0%BD%D0%B0%D0%BC%D0%B8%D1%87%D0%B5%D1%81%D0%BA%D0%B0%D1%8F_%D1%82%D0%B8%D0%BF%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D1%8F), то есть тип переменной определяется только во время исполнения. Поэтому вместо «присваивания значения переменной» лучше говорить о «связывании значения с некоторым именем». В Python имеются встроенные типы: [булевый](https://ru.wikipedia.org/wiki/%D0%91%D1%83%D0%BB%D0%B5%D0%B2%D1%81%D0%BA%D0%B8%D0%B9_%D1%82%D0%B8%D0%BF), [строка](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D0%BE%D0%BA%D0%BE%D0%B2%D1%8B%D0%B9_%D1%82%D0%B8%D0%BF), [Unicode](https://ru.wikipedia.org/wiki/Unicode)-строка, целое число произвольной точности, число [с плавающей запятой](https://ru.wikipedia.org/wiki/%D0%9F%D0%BB%D0%B0%D0%B2%D0%B0%D1%8E%D1%89%D0%B0%D1%8F_%D0%B7%D0%B0%D0%BF%D1%8F%D1%82%D0%B0%D1%8F), [комплексное число](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D0%BB%D0%B5%D0%BA%D1%81%D0%BD%D0%BE%D0%B5_%D1%87%D0%B8%D1%81%D0%BB%D0%BE) и некоторые другие. Из [коллекций](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BB%D0%BB%D0%B5%D0%BA%D1%86%D0%B8%D1%8F_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29) в Python встроены: [список](https://ru.wikipedia.org/wiki/%D0%A1%D0%BF%D0%B8%D1%81%D0%BE%D0%BA_%28%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0%29), [кортеж](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D1%80%D1%82%D0%B5%D0%B6_%28%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0%29) (*неизменяемый список*), [словарь](https://ru.wikipedia.org/wiki/%D0%90%D1%81%D1%81%D0%BE%D1%86%D0%B8%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D1%8B%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2), [множество](https://ru.wikipedia.org/wiki/%D0%9C%D0%BD%D0%BE%D0%B6%D0%B5%D1%81%D1%82%D0%B2%D0%BE) и другие. Все значения являются объектами, в том числе функции, методы, модули, классы.

Добавить новый тип можно либо написав [класс](https://ru.wikipedia.org/wiki/%D0%9A%D0%BB%D0%B0%D1%81%D1%81_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29) (class), либо определив новый тип в модуле расширения (например, написанном на языке C). Система классов поддерживает [наследование](https://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29) (одиночное и [множественное](https://ru.wikipedia.org/wiki/%D0%9C%D0%BD%D0%BE%D0%B6%D0%B5%D1%81%D1%82%D0%B2%D0%B5%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BD%D0%B0%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) и [метапрограммирование](https://ru.wikipedia.org/wiki/%D0%9C%D0%B5%D1%82%D0%B0%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5). Возможно наследование от большинства встроенных типов и типов расширений.

Все объекты делятся на ссылочные и атомарные. К атомарным относятся int, long (в версии 3 любое число int, так как в версии 3 нет ограничения на размер), complex и некоторые другие. При присваивании атомарных объектов копируется их значение, в то время как для ссылочных копируется только указатель на объект, таким образом, обе переменные после присваивания используют одно и то же значение. Ссылочные объекты бывают изменяемые и неизменяемые. Например, строки и кортежи являются неизменяемыми, а списки, словари и многие другие объекты — изменяемыми. Кортеж в Python является, по сути, неизменяемым списком.

Python поддерживает парадигму [функционального программирования](https://ru.wikipedia.org/wiki/%D0%A4%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5), в частности:

* функция является объектом;
* функции высших порядков;
* рекурсия;
* развитая обработка списков (списочные выражения, операции над последовательностями, итераторы);
* аналог замыканий;
* частичное применение функции;
* возможность реализации других средств на самом языке (например, [карринг](https://ru.wikipedia.org/wiki/%D0%9A%D0%B0%D1%80%D1%80%D0%B8%D0%BD%D0%B3)).

[Функциональное программирование](https://ru.wikipedia.org/wiki/%D0%A4%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%BE%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) является одной из парадигм, поддерживаемых языком программирования [Python](https://ru.wikipedia.org/wiki/Python). Основными предпосылками для полноценного функционального программирования в Python являются: [функции высших порядков](https://ru.wikipedia.org/wiki/%D0%A4%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D1%8F_%D0%B2%D1%8B%D1%81%D1%88%D0%B5%D0%B3%D0%BE_%D0%BF%D0%BE%D1%80%D1%8F%D0%B4%D0%BA%D0%B0), развитые средства [обработки списков](https://ru.wikipedia.org/w/index.php?title=%D0%9E%D0%B1%D1%80%D0%B0%D0%B1%D0%BE%D1%82%D0%BA%D0%B0_%D1%81%D0%BF%D0%B8%D1%81%D0%BA%D0%BE%D0%B2&action=edit&redlink=1), [рекурсия](https://ru.wikipedia.org/wiki/%D0%A0%D0%B5%D0%BA%D1%83%D1%80%D1%81%D0%B8%D1%8F#.D0.A0.D0.B5.D0.BA.D1.83.D1.80.D1.81.D0.B8.D1.8F_.D0.B2_.D0.BF.D1.80.D0.BE.D0.B3.D1.80.D0.B0.D0.BC.D0.BC.D0.B8.D1.80.D0.BE.D0.B2.D0.B0.D0.BD.D0.B8.D0.B8), возможность организации [ленивых вычислений](https://ru.wikipedia.org/wiki/%D0%9B%D0%B5%D0%BD%D0%B8%D0%B2%D1%8B%D0%B5_%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F). Элементы функционального программирования в Python могут быть полезны любому программисту, так как позволяют гармонично сочетать выразительную мощность этого подхода с другими подходами.

Функторы привносят в Python возможность [ленивых вычислений](https://ru.wikipedia.org/wiki/%D0%9B%D0%B5%D0%BD%D0%B8%D0%B2%D1%8B%D0%B5_%D0%B2%D1%8B%D1%87%D0%B8%D1%81%D0%BB%D0%B5%D0%BD%D0%B8%D1%8F), присущую функциональным языкам: вместо вычисления результата выражения — динамическое определение новых функций комбинированием имеющихся.

Определенный подобным образом функтор создает значительные накладные расходы, так как при каждом вызове проходит по вызовам всех вложенных lambda. Можно оптимизировать функтор, применив технику генерирования байткода во время исполнения. Соответствующий пример и тесты на скорость есть в [Примерах Python программ](https://ru.wikiversity.org/wiki/%D0%9F%D1%80%D0%B8%D0%BC%D0%B5%D1%80%D1%8B_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC_%D0%BD%D0%B0_%D1%8F%D0%B7%D1%8B%D0%BA%D0%B5_Python#.D0.A4.D1.83.D0.BD.D0.BA.D1.82.D0.BE.D1.80_.D1.81_.D0.B3.D0.B5.D0.BD.D0.B5.D1.80.D0.B0.D1.86.D0.B8.D0.B5.D0.B9_.D0.B1.D0.B0.D0.B9.D1.82.D0.BE.D0.BA.D0.BE.D0.B4.D0.B0). При использовании этой техники скорость исполнения не будет отличаться от «статического» кода (если не считать времени, требующегося на однократное конструирование результирующей функции). Вместо байтокода Python можно генерировать на выходе, например, код на языке программирования [C](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8_%28%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F%29), других языках программирования или [XML](https://ru.wikipedia.org/wiki/XML)-файлы.

Несмотря на накладные расходы, ленивое вычисление может дать заметный выигрыш в скорости в случаях, когда действия, оборачиваемые ленивым функтором, достаточно дороги — например, включают объёмные вычисления или доступ к диску. Предположим некоторый промежуточный результат *X* лениво вычисляется перед условным оператором; для него будет создана цепочка функторов. В той ветке условного оператора, где значение *X* не требуется по ходу вычисления, эта цепочка функторов будет просто отброшена, не приведя к дорогостоящему вычислению. В другой ветке, где *X* требуется для вычисления конечного результата функции, цепочка функторов произведёт его вычисление. При этом программисту не нужно отслеживать, в какой из веток алгоритма значение может не потребоваться: он может рассчитывать, что дорогостоящее вычисление *X* произойдёт только тогда, когда его результат не будет отброшен

Программное обеспечение (приложение или библиотека) на Python оформляется в виде [модулей](https://ru.wikipedia.org/wiki/%D0%9C%D0%BE%D0%B4%D1%83%D0%BB%D1%8C_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29), которые в свою очередь могут быть собраны в *пакеты*. Модули могут располагаться как в [каталогах](https://ru.wikipedia.org/wiki/%D0%9A%D0%B0%D1%82%D0%B0%D0%BB%D0%BE%D0%B3_%28%D1%84%D0%B0%D0%B9%D0%BB%D0%BE%D0%B2%D0%B0%D1%8F_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0%29), так и в [ZIP-архивах](https://ru.wikipedia.org/wiki/ZIP). Модули могут быть двух типов по своему происхождению: модули, написанные на «чистом» Python, и модули расширения (extension modules), написанные на других языках программирования. Например, в стандартной библиотеке есть «чистый» модуль pickle и его аналог на Си: cPickle. Модуль оформляется в виде отдельного файла, а пакет — в виде отдельного каталога. Подключение модуля к программе осуществляется оператором import. После импорта модуль представлен отдельным объектом, дающим доступ к пространству имён модуля. В ходе выполнения программы модуль можно перезагрузить функцией reload().

# Описание принятых проектных решений

## Структура и функционирование приложения

Приложение использует клиент серверную архитектуру по TCP протоколу для реализации сетевого режима игры. Сервер синхронизируют данные между клиентскими устройствами.

Общая структура клиент-серверного взаимодействия представлена на рисунке 2.1. при которой серверное приложение работающее на выделенной машине принимает запросы от сервера и обрабатывает их в асинхронном режиме, реализуя шаблон реактора.

![http://lh3.ggpht.com/-7YWDecVp500/TuEjHAHdfVI/AAAAAAAACF4/D1BuFzsS9sY/mobile%252520app%252520arch2.png?imgmax=800](data:image/png;base64,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)

Рисунок 2.1. Клиент серверное взаимодействие

После успешной обработки происходит сериализация измененного состояние системы в json обьект и передается на сторону клиента позволяя клиенту отобразить новое состояние для пользователя.

В случае возникновения ошибки при вычислении состояния сервера, или попытки пользователем выполнения недопустимой операции, клиенту отправляется код ошибки совместно с сообщением.

На самом примитивном уровне абстракции приложение, ориентированное на работу с сервером состоит из следующих архитектурных слоев:

1. Ядро приложения, которое включает в себя компоненты системы, не доступные для взаимодействия с пользователем.
2. Графический пользователь интерфейс
3. Компоненты повторного использования: библиотеки, визуальные компоненты и другое.
4. Ресурсы приложения: графические файлы, звуки, необходимые бинарные файлы.

Наиважнейшим условием построение стрессоустойчивой архитектуры является отделение ядра системы от GUI, настолько, что б одно, могло успешно функционировать без другого.

Ядро приложения, состоит из следующих слоев:

1. (Start layer) Стартовый слой, определяющий рабочий процесс, начала исполнения программы.
2. (Network layer) Сетевой слой, обеспечивающий механизм транспортного взаимодействия.
3. (API layer) Слой API, обеспечивающий единую систему команд взаимодействия между клиентом и сервером.
4. (Network Cache Layer) Слой сетевого кэширования, обеспечивающий ускорения сетевого взаимодействия клиента и сервера.
5. (Validation Items Layer) Слой валидации данных полученных из сети
6. (Network Items Layer) Слой сущности данных передаваемых по сети
7. (Data Model) Модель данных, обеспечивающая взаимодействие сущностей данных.
8. (Local cache layer) Слой локального кеширования, обеспечивающий локальный доступ к уже полученным сетевым ресурсам.
9. (Workflow layer) Слой рабочих процессов, включающий классы и алгоритмы специфичные для данного приложения.
10. (Local storage) Локальное хранилище

Одна из основных задач заключается в том чтобы обеспечить взаимно независимое функционирование указанных слоев. Каждый слой должным обеспечивать только выполнение возложенных на него функций. Как правило, слой находящийся на более высоком уровне иерархии не имеет представление о специфике реализации других слоев.

Постановка задачи позволяет выделить несколько подзадач, которые могут быть описаны отдельными классами:  
1) Загрузка данных из сети.

- Проверка полученных данных

- Сохранение данных в постоянном хранилище.

-Вычисление данных.

- Фильтрация данных по указанным критериям (настройки приложения)

- Класс старта приложения.

2) Обеспечить связанную работу интерфейса, который состоит из следующих основных форм:

- Главный контроллер (может быть невидимым)

- Модуль отображения спрайтов

- Звуковой модуль

После запуска приложения на выполнения, производится создание (инстанциирование) объекта отвечающего за загрузку данных (создание независимого потока под управлением ОС) и начинает процесс. Главный контроллер приложения отображает главное меню,

По окончании загрузки данных, создается объект-валидатор и объект-провайдер локального хранилища. В случае если данные прошли необходимую валидацию, они могут быть переданы провайдеру локального хранилища. Для отображения графика, создается объект локального хранилища и объект настроек данных. Настройки данных передаются в провайдер локального хранилища для извлечения данных с установленными фильтрами.  
Для проведения вычислений создается главный игровой объект (mainGameObject), и объекты операций. В объект передаются данные полученные с в результате операций пользовтеля, и один из двух объектов операций, которые знают как именно осуществить вычисления над игровым обьектом.

**Start layer**

Приложение начинает функционирование с запуска объекта делегатного класса. Его назаначение — принять и передать вызовы системы приложению, а так же, осуществить первоначальную конфигурацию GUI приложения. Все алгоритмы и механизмы, которые не относятся к старту приложения, или получения сообщений от системы в отдельные классы. Сразу после завершения первоначальной конфигурации управление передано классу, который осуществляет остальные операции настройки приложения: реконфигурирование интерфейса в зависимости от условий, первоначальную загрузку данных.

**Network Layer:**

Обеспечивает базовые алгоритмы транспортного уровня передачи сообщений от клиента к серверу, и получению от него необходимой информации. Как правило, сообщения могут передаваться в форматах JSON. Кроме того, каждое сообщение может иметь заголовок со служебной информацией. Например, там может быть описана длительность хранения запроса / ответа в кеше приложения.  
Network Layer не имеет никакого представления об используемых приложением серверах, или о его системе команд. Обработка ошибок сетевого соединения осуществляется виртуальными методами на следующих уровнях приложения. Задача этого слоя только осуществить вызов метода обработки и передать в него полученную из сети информацию.  
Кроме того, перед непосредственным запросом информации из сети, network layer опрашивает локальный кеш, и в случае присутствия там ответа сразу же возвращает его пользователю. TCP Socket — наиболее низкоуровневый подход, включающий в себя синхронные и асинхронные запросы, и имеющий возможность работать как с TCP так и с UDP подключениями. Позволяет выполнять любые сетевые операции, и не ограничивает ни по формату, ни по размеру данных. Не добавляет дополнительного веса сообщениям..

**Network Cache Layer:**  
Данный слой кеширования задействуется для ускорения сетевого обмена между клиентом и сервером на уровне Android SDK. Выбор ответов осуществляется стороной лежащей за пределами контроля системы, и не гарантирует снижение сетевого трафика, но ускоряет его.

**Network Items layer:**

Именно на этот слое лежит ответственность за сериализация данных из JSON в десериализированное JAVA представление. Данный слой используется для описания классов, осуществляющих объектное или объектно-реляционное преобразование. Используется стандартный набор библиотек допуспные в языках. На.

**Workflows layer**:

Все реализованные алгоритмы, которые не относятся к слоям ядра, и не представляют собой GUI должны быть вынесены в классы специфических последовательностей рабочих процессов. Каждый из этих процессов оформляется в своем стиле, и подключается к основной части приложения путем добавления ссылок на экземпляр соответствующего класса в GUI. В подавляющем большинстве случаев, все эти процессы являются не визуальными. Однако имеются некоторые исключения, например, когда необходимо осуществить длинную последовательность предопределенных кадров анимации, с заданными алгоритмами отображения Вызывающий код имеет минимальные знания об этой функциональности Существуют довольно развитые рабочие процессы, логика функционирования которых зависит от внутреннего состояния. Такие процессы реализованы при помощи паттернов «Стратегия» и «Машина состояний». Один из часто используемых процессов — процесс перемещения персонажа — очевидный претендент на использование паттерна «машины состояний».

Каждый вызов слоев ядра сопровождается передачей объекта обратного вызова (callback), и именно через него должно быть возвращено управление в приложение при успешном выполнении команды или возникновения ошибок. Ни в коем случае не должен допускаться неявный вызов слоев ядра, объектами рабочей последовательности.

Учитывая, что нельзя допускать, чтоб какие-либо универсальные визуальные элементы управления зависели от состояния рабочих последовательностей. Так критически необходимо, такие элементы управления должны быть объявлены приватными последовательностью. Доступ к состоянию управления может осуществляться через свойства самих элементов, наследование и переопределение методов, и, в крайнем случае, через реализацию методов.

## Схема клиента

## Описание разработанного сервиса

# Описание работы приложения

## Начало работы с приложением

## Работа с клиентом

# Тестирование программного продукта, анализ опытной эксплуатации

## Основные понятия в тестировании

Тестирование программного [10] обеспечения (Software Testing) – это проверка соответствия между реальным и ожидаемым поведением программы, осуществляемая на конечном наборе тестов, выбранном определенным образом [IEEE Guide to Software Engineering Body of Knowledge, SWEBOK, 2004].

В более широком смысле, тестирование – это одна из техник контроля качества, включающая в себя действия по планированию работ (Test Management), проектированию тестов (Test Design), выполнению тестирования (Test Execution) и анализу полученных результатов (Test Analysis).

Верификация (Verification) – это процесс оценки системы или её компонент с целью определения соответствия результатов текущего этапа разработки условиям, сформированным в начале этого этапа [IEEE].

Валидация (Validation) – это определение соответствия разрабатываемого ПО ожиданиям и потребностям пользователя, требованиям к системе [BS7925-1].

План Тестирования (Test Plan) – это документ, описывающий весь, объем работ по тестированию, начиная с описания объекта, стратегии, расписания, критериев начала и окончания тестирования, до необходимого в процессе работы оборудования, специальных знаний, а также оценки рисков с вариантами их разрешения.

Тестовый случай [10] (Test Case) – это алгоритм, описывающий совокупность шагов, конкретных условий и параметров, необходимых для проверки реализации тестируемой функции или её части.

Тестовый набор (Test Suite) – это совокупность тест-кейсов, объединенных по некоторому общему признаку. Например, тест-кейсы для проверки функционала компоненты, используемой в разных формах приложения.

Баг / Дефект Репорт (BugReport) – это документ, описывающий ситуацию или последовательность действий, приведшую к некорректной работе объекта тестирования, с указанием причин и ожидаемого результата.

Объект тестирования – это отдельная логическая единица (форма, подсистема) со всеми элементами управления и диалогами.

## Инструментарий

Для автоматизации тестирования [11] рекомендуется использовать:

JUnit — [библиотека](https://ru.wikipedia.org/wiki/%D0%91%D0%B8%D0%B1%D0%BB%D0%B8%D0%BE%D1%82%D0%B5%D0%BA%D0%B0_%28%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5%29) для [модульного тестирования](https://ru.wikipedia.org/wiki/%D0%9C%D0%BE%D0%B4%D1%83%D0%BB%D1%8C%D0%BD%D0%BE%D0%B5_%D1%82%D0%B5%D1%81%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) программного обеспечения на языке [Java](https://ru.wikipedia.org/wiki/Java).

ZeNmap, XSpider, Metasploit - сканеры безопасности для исследования топологии сети, поиска уязвимостей в сетевой инфраструктуре приложения и их эксплуатации.

При ручном тестировании приложений рекомендуется использовать вспомогательные инструменты для исследования приложения:

Snagit - для снятия скриншотов и записи действий на экране.

Intercepter-NG, WinDump и др. – снифферы для перехвата и анализа сетевого траффика.

## Категории тестов

Рекомендуется последовательно разрабатывать отдельные тест-комплекты следующих категорий:

Init-тесты инициализации и запуска приложения (init).

Обязательные действия в данной категории:

* для основного Init-теста в тестовом наборе добавить используемые во всех тестах глобальные переменные;
* для основного Init-теста в тестовом наборе добавить проверку корректности ресурсов и их наличия.
* для основного Init-теста в тестовом наборе добавить проверку того, что все обязательные элементы интерфейса главной формы приложения присутствуют и доступны;
* Init-тесты (шаблоны) для всех остальных тестов, разрабатываемые перед непосредственной реализацией основных проверок, должны содержать блок команд для корректного входа и выхода из приложения.

Функциональные регрессионные тесты для проверки корректности решенных в системе bug/task-трекинга задач и отсутствия ранее имеющихся ошибок.

Обязательные действия в данной категории:

* добавить проверки важных задач task-ов (имеющих критичный функционал или влияющих на логику работы приложения);
* добавить проверки всех задач bug-ов, поставленных в системе bug/task-трекинга.

Функциональные позитивные тесты для проверки корректности завершения разрешенных (валидных) операций (например, проверка того, что после получения команды перемещения объект действительно изменил позицию), добавляются в соответствующие Init-тесты. Обязательные действия в данной категории:

* добавить проверки наличия ключевых элементов интерфейса (все кнопки и надписи на своих местах);
* добавить проверки фактического выполнения операций: объекты меняют положение, логика приложения выполняется, звуковая система работает как полагается.
* добавить проверки наличия сообщений об успехе операций.

Функциональные негативные тесты для проверки корректной обработки неправильно введенных данных (например, проверка того, что при попытке совершения не разрешенного действия возникает сообщение об ошибке), добавляются в соответствующие Init-тесты.

Обязательные действия в данной категории:

* добавить проверки корректности обработки недопустимых или некорректных данных для операций: при таких данных программа не должна допускать их сохранения, редактирования или обновления игрового состояние не имея прав для его изменения;
* добавить проверки наличия сообщений о некорректных действиях пользователя или неверных исходных данных.

Функциональные end-to-end сценарии, имитирующие конкретную последовательность действий реального пользователя (например, проверка корректного выполнения последовательности действий по входу в систему, открытию нужной формы, выходу из системы), добавляются в соответствующие Init-тесты.

Обязательные действия в данной категории:

* добавить несколько различных вариантов завершенных и логичных действий пользователя при работе с приложением.

Нагрузочные тесты, для проверки возможности "нормальной" и корректной работы в системе определенного числа пользователей, выполняющих типичные действия (для имитации работы пользователей возможно использовать, например, уже имеющиеся CRUD-тесты или end-to-end сценарии).

Количественные показатели измеряются для случаев:

1. работы приложения без нагрузки (для определения сравнительных характеристик);
2. работы приложения под равномерно увеличивающейся нагрузкой (с различным числом виртуальных пользователей или различным числом подключений к узлам приложения);
3. работы приложения под пиковой нагрузкой (с различным числом виртуальных пользователей или различным числом подключений к узлам приложения).

Обязательные действия в данной категории:

* определить цели и объекты нагрузки;
* выбрать подходы и методики тестирования нагрузки;
* определить количественные и качественные показатели для нагрузочного тестирования (например, измерить среднее время доступа к приложению, данным и основным подсистемам приложения, степень загрузки процессоров, сетевых адаптеров, файла подкачки, памяти серверов приложений).

## Журнал тестирования и таблица проверок

Для проверки web-сервиса был создан журнал тестирования. Ниже приведена таблица проверки и оценки входных и выходных параметров [12].

Таблица 4.1 – Таблица проверки и оценки входных и выходных параметров

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| № | Входной параметр | Выходной параметр | | Оценка качества | |
| 1 | Запуск сервиса | Открытие окна | | Отлично | |
| 2 | Вызов меню | Открытие окна меню | | Отлично | |
| 5 | Кнопка «Начать игру» | Переход экран игры | | Отлично | |
| 6 | Кнопка «Выход» | Завершения работы приложения | | Отлично | |
| 7 | Кнопка «Настройки» | Отображения экрана с настройками | | Отлично | |
| 8 | Нажатие на персонажа | Подсветка возможных действий | | Отлично | |
| 9 | Повторное нажатие на персонажа | Снятие любых выделений, снятие подсветки | | Отлично | |
| 10 | Нажатие на пустом поле | Перемещение персонажа в указанную позицию | | Отлично | |
| 11 | Завершение хода | Передача управления другому игроку | | Отлично | |
| 12 | Попытка совершить действие во время хода другого игрока | Сообщение об ошибке | | Отлично | |
| 13 | Атака союзника | | Сообщение об ошибке | | Отлично |
| 14 | Атака противника | | Персонаж противника снимается с поля | | Отлично |
| 15 | Все персонажи противника уничтожены | | Отображение победного экрана | | Отлично |

Как видно из табл. 4.1 приложение показало устойчивую работу по всем выходным параметрам. Оценить качество работы приложения можно на «Отлично».

Данное приложение может быть передано заказчикам для использования.

# Выводы

В рамках аттестационной работы бакалавра была разработана мобильная игра с клиент серверной архитектурой.

Данное приложение осуществляет управление графической системой мобильных устройств для отображения графики и осуществляет коммуникацию с сервером по протоколу TCP. Сервер приложение осуществляет синхронизацию нескольких игровых клиентов.

В разработанном приложении имеется необходимая форма для совершение действий игровых персонажей, и система обратной связи с пользователем для его оповещения о действиях другого игрока.

Приложение имеет простой и удобный интерфейс. В качестве мобильного устройства рекомендуется использовать устройство с версией android 4.0 или выше

Программный продукт имеет простой и удобный интерфейс. Система предназначена для работы в различных мобильных устройствах.

Тестирование разработанной подсистемы показало её высокую работоспособность и устойчивость к ошибочным действиям пользователя.

[1] <http://www.forbes.com/sites/tristanlouis/2013/08/10/how-much-do-average-apps-make/#68a7a8512cb3>