**-----------------COMPUTER GRAPHICS PRACTICAL FILE------------**

**NAME : TAPAN**

**ROLL NO. : 10876**

**COURSE: BSC COMPUTER SCIENCE HONS.**

**SUBJECT : COMPUTER GRAPHICS**

**SECTION: B**

**-----------------------------------------------------------------------------------------------**

**Practical 1: Write a program to implement Bresenham’s line drawing algorithm.**

**CODE: #include <iostream>**

**#include <iomanip>**

**#include <math.h>**

**#include <graphics.h>**

**using namespace std;**

**void BresenhamLine(int x1, int y1, int x2, int y2)**

**{**

**// Setup**

**int win = initwindow(700, 500, "Bresenham Line Drawing Algorithm Example");**

**setcurrentwindow(win);**

**// Get middle of window as adjusted origin**

**int x\_origin = getwindowwidth() / 2;**

**int y\_origin = getwindowheight() / 2;**

**// Calculate dy, dx, a, b**

**double dx = x2 - x1;**

**double dy = y2 - y1;**

**double a = 2\*dy;**

**double b = -2\*dx;**

**// Initial value of d**

**double d = 2\*dy - dx;**

**// Draw initial pixel**

**putpixel(x1 + x\_origin, -y1 + y\_origin, 15);**

**// Output to terminal**

**cout << "\ni\tPixel\td\tPlotted Values" << endl;**

**cout << "-------------------------------------" << endl;**

**cout << "0\t \t \t" << "(" << round(x1) << "," << round(y1) << ")" << endl;**

**double x = x1;**

**double y = y1;**

**string pixel = "";**

**for(int i = 1; ; i++) {**

**double d\_temp = d;**

**// Choose NE pixel**

**if (d>0){**

**d = d + a + b;**

**x = x + 1;**

**y = y + 1;**

**pixel = "NE";**

**}**

**// Choose E pixel**

**else {**

**d = d + a;**

**x = x + 1;**

**pixel = "E";**

**}**

**// Exit condition**

**if (x > x2 || y > y2) break;**

**// draw pixel**

**putpixel(x + x\_origin, -y + y\_origin, 15);**

**// Output to terminal**

**cout << i << "\t" << pixel << "\t" << d\_temp << "\t" << "(" << round(x) << "," << round(y) << ")" << endl;**

**}**

**// Clean up**

**getch();**

**closegraph();**

**cout << endl;**

**}**

**int main()**

**{**

**int x1 = -200;**

**int y1 = -100;**

**int x2 = 200;**

**int y2 = 180;**

**BresenhamLine(x1, y1, x2, y2);**

**return 0;**

**}**
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**PRACTICAL 2:** Write a program to implement mid-point circle drawing algorithm .

#include <cmath>

#include <cstdlib>

#include <graphics.h>

#include <iostream>

using namespace std;

void drawCirclePixels(int c\_x, int c\_y, int x, int y, int val)

{

putpixel(c\_x + x, c\_y + y, val);

putpixel(c\_x + y, c\_y + x, val);

putpixel(c\_x + y, c\_y + -x, val);

putpixel(c\_x + x, c\_y + -y, val);

putpixel(c\_x + -x, c\_y + -y, val);

putpixel(c\_x + -y, c\_y + -x, val);

putpixel(c\_x + -y, c\_y + x, val);

putpixel(c\_x + -x, c\_y + y, val);

return;

}

void BresenhamCircle(int x1, int y1, int r)

{

// Setup

int win = initwindow(400, 300, "Bresenham Circle Drawing Algorithm Example");

setcurrentwindow(win);

// Get middle of window + given value as centre

int x\_c = round(x1 + getwindowwidth()/2);

int y\_c = round(-y1 + getwindowheight()/2);

// Initial value of d

int d = round(5/4 - r);

// Draw initial pixel

drawCirclePixels(x\_c, y\_c, 0, -r, 15);

// Output to terminal

cout << "\nIst OCTANT\n-------------" << endl;

cout << "\ni\tPixel\td\tPlotted Values" << endl;

cout << "-------------------------------------" << endl;

cout << "0\t \t \t" << "(" << x1 << "," << y1+r << ")" << endl;

int i = 0;

string pixel = "";

int x = 0;

int y = r;

while (y >= x)

{

i = i + 1;

int d\_temp = d;

// Choose E pixel

if (d < 0)

{

d += 2 \* x + 3;

x += 1;

pixel = 'E';

}

// Choose SE pixel

else

{

d += 2 \* (x - y) + 5;

x += 1;

y -= 1;

pixel = "SE";

}

drawCirclePixels(x\_c, y\_c, x, -y, 15);

// Output to terminal

cout << i << "\t" << pixel << "\t" << d\_temp << "\t" << "(" << x << "," << y << ")" << endl;

}

cout << endl;

// Clean up

getch();

closegraph();

}

int main(void)

{

int x, y, r;

cout << "Enter Centre (x y): ";

cin >> x >> y;

cout << "Enter Radius (r): ";

cin >> r;

BresenhamCircle(x, y, r);

return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**PRACTICAL 3:** Write a program to clip a line using Cohen and Sutherland line clipping algorithm.

// for line clipping.

// including libraries

#include <bits/stdc++.h>

#include <graphics.h>

using namespace std;

// Global Variables

int xmin, xmax, ymin, ymax;

// Lines where co-ordinates are (x1, y1) and (x2, y2)

struct lines {

int x1, y1, x2, y2;

};

// This will return the sign required.

int sign(int x)

{

if (x > 0)

return 1;

else

return 0;

}

// CohenSutherLand LineClipping Algorithm As Described in theory.

// This will clip the lines as per window boundaries.

void clip(struct lines mylines)

{

// arrays will store bits

// Here bits implies initial Point whereas bite implies end points

int bits[4], bite[4], i, var;

// setting color of graphics to be RED

setcolor(RED);

// Finding Bits

bits[0] = sign(xmin - mylines.x1);

bite[0] = sign(xmin - mylines.x2);

bits[1] = sign(mylines.x1 - xmax);

bite[1] = sign(mylines.x2 - xmax);

bits[2] = sign(ymin - mylines.y1);

bite[2] = sign(ymin - mylines.y2);

bits[3] = sign(mylines.y1 - ymax);

bite[3] = sign(mylines.y2 - ymax);

// initial will used for initial coordinates and end for final

string initial = "", end = "", temp = "";

// convert bits to string

for (i = 0; i < 4; i++) {

if (bits[i] == 0)

initial += '0';

else

initial += '1';

}

for (i = 0; i < 4; i++) {

if (bite[i] == 0)

end += '0';

else

end += '1';

}

// finding slope of line y=mx+c as (y-y1)=m(x-x1)+c

// where m is slope m=dy/dx;

float m = (mylines.y2 - mylines.y1) / (float)(mylines.x2 - mylines.x1);

float c = mylines.y1 - m \* mylines.x1;

// if both points are inside the Accept the line and draw

if (initial == end && end == "0000") {

// inbuild function to draw the line from(x1, y1) to (x2, y2)

line(mylines.x1, mylines.y1, mylines.x2, mylines.y2);

return;

}

// this will contain cases where line maybe totally outside for partially inside

else {

// taking bitwise end of every value

for (i = 0; i < 4; i++) {

int val = (bits[i] & bite[i]);

if (val == 0)

temp += '0';

else

temp += '1';

}

// as per algo if AND is not 0000 means line is completely outside hence draw nothing and return

if (temp != "0000")

return;

// Here contain cases of partial inside or outside

// So check for every boundary one by one

for (i = 0; i < 4; i++) {

// if boths bit are same hence we cannot find any intersection with boundary so continue

if (bits[i] == bite[i])

continue;

// Otherwise there exist a intersection

// Case when initial point is in left xmin

if (i == 0 && bits[i] == 1) {

var = round(m \* xmin + c);

mylines.y1 = var;

mylines.x1 = xmin;

}

// Case when final point is in left xmin

if (i == 0 && bite[i] == 1) {

var = round(m \* xmin + c);

mylines.y2 = var;

mylines.x2 = xmin;

}

// Case when initial point is in right of xmax

if (i == 1 && bits[i] == 1) {

var = round(m \* xmax + c);

mylines.y1 = var;

mylines.x1 = xmax;

}

// Case when final point is in right of xmax

if (i == 1 && bite[i] == 1) {

var = round(m \* xmax + c);

mylines.y2 = var;

mylines.x2 = xmax;

}

// Case when initial point is in top of ymin

if (i == 2 && bits[i] == 1) {

var = round((float)(ymin - c) / m);

mylines.y1 = ymin;

mylines.x1 = var;

}

// Case when final point is in top of ymin

if (i == 2 && bite[i] == 1) {

var = round((float)(ymin - c) / m);

mylines.y2 = ymin;

mylines.x2 = var;

}

// Case when initial point is in bottom of ymax

if (i == 3 && bits[i] == 1) {

var = round((float)(ymax - c) / m);

mylines.y1 = ymax;

mylines.x1 = var;

}

// Case when final point is in bottom of ymax

if (i == 3 && bite[i] == 1) {

var = round((float)(ymax - c) / m);

mylines.y2 = ymax;

mylines.x2 = var;

}

// Updating Bits at every point

bits[0] = sign(xmin - mylines.x1);

bite[0] = sign(xmin - mylines.x2);

bits[1] = sign(mylines.x1 - xmax);

bite[1] = sign(mylines.x2 - xmax);

bits[2] = sign(ymin - mylines.y1);

bite[2] = sign(ymin - mylines.y2);

bits[3] = sign(mylines.y1 - ymax);

bite[3] = sign(mylines.y2 - ymax);

} // end of for loop

// Initialize initial and end to NULL

initial = "", end = "";

// Updating strings again by bit

for (i = 0; i < 4; i++) {

if (bits[i] == 0)

initial += '0';

else

initial += '1';

}

for (i = 0; i < 4; i++) {

if (bite[i] == 0)

end += '0';

else

end += '1';

}

// If now both points lie inside or on boundary then simply draw the updated line

if (initial == end && end == "0000") {

line(mylines.x1, mylines.y1, mylines.x2, mylines.y2);

return;

}

// else line was completely outside hence rejected

else

return;

}

}

// Driver Function

int main()

{

int gd = DETECT, gm;

// Setting values of Clipping window

xmin = 80;

xmax = 200;

ymin = 80;

ymax = 160;

// Setup

int win = initwindow(400, 300, "Line Clipping Example");

setcurrentwindow(win);

// Drawing Window using Lines

line(xmin, ymin, xmax, ymin);

line(xmax, ymin, xmax, ymax);

line(xmax, ymax, xmin, ymax);

line(xmin, ymax, xmin, ymin);

// Assume 4 lines to be clipped

struct lines mylines[4];

// Setting the coordinated of 4 lines

mylines[0].x1 = 60;

mylines[0].y1 = 130;

mylines[0].x2 = 110;

mylines[0].y2 = 60;

mylines[1].x1 = 120;

mylines[1].y1 = 40;

mylines[1].x2 = 200;

mylines[1].y2 = 180;

mylines[2].x1 = 120;

mylines[2].y1 = 200;

mylines[2].x2 = 160;

mylines[2].y2 = 140;

mylines[3].x1 = 170;

mylines[3].y1 = 100;

mylines[3].x2 = 240;

mylines[3].y2 = 150;

// Drawing Initial Lines without clipping

for (int i = 0; i < 4; i++) {

line(mylines[i].x1, mylines[i].y1,

mylines[i].x2, mylines[i].y2);

delay(1000);

}

// Drawing clipped Line

for (int i = 0; i < 4; i++) {

// Calling clip() which in term clip the line as per window and draw it

clip(mylines[i]);

delay(1000);

}

delay(4000);

getch();

// For Closing the graph.

closegraph();

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)

**PRACTICAL 4:** Write a program to clip a polygon using Sutherland Hodgeman algorithm.

#include<iostream>

#include <graphics.h>

using namespace std;

const int MAX\_POINTS = 20;

// Returns x-value of point of intersection of two

// lines

int x\_intersect(int x1, int y1, int x2, int y2,

int x3, int y3, int x4, int y4)

{

int num = (x1\*y2 - y1\*x2) \* (x3-x4) -

(x1-x2) \* (x3\*y4 - y3\*x4);

int den = (x1-x2) \* (y3-y4) - (y1-y2) \* (x3-x4);

return num/den;

}

// Returns y-value of point of intersection of

// two lines

int y\_intersect(int x1, int y1, int x2, int y2,

int x3, int y3, int x4, int y4)

{

int num = (x1\*y2 - y1\*x2) \* (y3-y4) -

(y1-y2) \* (x3\*y4 - y3\*x4);

int den = (x1-x2) \* (y3-y4) - (y1-y2) \* (x3-x4);

return num/den;

}

// This functions clips all the edges w.r.t one clip

// edge of clipping area

void clip(int poly\_points[][2], int &poly\_size,

int x1, int y1, int x2, int y2)

{

int new\_points[MAX\_POINTS][2], new\_poly\_size = 0;

// (ix,iy),(kx,ky) are the co-ordinate values of

// the points

for (int i = 0; i < poly\_size; i++)

{

// i and k form a line in polygon

int k = (i+1) % poly\_size;

int ix = poly\_points[i][0], iy = poly\_points[i][1];

int kx = poly\_points[k][0], ky = poly\_points[k][1];

// Calculating position of first point

// w.r.t. clipper line

int i\_pos = (x2-x1) \* (iy-y1) - (y2-y1) \* (ix-x1);

// Calculating position of second point

// w.r.t. clipper line

int k\_pos = (x2-x1) \* (ky-y1) - (y2-y1) \* (kx-x1);

// Case 1 : When both points are inside

if (i\_pos < 0 && k\_pos < 0)

{

//Only second point is added

new\_points[new\_poly\_size][0] = kx;

new\_points[new\_poly\_size][1] = ky;

new\_poly\_size++;

}

// Case 2: When only first point is outside

else if (i\_pos >= 0 && k\_pos < 0)

{

// Point of intersection with edge

// and the second point is added

new\_points[new\_poly\_size][0] = x\_intersect(x1,

y1, x2, y2, ix, iy, kx, ky);

new\_points[new\_poly\_size][1] = y\_intersect(x1,

y1, x2, y2, ix, iy, kx, ky);

new\_poly\_size++;

new\_points[new\_poly\_size][0] = kx;

new\_points[new\_poly\_size][1] = ky;

new\_poly\_size++;

}

// Case 3: When only second point is outside

else if (i\_pos < 0 && k\_pos >= 0)

{

//Only point of intersection with edge is added

new\_points[new\_poly\_size][0] = x\_intersect(x1,

y1, x2, y2, ix, iy, kx, ky);

new\_points[new\_poly\_size][1] = y\_intersect(x1,

y1, x2, y2, ix, iy, kx, ky);

new\_poly\_size++;

}

// Case 4: When both points are outside

else

{

//No points are added

}

}

// Copying new points into original array

// and changing the no. of vertices

poly\_size = new\_poly\_size;

for (int i = 0; i < poly\_size; i++)

{

poly\_points[i][0] = new\_points[i][0];

poly\_points[i][1] = new\_points[i][1];

}

}

// Implements Sutherland–Hodgman algorithm

void suthHodgClip(int poly\_points[][2], int poly\_size,

int clipper\_points[][2], int clipper\_size)

{

//i and k are two consecutive indexes

for (int i=0; i<clipper\_size; i++)

{

int k = (i+1) % clipper\_size;

// We pass the current array of vertices, it's size

// and the end points of the selected clipper line

clip(poly\_points, poly\_size, clipper\_points[i][0],

clipper\_points[i][1], clipper\_points[k][0],

clipper\_points[k][1]);

}

// Printing vertices of clipped polygon

cout << "\nClipped Polygon : " << endl;

for (int i=0; i < poly\_size; i++)

cout << '(' << poly\_points[i][0] <<

", " << poly\_points[i][1] << ") ";

cout << endl << endl;

// Drawing Clipped Polygon

int poly\_clipped[50];

for (int q = 0; q < poly\_size; q++)

{

for (int t = 0; t < 2; t++)

{

poly\_clipped[q \* 2 + t] = poly\_points[q][t];

}

}

setcolor(BLUE);

poly\_clipped[2 \* poly\_size] = poly\_clipped[0];

poly\_clipped[2 \* poly\_size + 1] = poly\_clipped[1];

drawpoly(poly\_size + 1, poly\_clipped);

getch();

}

//Driver code

int main()

{

int gd = DETECT, gm, errorcode;

initgraph(&gd, &gm, NULL);

// Defining polygon vertices in clockwise order

int poly\_size = 3;

int poly\_points[20][2] = {{100,150}, {200,250},

{300,100}};

// Defining clipper polygon vertices in clockwise order

// 1st Example with square clipper

int clipper\_size = 4;

int clipper\_points[][2] = {{100,100}, {100,200},

{200,200}, {200,100} };

setcolor(RED);

rectangle(100, 100, 200, 200);

setcolor(YELLOW);

int poly[50];

for (int q = 0; q < poly\_size; q++)

{

for (int t = 0; t < 2; t++)

{

poly[q \* 2 + t] = poly\_points[q][t];

}

}

poly[2 \* poly\_size] = poly[0];

poly[2 \* poly\_size + 1] = poly[1];

drawpoly(poly\_size + 1, poly);

//Calling the clipping function

suthHodgClip(poly\_points, poly\_size, clipper\_points,

clipper\_size);

getch();

return 0;

}

**OUTPUT:**
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**PRACTICAL 5: Write a program to fill a polygon using Scan line fill algorithm.**

#include <iostream>

#include <vector>

#include <utility> // for pair

#include <algorithm>

#include <math.h>

#include "dda.cpp"

#include <conio.h>

#include <math.h>

#include <cmath>

#include <graphics.h>

using namespace std;

// Structure to represent a node in the adjacency list

struct Node {

int vertex; // Index of the vertex

pair<int, int> point; // Coordinates of the vertex

Node(int v, pair<int, int> p) : vertex(v), point(p) {}

};

// Function to add an edge between vertices u and v in the adjacency list

void addEdge(vector<vector<Node>>& adjList, int u, int v, pair<int, int> point\_u, pair<int, int> point\_v) {

adjList[u].push\_back(Node(v, point\_v));

adjList[v].push\_back(Node(u, point\_u));

// For undirected graph

}

class EdgeNode

{

public:

int vertex1; // Index of the vertex

int vertex2;

double x;

double y;

double m\_inv;

EdgeNode \*ptr;

EdgeNode(){

this->x = 0.0;

this->y = 0.0;

this->m\_inv = 0.0;

ptr = NULL;

}

static bool compareX(const EdgeNode\* a, const EdgeNode\* b) {

return a->x < b->x;

}

};

class vertex\_ptr{

public:

EdgeNode \*ptr;

vertex\_ptr(){

ptr = NULL;

}

};

class array\_linked\_list

{

public:

vertex\_ptr \*arr;

int s;

array\_linked\_list(int n){

arr = new vertex\_ptr[n]; //

s = n;

}

};

void print\_global\_edge\_table(array\_linked\_list \*ged,int n){

cout<<"\n\nPRINTING GLOBAL EDGE TABLE :: "<<endl;

for(int i=1;i<=n;i++){

cout<<"for y is "<<i<<" "<<endl;

cout<<"----------------------------------------------------------------------"<<endl;

EdgeNode \*temp = ged->arr[i].ptr ;

while(temp != NULL){ // reached to last node

cout<<"for edge : "<<temp->vertex1<<" , "<<temp->vertex2<<" , x min : "<<temp->x<<" , y max : "<<temp->y<<" , 1/m is : "<<temp->m\_inv;

cout<<endl;

temp = temp->ptr;

}

cout<<"---------------------------------------------------------------------\n\n"<<endl;

}

}

void print\_edge(vector<pair<int, int>>& edges){

//cout<<"---------------edge list----------------------------"<<endl;

for(int i=0;i<edges.size();i++){

// cout<<edges[i].first<<" , "<<edges[i].second<<endl;

}

//cout<<"-----------------------------------------------------"<<endl;

}

void scan\_line(vector<vector<Node>>& adjList,int n,int y, array\_linked\_list \*ged, vector<pair<int, int>>& edges){

// find all vertex which has y =4 , and than find adjacent edges

// and store some flags that will be used to know that those edges, has already been used

vector <int> vertices;

for (size\_t i = 0; i < adjList.size(); ++i) {

const Node& node = adjList[i][0];

if(node.point.second == y){

vertices.push\_back(int(i));

}

}

// now creating GLOBAL EDGE TABLE for each vertex

// to keep the edges which are already covered;

int flag = 0;

// ged->arr[1] is a pointer

// y\_max will be used later

int i = y;

// filling according to increasing y , and increasing x

for(int j=0;j<vertices.size();j++){ // this access all vertex with y = 4, or i=4 , or some other

// when j = 0 than we are at 1st vertex whose y =4

// when j = 1 than we are at 2nd vertex whose y =4

// for each vertex iterate its adjacent vertex

vector<int> temp;

for(int k= 0; k < adjList[vertices[j]].size(); k++){ // this in 1 loop gives all adjacent to 1 vertex

const Node& node = adjList[vertices[j]][k];

// here we have all ajacent edges releated to some vertex j

// iteration is giving all vertex , wrt j

temp.push\_back(node.vertex); // contains the adjacent vertexs

}

// now for each edge we will make a node

// temp has all the vertex adjacent

// vertices[j] gives vertex for which we will find edge

int x1 = adjList[vertices[j]][0].point.first;

int y1 = adjList[vertices[j]][0].point.second;

// v1 is vertices[j]

// v2 inside ,, if ( v1,v2) is found in any pair in edge vectore than we will skip it

for(int p=0;p<temp.size();p++){

// this is v2

int x2 = adjList[temp[p]][0].point.first;

int y2 = adjList[temp[p]][0].point.second;

// check for complete list of edges for already done

for(int c=0; c<edges.size();c++){

if(edges[c].first == temp[p] && edges[c].second == vertices[j] ){

flag = -1;

break;

}

if(edges[c].first == vertices[j] && edges[c].second == temp[p] ){

flag = -1;

break;

}

}

if(flag == -1){

flag =0;

// calculate for next edge

continue;

}

// cout<<"working for :: (x1,x2) : ( "<<x1<<" , "<<y1<<" )"<<" and "<<" , ( "<<x2<<" , "<<y2<<" ) "<<endl;

int minX = (y1 < y2) ? x1 : y2; // for x which ever has minmum y

int maxY = (y1 > y2) ? y1 : y2;

if( ged->arr[i].ptr == NULL){

ged->arr[i].ptr = new EdgeNode();

ged->arr[i].ptr->x = minX;

ged->arr[i].ptr->y = maxY;

ged->arr[i].ptr->m\_inv = (x2\*1.0 - x1\*1.0)\*1.0 / (y2\*1.0 - y1\*1.0 )\*1.0 ;

ged->arr[i].ptr->vertex1 = vertices[j];

ged->arr[i].ptr->vertex2 = temp[p];

edges.push\_back(make\_pair(vertices[j], temp[p]));

}else{

EdgeNode \*tempp = ged->arr[i].ptr ;

while(tempp->ptr != NULL){ // reached to last node

tempp = tempp->ptr;

}

tempp->ptr = new EdgeNode();

tempp->ptr->x = minX;

tempp->ptr->y = maxY;

tempp->ptr->vertex1 = vertices[j];

tempp->ptr->vertex2 = temp[p];

tempp->ptr->m\_inv = (x2\*1.0 - x1\*1.0)\*1.0 / (y2\*1.0 - y1\*1.0 )\*1.0 ;

edges.push\_back(make\_pair( vertices[j], temp[p]));

}

}

}

}

void move\_edges(int y\_min, vector<vector<Node>>& adjList, vector<EdgeNode \*>& active\_edges , array\_linked\_list \*ged ){

//cout<<"============================================================\n";

EdgeNode \*temp = ged->arr[y\_min].ptr ;

while(temp != NULL){ // reached to last node

// cout<<temp->vertex1<<" , "<<temp->vertex2<<endl;

active\_edges.push\_back(temp);

temp = temp->ptr;

}

//cout<<"==============================================================\n";

}

void remove\_from\_active\_edge(vector<EdgeNode \*>& active\_edges,int y){

for(int i=0;i< active\_edges.size();i++){

// cout<<"v1 : "<<active\_edges[i]->vertex1<<" , "<<active\_edges[i]->vertex2<<endl;

if(active\_edges[i]->y == y){

// remove it

// cout<<"remove it : "<<endl;

int indexToRemove = i;

if (indexToRemove >= 0 && indexToRemove < active\_edges.size()) {

active\_edges.erase(active\_edges.begin() + indexToRemove);

} else {

// std::cout << "Index out of range" << std::endl;

}

}

}

}

void print\_active\_edge\_table(vector<EdgeNode \*>& active\_edges ){

cout<<"------------------------------------------ACTIVE EDGE TABLE--------------------------------------------\n"<<endl;

for(int i=0;i<active\_edges.size();i++){

cout<<"v1 : "<<active\_edges[i]->vertex1<<" , v2 is : "<<active\_edges[i]->vertex2<<endl;

}

cout<<"------------------------------------------------------------------------------------------------------\n"<<endl;

}

void make\_pair\_and\_print(vector<EdgeNode \*>& active\_edges,int y ){

int x1 = 0;

int y1 = y;

int x2 = 0;

int y2 = y;

for(int i =0 ;i<active\_edges.size(); i +=2){

x1 = active\_edges[i]->x;

x2 = active\_edges[i+1]->x;

cout<<"pair : "<<x1<<" , "<<y1<<" and "<<x2<<" , "<<y2<<endl;

dda(x1,y1,x2,y2,GREEN);

}

}

void increment\_x(vector<EdgeNode \*>& active\_edges){

for(int i =0 ;i<active\_edges.size(); i++){

if(!isinf(active\_edges[i]->m\_inv)){

active\_edges[i]->x = active\_edges[i]->x + active\_edges[i]->m\_inv ;

}

}

}

void scan\_algo(array\_linked\_list \*ged,int y\_min, int y\_max, vector<vector<Node>>& adjList){

int y = y\_min;

vector<EdgeNode \*> active\_edges ; // active edge table is empty

int get = 5;

int aet = 0;

while(y <= y\_max){ // repeat until aet and get is empty

//move from et to aet those y\_min = y

move\_edges(y,adjList, active\_edges,ged);

// remove those has y = y\_max

remove\_from\_active\_edge(active\_edges,y);

// sort aet on x basis

std::sort(active\_edges.begin(), active\_edges.end(), EdgeNode::compareX);

// cout<<"sorted list :============================\n";

// cout<<"=================check if there is any changes in GLOBAL EDGE TABLE==============\n";

// print\_global\_edge\_table(ged,y\_max);

// make pairs from aet using y

// print\_active\_edge\_table(active\_edges);

make\_pair\_and\_print(active\_edges,y);

y +=1;

// increment with slope

if(y< y\_max){

increment\_x(active\_edges);

}else{

break;

}

}

}

int main() {

int gd = DETECT, gm;

char pathtodriver[] = "";

initgraph(&gd, &gm, pathtodriver);

int numVertices = 6;

// Initialize adjacency list

vector<vector<Node>> adjList(numVertices);

// Store points associated with each vertex

vector<pair<int, int>> points;

int y\_min = 100;

int y\_max = 400;

points.push\_back(make\_pair(200,100));

points.push\_back(make\_pair(50,300));

points.push\_back(make\_pair(80,400));

points.push\_back(make\_pair(200,350));

points.push\_back(make\_pair(300,400));

points.push\_back(make\_pair(350,310));

// Add some edges

addEdge(adjList, 1, 0, points[0], points[1]);

addEdge(adjList, 2, 1, points[1], points[2]);

addEdge(adjList, 3, 2, points[2], points[3]);

addEdge(adjList, 4, 3, points[3], points[4]);

addEdge(adjList, 5, 4, points[4], points[5]);

addEdge(adjList, 0, 5, points[5], points[0]);

vector<pair<int, int>> edges;

array\_linked\_list \*ged = new array\_linked\_list(y\_max+1);

for(int i= y\_min ;i <= y\_max ;i++){

scan\_line(adjList,numVertices,i,ged,edges);

}

//print\_global\_edge\_table(ged,y\_max);

scan\_algo(ged,y\_min,y\_max,adjList);

cout<<"done"<<endl;

getch();

closegraph();

return 0;

}

**PRACTICAL 6: Write a program to apply various 2D transformations on a 2D object (use homogenous coordinates).**

#define \_USE\_MATH\_DEFINES

#include <cmath>

#include <cstdlib>

#include <graphics.h>

#include <iostream>

#define COORD\_SHIFT 100

using namespace std;

void clrscr()

{

#ifdef \_WIN32

system("cls");

#elif \_\_unix\_\_

system("clear");

#endif

}

double \*\*inputFigure(int n)

{

cout << "Enter the matrix for the 2-D shape (homogeneous):\n";

double \*\*figure = NULL;

figure = new double \*[n];

for (int i = 0; i < n; i++)

{

figure[i] = new double[3];

for (int j = 0; j < 3; j++)

{

cin >> figure[i][j];

}

}

return figure;

}

void drawFigure(double \*\*points, int n)

{

setcolor(WHITE);

for (int i = 0; i < n; i++)

{

line(COORD\_SHIFT + points[i][0],

COORD\_SHIFT + points[i][1],

COORD\_SHIFT + points[(i + 1) % n][0],

COORD\_SHIFT + points[(i + 1) % n][1]);

}

delay(5e3);

cleardevice();

}

double \*\*translate(double \*\*figure, int dim, int m, int n)

{

double \*\*\_figure = NULL;

int T[dim][3] = {{1, 0, 0}, {0, 1, 0}, {m, n, 1}};

\_figure = new double \*[dim];

for (int i = 0; i < dim; i++)

{

\_figure[i] = new double[3];

for (int j = 0; j < 3; j++)

{

for (int k = 0; k < dim; k++)

{

\_figure[i][j] += figure[i][k] \* T[k][j];

}

}

}

return \_figure;

}

double \*\*rotate(double \*\*figure, int dim, double theta)

{

double \*\*\_figure = NULL;

double T[dim][3] = {{cos(theta \* M\_PI / 180.0), sin(theta \* M\_PI / 180.0), 0},

{-sin(theta \* M\_PI / 180.0), cos(theta \* M\_PI / 180.0), 0},

{0, 0, 1}};

\_figure = new double \*[dim];

for (int i = 0; i < dim; i++)

{

\_figure[i] = new double[3];

for (int j = 0; j < 2; j++)

{

for (int k = 0; k < dim; k++)

{

\_figure[i][j] += figure[i][k] \* T[k][j];

}

}

}

return \_figure;

}

double \*\*scale(double \*\*figure, int dim, int m, int n)

{

double \*\*\_figure = NULL;

int T[dim][3] = {{m, 0, 0}, {0, n, 0}, {0, 0, 1}};

\_figure = new double \*[dim];

for (int i = 0; i < dim; i++)

{

\_figure[i] = new double[3];

for (int j = 0; j < 3; j++)

{

for (int k = 0; k < dim; k++)

{

\_figure[i][j] += figure[i][k] \* T[k][j];

}

}

}

return \_figure;

}

double \*\*reflect(double \*\*figure, int dim, int c)

{

double \*\*\_figure = NULL;

int T[dim][3] = {{1, 0, 0}, {0, 1, 0}, {0, 0, 1}};

switch (c)

{

case 1:

T[1][1] = -1;

break;

case 2:

T[0][0] = -1;

break;

case 3:

T[0][0] = 0;

T[0][1] = 1;

T[1][0] = 1;

T[1][1] = 0;

break;

case 4:

T[0][0] = -1;

T[1][1] = -1;

break;

default:

return NULL;

break;

}

\_figure = new double \*[dim];

for (int i = 0; i < dim; i++)

{

\_figure[i] = new double[3];

for (int j = 0; j < 3; j++)

{

for (int k = 0; k < dim; k++)

{

\_figure[i][j] += figure[i][k] \* T[k][j];

}

}

}

return \_figure;

}

double \*\*shear(double \*\*figure, int dim, int m, int n)

{

double \*\*\_figure = NULL;

int T[dim][3] = {{1, n, 0}, {m, 1, 0}, {0, 0, 1}};

\_figure = new double \*[dim];

for (int i = 0; i < dim; i++)

{

\_figure[i] = new double[3];

for (int j = 0; j < 3; j++)

{

for (int k = 0; k < dim; k++)

{

\_figure[i][j] += figure[i][k] \* T[k][j];

}

}

}

return \_figure;

}

void menu(double \*\*figure, int dim)

{

int ch = 0;

double \*\*\_figure;

do

{

clrscr();

cout << "\nMenu\n-------\n(1) Translation\n(2) Rotation";

cout << "\n(3) Scaling\n(4) Reflection\n(5) Shearing";

cout << "\n(6) View Figure\n(7) Exit\n\nEnter Choice: ";

cin >> ch;

cout << endl;

switch (ch)

{

case 1:

int m, n;

cout << "Enter translation in x-axis: ";

cin >> m;

cout << "Enter translation in y-axis: ";

cin >> n;

\_figure = translate(figure, dim, m, n);

cout << "Drawing Original Figure...\n";

drawFigure(figure, dim);

cout << "Drawing Transformed Figure...\n";

drawFigure(\_figure, dim);

break;

case 2:

double theta;

cout << "Enter rotation angle (degrees): ";

cin >> theta;

\_figure = rotate(figure, dim, theta);

cout << "Drawing Original Figure...\n";

drawFigure(figure, dim);

cout << "Drawing Transformed Figure...\n";

drawFigure(\_figure, dim);

break;

case 3:

cout << "Enter scaling in x-axis: ";

cin >> m;

cout << "Enter scaling in y-axis: ";

cin >> n;

\_figure = scale(figure, dim, m, n);

cout << "Drawing Original Figure...\n";

drawFigure(figure, dim);

cout << "Drawing Transformed Figure...\n";

drawFigure(\_figure, dim);

break;

case 4:

cout << "Reflect along\n(1) x-axis\n(2) y-axis\n(3) y = x\n(4) y = -x\n"

<< "\nEnter Choice: ";

cin >> m;

\_figure = reflect(figure, dim, m);

cout << "Drawing Original Figure...\n";

drawFigure(figure, dim);

cout << "Drawing Transformed Figure...\n";

drawFigure(\_figure, dim);

break;

case 5:

cout << "Enter shearing in x-axis: ";

cin >> m;

cout << "Enter shearing in y-axis: ";

cin >> n;

\_figure = shear(figure, dim, m, n);

cout << "Drawing Original Figure...\n";

drawFigure(figure, dim);

cout << "Drawing Transformed Figure...\n";

drawFigure(\_figure, dim);

break;

case 6:

cout << "Drawing Original Figure...\n";

drawFigure(figure, dim);

break;

case 7:

default:

break;

}

delete \_figure;

cout << endl

<< "Finished..."

<< endl;

if (ch != 7)

{

cout << "\nPress Enter to continue ...\n";

cin.ignore();

cin.get();

}

} while (ch != 7);

};

int main(void)

{

int n;

double \*\*fig;

int gd = DETECT, gm;

initgraph(&gd, &gm, NULL);

cout << "Enter number of points in the figure: ";

cin >> n;

fig = inputFigure(n);

menu(fig, n);

delete fig;

closegraph();

return 0;

**OUTPUT:**
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**PRACTICAL 7: Write a program to apply various 3D transformations on a 3D object and then apply parallel and perspective projection on it.**

#include <iostream>

#include <direct.h>

#include <stdio.h>

#include <math.h>

#include <conio.h>

#include <graphics.h>

#include <process.h>

using namespace std;

int gd = DETECT, gm;

double x1, x2, y2;

void draw\_cube(double edge[20][3])

{

double y1;

initgraph(&gd, &gm, NULL);

int i;

clearviewport();

for (i = 0; i < 19; i++)

{

x1 = edge[i][0] + edge[i][2] \* (cos(2.3562));

y1 = edge[i][1] - edge[i][2] \* (sin(2.3562));

x2 = edge[i + 1][0] + edge[i + 1][2] \* (cos(2.3562));

y2 = edge[i + 1][1] - edge[i + 1][2] \* (sin(2.3562));

line(x1 + 320, 240 - y1, x2 + 320, 240 - y2);

}

line(320, 240, 320, 25);

line(320, 240, 550, 240);

line(320, 240, 150, 410);

getch();

closegraph();

}

void scale(double edge[20][3])

{

double a, b, c;

int i;

cout << "Enter The Scaling Factors: ";

cin >> a >> b >> c;

initgraph(&gd, &gm, NULL);

clearviewport();

for (i = 0; i < 20; i++)

{

edge[i][0] = edge[i][0] \* a;

edge[i][1] = edge[i][1] \* b;

edge[i][2] = edge[i][2] \* c;

}

draw\_cube(edge);

closegraph();

}

void translate(double edge[20][3])

{

int a, b, c;

int i;

cout << "Enter The Translation Factors: ";

cin >> a >> b >> c;

initgraph(&gd, &gm, NULL);

clearviewport();

for (i = 0; i < 20; i++)

{

edge[i][0] += a;

edge[i][0] += b;

edge[i][0] += c;

}

draw\_cube(edge);

closegraph();

}

void rotate(double edge[20][3])

{

int ch;

int i;

double temp, theta, temp1;

cout << "-=[ Rotation About ]=-" << endl;

cout << "1:==> X-Axis " << endl;

cout << "2:==> Y-Axis" << endl;

cout << "3:==> Z-Axis " << endl;

cout << "Enter Your Choice: ";

cin >> ch;

switch (ch)

{

case 1:

cout << "Enter The Angle: ";

cin >> theta;

theta = (theta \* 3.14) / 180;

for (i = 0; i < 20; i++)

{

edge[i][0] = edge[i][0];

temp = edge[i][1];

temp1 = edge[i][2];

edge[i][1] = temp \* cos(theta) - temp1 \* sin(theta);

edge[i][2] = temp \* sin(theta) + temp1 \* cos(theta);

}

draw\_cube(edge);

break;

case 2:

cout << "Enter The Angle: ";

cin >> theta;

theta = (theta \* 3.14) / 180;

for (i = 0; i < 20; i++)

{

edge[i][1] = edge[i][1];

temp = edge[i][0];

temp1 = edge[i][2];

edge[i][0] = temp \* cos(theta) + temp1 \* sin(theta);

edge[i][2] = -temp \* sin(theta) + temp1 \* cos(theta);

}

draw\_cube(edge);

break;

case 3:

cout << "Enter The Angle: ";

cin >> theta;

theta = (theta \* 3.14) / 180;

for (i = 0; i < 20; i++)

{

edge[i][2] = edge[i][2];

temp = edge[i][0];

temp1 = edge[i][1];

edge[i][0] = temp \* cos(theta) - temp1 \* sin(theta);

edge[i][1] = temp \* sin(theta) + temp1 \* cos(theta);

}

draw\_cube(edge);

break;

}

}

void reflect(double edge[20][3])

{

int ch;

int i;

cout << "-=[ Reflection About ]=-" << endl;

cout << "1:==> X-Axis" << endl;

cout << "2:==> Y-Axis " << endl;

cout << "3:==> Z-Axis " << endl;

cout << "Enter Your Choice: ";

cin >> ch;

switch (ch)

{

case 1:

for (i = 0; i < 20; i++)

{

edge[i][0] = edge[i][0];

edge[i][1] = -edge[i][1];

edge[i][2] = -edge[i][2];

}

draw\_cube(edge);

break;

case 2:

for (i = 0; i < 20; i++)

{

edge[i][1] = edge[i][1];

edge[i][0] = -edge[i][0];

edge[i][2] = -edge[i][2];

}

draw\_cube(edge);

break;

case 3:

for (i = 0; i < 20; i++)

{

edge[i][2] = edge[i][2];

edge[i][0] = -edge[i][0];

edge[i][1] = -edge[i][1];

}

draw\_cube(edge);

break;

}

}

void perspect(double edge[20][3])

{

int ch;

int i;

double p, q, r;

cout << "-=[ Perspective Projection About ]=-" << endl;

cout << "1:==> X-Axis " << endl;

cout << "2:==> Y-Axis " << endl;

cout << "3:==> Z-Axis" << endl;

cout << "Enter Your Choice := ";

cin >> ch;

switch (ch)

{

case 1:

cout << " Enter P := ";

cin >> p;

for (i = 0; i < 20; i++)

{

edge[i][0] = edge[i][0] / (p \* edge[i][0] + 1);

edge[i][1] = edge[i][1] / (p \* edge[i][0] + 1);

edge[i][2] = edge[i][2] / (p \* edge[i][0] + 1);

}

draw\_cube(edge);

break;

case 2:

cout << " Enter Q := ";

cin >> q;

for (i = 0; i < 20; i++)

{

edge[i][1] = edge[i][1] / (edge[i][1] \* q + 1);

edge[i][0] = edge[i][0] / (edge[i][1] \* q + 1);

edge[i][2] = edge[i][2] / (edge[i][1] \* q + 1);

}

draw\_cube(edge);

break;

case 3:

cout << " Enter R := ";

cin >> r;

for (i = 0; i < 20; i++)

{

edge[i][2] = edge[i][2] / (edge[i][2] \* r + 1);

edge[i][0] = edge[i][0] / (edge[i][2] \* r + 1);

edge[i][1] = edge[i][1] / (edge[i][2] \* r + 1);

}

draw\_cube(edge);

break;

}

closegraph();

}

int main()

{

int choice;

double edge[20][3] = {

100, 0, 0,

100, 100, 0,

0, 100, 0,

0, 100, 100,

0, 0, 100,

0, 0, 0,

100, 0, 0,

100, 0, 100,

100, 75, 100,

75, 100, 100,

100, 100, 75,

100, 100, 0,

100, 100, 75,

100, 75, 100,

75, 100, 100,

0, 100, 100,

0, 100, 0,

0, 0, 0,

0, 0, 100,

100, 0, 100};

while (1)

{

cout << "1:==> Draw Cube " << endl;

cout << "2:==> Scaling " << endl;

cout << "3:==> Rotation " << endl;

cout << "4:==> Reflection " << endl;

cout << "5:==> Translation " << endl;

cout << "6:==> Perspective Projection " << endl;

cout << "7:==> Exit " << endl;

cout << "Enter Your Choice := ";

cin >> choice;

switch (choice)

{

case 1:

draw\_cube(edge);

break;

case 2:

scale(edge);

break;

case 3:

rotate(edge);

break;

case 4:

reflect(edge);

break;

case 5:

translate(edge);

break;

case 6:

perspect(edge);

break;

case 7:

exit(0);

default:

cout << "\nPress A Valid Key...!!! ";

getch();

break;

}

closegraph();

}

return 0;

}

**OUTPUT:**
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**PRACTICAL 8(A): Write a program to draw Bezier curve.**

#include<graphics.h>

#include<math.h>

#include<conio.h>

#include<stdio.h>

int main()

{

int x[4],y[4],i;

double put\_x,put\_y,t;

int gr=DETECT,gm;

initgraph(&gr,&gm,NULL);

printf("\n\*\*\*\*\*\* Bezier Curve \*\*\*\*\*\*\*\*\*\*\*");

printf("\n Please enter x and y coordinates ");

for(i=0;i<4;i++)

{

scanf("%d%d",&x[i],&y[i]);

putpixel(x[i],y[i],3); // Control Points

}

for(t=0.0;t<=1.0;t=t+0.001) // t always lies between 0 and 1

{

put\_x = pow(1-t,3)\*x[0] + 3\*t\*pow(1-t,2)\*x[1] + 3\*t\*t\*(1-t)\*x[2] + pow(t,3)\*x[3]; // Formula to draw curve

put\_y = pow(1-t,3)\*y[0] + 3\*t\*pow(1-t,2)\*y[1] + 3\*t\*t\*(1-t)\*y[2] + pow(t,3)\*y[3];

putpixel(put\_x,put\_y, WHITE); // putting pixel

}

getch();

closegraph();

return 0;

}

**OUTPUT:**
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**PRACTICAL 8(B): Write a program to draw Hermite curve.**

#include <iostream>

#include <graphics.h>

#include <conio.h>

#include <stdio.h>

#include <stdlib.h>

using namespace std;

struct point

{

int x, y;

};

void hermite(point p1, point p4, double r1, double r4)

{

float x, y, t;

for (t = 0.0; t <= 1.0; t += 0.001)

{

x = (2 \* t \* t \* t - 3 \* t \* t + 1) \* p1.x + (-2 \* t \* t \* t + 3 \* t \* t) \* p4.x + (t \* t \* t - 2 \* t \* t + t) \* r1 + (t \* t \* t - t \* t) \* r4;

y = (2 \* t \* t \* t - 3 \* t \* t + 1) \* p1.y + (-2 \* t \* t \* t + 3 \* t \* t) \* p4.y + (t \* t \* t - 2 \* t \* t + 1) \* r1 + (t \* t \* t - t \* t) \* r4;

putpixel(x, y, YELLOW);

}

}

int main()

{

/\* request auto detection \*/

int gdriver = DETECT, gmode, errorcode;

/\* initialize graphics and local variables \*/

initgraph(&gdriver, &gmode, NULL);

/\* read result of initialization \*/

errorcode = graphresult();

/\* an error occurred \*/

if (errorcode != grOk)

{

printf("Graphics error: %s\n", grapherrormsg(errorcode));

printf("Press any key to halt:");

getch();

exit(1);

}

double r1, r4;

point p1, p2;

cout << "Enter 2 hermite points: " << endl;

cin >> p1.x >> p1.y >> p2.x >> p2.y;

cout << "Enter tangents at p1 and p4: " << endl;

cin >> r1 >> r4;

hermite(p1, p2, r1, r4);

putpixel(p1.x, p1.y, WHITE);

putpixel(p2.x, p2.y, WHITE);

getch();

closegraph();

return 0;

}

**OUTPUT:**

**![Screenshot_20240429_225752.png](data:image/png;base64,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)**