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# Overview

In this hands-on exercise, you will learn how to handle geospatial data in R by using appropriate R packages.

## Learning Outcome

By the end of this hands-on exercise, you should acquire the following competencies:

* import geospatial data by using appropriate functions of sf packages,
* import geospatial data as R spatial object type by using appropriate functions of sp packages,
* georeference geospatial data using either apporpriate rgeo  
  understand the concepts of Spatial Data Frame and to apply these understanding in handling geospatial data.
* understand the concepts of simple features and to apply these understanding in handling geospatial data.
* perform geospatial data handling tasks by using appropriate functions of sp, rgdal, rgeos and/or sf packages.

## Data Acquisition

Before you can start using R, you are required to extract the necessary data sets from the appropriate source

* Master Plan 2014 Subzone Boundary (Web) from [data.gov.sg](https://data.gov.sg/)
* Pre-Schools Location from [data.gov.sg](https://data.gov.sg/)
* Cycling Path from [LTADataMall](https://www.mytransport.sg/content/mytransport/home/dataMall.html)
* [AirBNB Singapore Listing Data](http://insideairbnb.com/get-the-data.html),download only listings.csv.

## Getting Started

Before we get started, it is important for us to ensure that all the R packages we need have been installed.

* Using the steps you leanred earlier, check if **sp**, **rgdal** and **rgeos** have been installed, if not, then install the uninstalled package. After the installation is completed, launch **sp**, **rgdal** and **rgeos**.

The code chunk:

packages = c('sp', 'rgdal', 'rgeos', 'sf', 'tidyverse')  
for (p in packages){  
 if(!require(p, character.only = T)){  
 install.packages(p)  
 }  
 library(p,character.only = T)  
}

# Working with **sf** package

In this hands-on exercise, you are required to import the following geospatial data into R:

* *MP14\_SUBZONE\_WEB\_PL* - a polygon feature layer in **ESRI shapefile** format,
* *CyclingPath* - a line feature layer in **ESRI shapefile** format, and
* *PreSchool* - a point feature layer in **kml** file format.

## Importing GIS data using *st\_read()*

### Importing polygon feature data in shapefile format

The code chunk below uses *st\_read()* function of **sf** package to import MP14\_SUBZONE\_WEB\_PL data into R as simple feature dataframes.

sf\_mpsz = st\_read(dsn = "data/geospatial",   
 layer = "MP14\_SUBZONE\_WEB\_PL")

## Reading layer `MP14\_SUBZONE\_WEB\_PL' from data source `D:\tskam\GeoDSA\Hands-on\_Ex\Hands-on\_Ex02\data\geospatial' using driver `ESRI Shapefile'  
## Simple feature collection with 323 features and 15 fields  
## Geometry type: MULTIPOLYGON  
## Dimension: XY  
## Bounding box: xmin: 2667.538 ymin: 15748.72 xmax: 56396.44 ymax: 50256.33  
## Projected CRS: SVY21

### Importing polyline feature data in shapefile format

The code chunk below uses *st\_read()* function of **sf** package to import the CyclingPath layer into R as simple feature dataframes.

sf\_cyclingpath = st\_read(dsn = "data/geospatial",   
 layer = "CyclingPath")

## Reading layer `CyclingPath' from data source `D:\tskam\GeoDSA\Hands-on\_Ex\Hands-on\_Ex02\data\geospatial' using driver `ESRI Shapefile'  
## Simple feature collection with 1625 features and 2 fields  
## Geometry type: LINESTRING  
## Dimension: XY  
## Bounding box: xmin: 12711.19 ymin: 28711.33 xmax: 42626.09 ymax: 48948.15  
## Projected CRS: SVY21

### Importing GIS data in kml format

sf\_preschool = st\_read("data/geospatial/pre-schools-location-kml.kml")

## Reading layer `PRESCHOOLS\_LOCATION' from data source `D:\tskam\GeoDSA\Hands-on\_Ex\Hands-on\_Ex02\data\geospatial\pre-schools-location-kml.kml' using driver `KML'  
## Simple feature collection with 1359 features and 2 fields  
## Geometry type: POINT  
## Dimension: XYZ  
## Bounding box: xmin: 103.6824 ymin: 1.248403 xmax: 103.9897 ymax: 1.462134  
## z\_range: zmin: 0 zmax: 0  
## Geodetic CRS: WGS 84

## Checking the contents of a SpatialDataFrame

You can check the contents of mpsz\_rg data object by using *summary*.

The code chunk:

summary(sf\_mpsz)

## OBJECTID SUBZONE\_NO SUBZONE\_N SUBZONE\_C   
## Min. : 1.0 Min. : 1.000 Length:323 Length:323   
## 1st Qu.: 81.5 1st Qu.: 2.000 Class :character Class :character   
## Median :162.0 Median : 4.000 Mode :character Mode :character   
## Mean :162.0 Mean : 4.625   
## 3rd Qu.:242.5 3rd Qu.: 6.500   
## Max. :323.0 Max. :17.000   
## CA\_IND PLN\_AREA\_N PLN\_AREA\_C REGION\_N   
## Length:323 Length:323 Length:323 Length:323   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
##   
##   
##   
## REGION\_C INC\_CRC FMEL\_UPD\_D X\_ADDR   
## Length:323 Length:323 Min. :2014-12-05 Min. : 5093   
## Class :character Class :character 1st Qu.:2014-12-05 1st Qu.:21864   
## Mode :character Mode :character Median :2014-12-05 Median :28465   
## Mean :2014-12-05 Mean :27257   
## 3rd Qu.:2014-12-05 3rd Qu.:31674   
## Max. :2014-12-05 Max. :50425   
## Y\_ADDR SHAPE\_Leng SHAPE\_Area geometry   
## Min. :19579 Min. : 871.5 Min. : 39438 MULTIPOLYGON :323   
## 1st Qu.:31776 1st Qu.: 3709.6 1st Qu.: 628261 epsg:NA : 0   
## Median :35113 Median : 5211.9 Median : 1229894 +proj=tmer...: 0   
## Mean :36106 Mean : 6524.4 Mean : 2420882   
## 3rd Qu.:39869 3rd Qu.: 6942.6 3rd Qu.: 2106483   
## Max. :49553 Max. :68083.9 Max. :69748299

Let’s view the first few records in the spatial data object.

The code chunk

head(sf\_mpsz, n=4)

## Simple feature collection with 4 features and 15 fields  
## Geometry type: MULTIPOLYGON  
## Dimension: XY  
## Bounding box: xmin: 26403.48 ymin: 28369.47 xmax: 32362.39 ymax: 30396.46  
## Projected CRS: SVY21  
## OBJECTID SUBZONE\_NO SUBZONE\_N SUBZONE\_C CA\_IND PLN\_AREA\_N  
## 1 1 1 MARINA SOUTH MSSZ01 Y MARINA SOUTH  
## 2 2 1 PEARL'S HILL OTSZ01 Y OUTRAM  
## 3 3 3 BOAT QUAY SRSZ03 Y SINGAPORE RIVER  
## 4 4 8 HENDERSON HILL BMSZ08 N BUKIT MERAH  
## PLN\_AREA\_C REGION\_N REGION\_C INC\_CRC FMEL\_UPD\_D X\_ADDR  
## 1 MS CENTRAL REGION CR 5ED7EB253F99252E 2014-12-05 31595.84  
## 2 OT CENTRAL REGION CR 8C7149B9EB32EEFC 2014-12-05 28679.06  
## 3 SR CENTRAL REGION CR C35FEFF02B13E0E5 2014-12-05 29654.96  
## 4 BM CENTRAL REGION CR 3775D82C5DDBEFBD 2014-12-05 26782.83  
## Y\_ADDR SHAPE\_Leng SHAPE\_Area geometry  
## 1 29220.19 5267.381 1630379.3 MULTIPOLYGON (((31495.56 30...  
## 2 29782.05 3506.107 559816.2 MULTIPOLYGON (((29092.28 30...  
## 3 29974.66 1740.926 160807.5 MULTIPOLYGON (((29932.33 29...  
## 4 29933.77 3313.625 595428.9 MULTIPOLYGON (((27131.28 30...

### Plotting the sptial data

To view the spatial data, *plot* function can be used.

The code chunk:

plot(sf\_mpsz)
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## Working with Projection

Task 2: Assigning EPSG code to sf\_mpsz simple feature dataframe.

The solution:

First, checking the projection of *sf\_mpsz* by using *st\_crs()*.

st\_crs(sf\_mpsz)

## Coordinate Reference System:  
## User input: SVY21   
## wkt:  
## PROJCRS["SVY21",  
## BASEGEOGCRS["SVY21[WGS84]",  
## DATUM["World Geodetic System 1984",  
## ELLIPSOID["WGS 84",6378137,298.257223563,  
## LENGTHUNIT["metre",1]],  
## ID["EPSG",6326]],  
## PRIMEM["Greenwich",0,  
## ANGLEUNIT["Degree",0.0174532925199433]]],  
## CONVERSION["unnamed",  
## METHOD["Transverse Mercator",  
## ID["EPSG",9807]],  
## PARAMETER["Latitude of natural origin",1.36666666666667,  
## ANGLEUNIT["Degree",0.0174532925199433],  
## ID["EPSG",8801]],  
## PARAMETER["Longitude of natural origin",103.833333333333,  
## ANGLEUNIT["Degree",0.0174532925199433],  
## ID["EPSG",8802]],  
## PARAMETER["Scale factor at natural origin",1,  
## SCALEUNIT["unity",1],  
## ID["EPSG",8805]],  
## PARAMETER["False easting",28001.642,  
## LENGTHUNIT["metre",1],  
## ID["EPSG",8806]],  
## PARAMETER["False northing",38744.572,  
## LENGTHUNIT["metre",1],  
## ID["EPSG",8807]]],  
## CS[Cartesian,2],  
## AXIS["(E)",east,  
## ORDER[1],  
## LENGTHUNIT["metre",1,  
## ID["EPSG",9001]]],  
## AXIS["(N)",north,  
## ORDER[2],  
## LENGTHUNIT["metre",1,  
## ID["EPSG",9001]]]]

Next, assigning EPSG 3414 to sf\_mpsz simple feature dataframe by using *st\_set\_crs()*.

sf\_mpsz3414 <- st\_set\_crs(sf\_mpsz, 3414)

Lets check the CSR again.

st\_crs(sf\_mpsz3414)

## Coordinate Reference System:  
## User input: EPSG:3414   
## wkt:  
## PROJCRS["SVY21 / Singapore TM",  
## BASEGEOGCRS["SVY21",  
## DATUM["SVY21",  
## ELLIPSOID["WGS 84",6378137,298.257223563,  
## LENGTHUNIT["metre",1]]],  
## PRIMEM["Greenwich",0,  
## ANGLEUNIT["degree",0.0174532925199433]],  
## ID["EPSG",4757]],  
## CONVERSION["Singapore Transverse Mercator",  
## METHOD["Transverse Mercator",  
## ID["EPSG",9807]],  
## PARAMETER["Latitude of natural origin",1.36666666666667,  
## ANGLEUNIT["degree",0.0174532925199433],  
## ID["EPSG",8801]],  
## PARAMETER["Longitude of natural origin",103.833333333333,  
## ANGLEUNIT["degree",0.0174532925199433],  
## ID["EPSG",8802]],  
## PARAMETER["Scale factor at natural origin",1,  
## SCALEUNIT["unity",1],  
## ID["EPSG",8805]],  
## PARAMETER["False easting",28001.642,  
## LENGTHUNIT["metre",1],  
## ID["EPSG",8806]],  
## PARAMETER["False northing",38744.572,  
## LENGTHUNIT["metre",1],  
## ID["EPSG",8807]]],  
## CS[Cartesian,2],  
## AXIS["northing (N)",north,  
## ORDER[1],  
## LENGTHUNIT["metre",1]],  
## AXIS["easting (E)",east,  
## ORDER[2],  
## LENGTHUNIT["metre",1]],  
## USAGE[  
## SCOPE["Cadastre, engineering survey, topographic mapping."],  
## AREA["Singapore - onshore and offshore."],  
## BBOX[1.13,103.59,1.47,104.07]],  
## ID["EPSG",3414]]

### Transforming the projection of sf\_preschool from wgs84 to svy21.

The solution:

First, checking the projection of sf\_preschool

st\_crs(sf\_preschool)

## Coordinate Reference System:  
## User input: WGS 84   
## wkt:  
## GEOGCRS["WGS 84",  
## DATUM["World Geodetic System 1984",  
## ELLIPSOID["WGS 84",6378137,298.257223563,  
## LENGTHUNIT["metre",1]]],  
## PRIMEM["Greenwich",0,  
## ANGLEUNIT["degree",0.0174532925199433]],  
## CS[ellipsoidal,2],  
## AXIS["geodetic latitude (Lat)",north,  
## ORDER[1],  
## ANGLEUNIT["degree",0.0174532925199433]],  
## AXIS["geodetic longitude (Lon)",east,  
## ORDER[2],  
## ANGLEUNIT["degree",0.0174532925199433]],  
## ID["EPSG",4326]]

Next, transforming sf\_preschool simple feature dataframe onto svy21 projected coordinate system (i.e. EPSG 3414) by using *st\_transform()*.

sf\_preschool3414 <- st\_transform(sf\_preschool, 3414)  
st\_crs(sf\_preschool3414)

## Coordinate Reference System:  
## User input: EPSG:3414   
## wkt:  
## PROJCRS["SVY21 / Singapore TM",  
## BASEGEOGCRS["SVY21",  
## DATUM["SVY21",  
## ELLIPSOID["WGS 84",6378137,298.257223563,  
## LENGTHUNIT["metre",1]]],  
## PRIMEM["Greenwich",0,  
## ANGLEUNIT["degree",0.0174532925199433]],  
## ID["EPSG",4757]],  
## CONVERSION["Singapore Transverse Mercator",  
## METHOD["Transverse Mercator",  
## ID["EPSG",9807]],  
## PARAMETER["Latitude of natural origin",1.36666666666667,  
## ANGLEUNIT["degree",0.0174532925199433],  
## ID["EPSG",8801]],  
## PARAMETER["Longitude of natural origin",103.833333333333,  
## ANGLEUNIT["degree",0.0174532925199433],  
## ID["EPSG",8802]],  
## PARAMETER["Scale factor at natural origin",1,  
## SCALEUNIT["unity",1],  
## ID["EPSG",8805]],  
## PARAMETER["False easting",28001.642,  
## LENGTHUNIT["metre",1],  
## ID["EPSG",8806]],  
## PARAMETER["False northing",38744.572,  
## LENGTHUNIT["metre",1],  
## ID["EPSG",8807]]],  
## CS[Cartesian,2],  
## AXIS["northing (N)",north,  
## ORDER[1],  
## LENGTHUNIT["metre",1]],  
## AXIS["easting (E)",east,  
## ORDER[2],  
## LENGTHUNIT["metre",1]],  
## USAGE[  
## SCOPE["Cadastre, engineering survey, topographic mapping."],  
## AREA["Singapore - onshore and offshore."],  
## BBOX[1.13,103.59,1.47,104.07]],  
## ID["EPSG",3414]]

## Importing and Converting Aspatial Data into simple features

In this section, you will learn how to import Singapore AirBNB listing data and convert the data into simple feature data.frame.

### Importing the aspatial data

Write the code chunk to import \*listing.csv into R.

listings <- read\_csv("data/aspatial/listings.csv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## id = col\_double(),  
## name = col\_character(),  
## host\_id = col\_double(),  
## host\_name = col\_character(),  
## neighbourhood\_group = col\_character(),  
## neighbourhood = col\_character(),  
## latitude = col\_double(),  
## longitude = col\_double(),  
## room\_type = col\_character(),  
## price = col\_double(),  
## minimum\_nights = col\_double(),  
## number\_of\_reviews = col\_double(),  
## last\_review = col\_date(format = ""),  
## reviews\_per\_month = col\_double(),  
## calculated\_host\_listings\_count = col\_double(),  
## availability\_365 = col\_double()  
## )

* After importing the data file into R, it is important for us to review the data object.

### Creating a sf data frame

The code chunk below converts *listings* data frame into a simple feature data frame by using [*st\_as\_sf()*](https://r-spatial.github.io/sf/reference/st_as_sf.html) of **sf** packages

Things to learn from the arguments:

* The *coords* argument requires you to provide the column name of the x-coordinates first then followed by the column name of the y-coordinates.
* The *crs* argument required you to provide the coordinates system in epsg format. [EPSG: 3414](https://epsg.io/3414) is Singapore SVY21 Projected Coordinate System. You can search for other country’s epsg code by refering to [epsg.io](https://epsg.io/). ]]

.pull-right[

listing\_sf <- st\_as\_sf(listings,   
 coords = c("longitude", "latitude"),  
 crs= 4326)

### Trasforming Projection

Next, we will transform the listing simple feature from *wgs84* geographic coordinates systems to *svy21* projected coordinates system

listing\_sf <- st\_transform(listing\_sf, 3414)

## Conversion to sp class

Although simple feature data.frame is gaining popularity again sp’s Spatial\* classes, there are, however, many geospatial analysis packages require the input geospatial data in sp’s Spatial\* classes. In this section, you will learn how to convert simple feature data.frame to sp’s Spatial\* class.

### Converting point feature data.frame to SpatialPointsDataFrame

The code chunk below uses [*as\_Spatial()*](https://r-spatial.github.io/sf/reference/coerce-methods.html) of **sf** package to convert sf\_preschool3414 simple feature data.frame to sp’s Spatial\* class.

sp\_preschool <- as\_Spatial(sf\_preschool3414)

## Warning in showSRID(uprojargs, format = "PROJ", multiline = "NO", prefer\_proj  
## = prefer\_proj): Discarded datum Unknown based on WGS84 ellipsoid in Proj4  
## definition

## Warning in showSRID(SRS\_string, format = "PROJ", multiline = "NO", prefer\_proj =  
## prefer\_proj): Discarded datum SVY21 in Proj4 definition

Notice that the output is a **SpatialPointsDataFrame** class.

You can check the content of the SpatialPointsDataFrame by using *summary()* as shown in the code chunk below.

summary(sp\_preschool)

## Object of class SpatialPointsDataFrame  
## Coordinates:  
## min max  
## coords.x1 11203.01 45404.24  
## coords.x2 25667.60 49300.88  
## coords.x3 0.00 0.00  
## Is projected: TRUE   
## proj4string :  
## [+proj=tmerc +lat\_0=1.36666666666667 +lon\_0=103.833333333333 +k=1  
## +x\_0=28001.642 +y\_0=38744.572 +ellps=WGS84 +units=m +no\_defs]  
## Number of points: 1359  
## Data attributes:  
## Name Description   
## Length:1359 Length:1359   
## Class :character Class :character   
## Mode :character Mode :character

DIY: Using the steps you had learned, convert *sf\_mpsz3414* and *sf\_mpsz* simple feature data.frame to sp’s Spatial\* classes. After the conversion, examine the output spatial classes carefully. Write short notes to decribe your onservation of the output spatial classes.

## Geoprocessing with sf package

### Buffering

The scenario:

The authority is planning to upgrade the exiting cycling path. To do so, they need to acquire 5 metres reserve land on the both sides of the current cycling path. You are tasked to determine the extend of the land need to be acquired and their total areas.

The solution:

Creating 5-meter buffers around cycling path by using *st\_buffer()* and calculate the total area of the buffers by using *st\_area()*.

sf\_buffer\_cycling <- st\_buffer(sf\_cyclingpath,   
 dist=5, nQuadSegs = 30)  
sf\_buffer\_cycling$AREA <- st\_area(sf\_buffer\_cycling)  
sum(sf\_buffer\_cycling$AREA)

## 773143.9 [m^2]

Because the output is in tibble data.table format, you can plot the area easily by using *geom\_histogram()* of **ggplot2**.

sf\_buffer\_cycling$area <- as.numeric(sf\_buffer\_cycling$AREA)  
ggplot(sf\_buffer\_cycling, aes(x=area)) +  
 geom\_histogram(bins=30,   
 color="black",  
 fill="light blue")

![](data:image/png;base64,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)

### Point-in-polygon count

The scenario:

A pre-school services group want to find out numbers of pre-school in each Planning Subzone.

The solution:

The code chunk below first identify pre-schools located inside each Planning Subzone by using [st\_intersects()](https://r-spatial.github.io/sf/reference/geos_binary_pred.html). Then, the *length()* is used to calculate numbers of pre-school fall inside each planning subzone.

sf\_mpsz3414$`PreSch Count`<- lengths(st\_intersects(sf\_mpsz3414, sf\_preschool3414))

**Warning**: You should not confuse with [st\_intersection()](https://r-spatial.github.io/sf/reference/geos_binary_ops.html).

You can check the summary statistics of the newly derived *PreSch Count* field by using *summary()* as shown in the code chunk below.

summary(sf\_mpsz3414$`PreSch Count`)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.000 0.000 2.000 4.207 6.000 37.000

To list the planning subzone with the most number of of pre-school, the *top\_n()* of **dplyr** package is used as shown in the code chunk below.

top\_n(sf\_mpsz3414, 1, `PreSch Count`)

## Simple feature collection with 1 feature and 16 fields  
## Geometry type: MULTIPOLYGON  
## Dimension: XY  
## Bounding box: xmin: 23449.05 ymin: 46001.23 xmax: 25594.22 ymax: 47996.47  
## Projected CRS: SVY21 / Singapore TM  
## OBJECTID SUBZONE\_NO SUBZONE\_N SUBZONE\_C CA\_IND PLN\_AREA\_N PLN\_AREA\_C  
## 1 290 3 WOODLANDS EAST WDSZ03 N WOODLANDS WD  
## REGION\_N REGION\_C INC\_CRC FMEL\_UPD\_D X\_ADDR Y\_ADDR  
## 1 NORTH REGION NR C90769E43EE6B0F2 2014-12-05 24506.64 46991.63  
## SHAPE\_Leng SHAPE\_Area geometry PreSch Count  
## 1 6603.608 2553464 MULTIPOLYGON (((24786.75 46... 37

**Quiz: Calculate the density of pre-school by planning subzone. With the help of appropriate graphical method, describe the distribution of the newly derived variable.**

The code chunk below uses *st\_area()* of sf package to derive the area of each planning subzone.

sf\_mpsz3414$Area <- sf\_mpsz3414 %>%  
 st\_area()

sf\_mpsz3414 <- sf\_mpsz3414 %>%  
 mutate(`PreSch Density` = `PreSch Count`/Area \* 1000000)

ggplot(data=sf\_mpsz3414,   
 aes(x= as.numeric(`PreSch Density`)))+  
 geom\_histogram(bins=20,   
 color="black", fill="light blue")
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ggplot(data=sf\_mpsz3414,   
 aes(y = `PreSch Count`, x= as.numeric(`PreSch Density`)))+  
 geom\_point(color="black", fill="light blue")
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# Working with **sp**, **gdal** and **rgeos** Packages (Optional)

In this section, you will learn how to handle geospatial data in shapefile format using sp, gdal and rgeos packages in R.

## Importing a shapefile

In this section, you will learn how to import MP14\_SUBZONE\_WEB\_PL GIS layer into R. It is stored in shapefile format. The spatial data model of this GIS data are polygon objects.

To import the GIS data layer into R, *readOGR()* from **rgdal** package will be used.

The data importing task is performed by using the code chunk below:

mpsz\_sp <- readOGR(dsn = "data/geospatial",   
 layer = "MP14\_SUBZONE\_WEB\_PL")

## OGR data source with driver: ESRI Shapefile   
## Source: "D:\tskam\GeoDSA\Hands-on\_Ex\Hands-on\_Ex02\data\geospatial", layer: "MP14\_SUBZONE\_WEB\_PL"  
## with 323 features  
## It has 15 fields

Notice that *mpsz\_sp* is in **SpatialPolygonDataFrame**.

### Checking the contents of a SpatialPolygonDataFrame

You can check the contents of *mpsz\_sp* data object by using *summary()*.

The code chunk:

summary(mpsz\_sp)

## Object of class SpatialPolygonsDataFrame  
## Coordinates:  
## min max  
## x 2667.538 56396.44  
## y 15748.721 50256.33  
## Is projected: TRUE   
## proj4string :  
## [+proj=tmerc +lat\_0=1.36666666666667 +lon\_0=103.833333333333 +k=1  
## +x\_0=28001.642 +y\_0=38744.572 +datum=WGS84 +units=m +no\_defs]  
## Data attributes:  
## OBJECTID SUBZONE\_NO SUBZONE\_N SUBZONE\_C   
## Min. : 1.0 Min. : 1.000 Length:323 Length:323   
## 1st Qu.: 81.5 1st Qu.: 2.000 Class :character Class :character   
## Median :162.0 Median : 4.000 Mode :character Mode :character   
## Mean :162.0 Mean : 4.625   
## 3rd Qu.:242.5 3rd Qu.: 6.500   
## Max. :323.0 Max. :17.000   
## CA\_IND PLN\_AREA\_N PLN\_AREA\_C REGION\_N   
## Length:323 Length:323 Length:323 Length:323   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
##   
##   
##   
## REGION\_C INC\_CRC FMEL\_UPD\_D X\_ADDR   
## Length:323 Length:323 Length:323 Min. : 5093   
## Class :character Class :character Class :character 1st Qu.:21864   
## Mode :character Mode :character Mode :character Median :28465   
## Mean :27257   
## 3rd Qu.:31674   
## Max. :50425   
## Y\_ADDR SHAPE\_Leng SHAPE\_Area   
## Min. :19579 Min. : 871.5 Min. : 39438   
## 1st Qu.:31776 1st Qu.: 3709.6 1st Qu.: 628261   
## Median :35113 Median : 5211.9 Median : 1229894   
## Mean :36106 Mean : 6524.4 Mean : 2420882   
## 3rd Qu.:39869 3rd Qu.: 6942.6 3rd Qu.: 2106483   
## Max. :49553 Max. :68083.9 Max. :69748299

Let’s view the first few records in the *mpsz\_sp*.

The code chunk

head(mpsz\_sp, n=4)

### Plotting the sptial data

To view the spatial data, *plot()* of **Base** R can be used.

The code chunk:

plot(mpsz\_sp)
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## Now It’s Your Turn

Using the functions you had learned, import the Pre-School and Cycling Path GIS data files into R spatial objects.

The solution:

The pre-schools GIS data is in kml format. Before we can import the data file into R, we will use ogrListLayers function of rgdal package to check the actual data structure of the kml data file.

ogrListLayers("data/geospatial/pre-schools-location-kml.kml")

## [1] "PRESCHOOLS\_LOCATION"  
## attr(,"driver")  
## [1] "KML"  
## attr(,"nlayers")  
## [1] 1

### Importing kml GIS data

Notice that the file called pre-schools-location-kml is just the folder (refer to the list above). In order to important the layer, we need to use PRESCHOOL\_LOCATION layer instead.

The code chunk below will do the trick.

preschool <- readOGR("data/geospatial/pre-schools-location-kml.kml",  
 "PRESCHOOLS\_LOCATION")

## OGR data source with driver: KML   
## Source: "D:\tskam\GeoDSA\Hands-on\_Ex\Hands-on\_Ex02\data\geospatial\pre-schools-location-kml.kml", layer: "PRESCHOOLS\_LOCATION"  
## with 1359 features  
## It has 2 fields

### Importing GIS data layer from LTADataMall

In this section, you will learn how to import a line geospatial data into R. The geospatial data is the CyclingPath shapefile from LTA DataMall (<https://www.mytransport.sg/content/mytransport/home/dataMall.html>)

cyclingpath <- readOGR (dsn = "data/geospatial",   
 layer = "CyclingPath")

## OGR data source with driver: ESRI Shapefile   
## Source: "D:\tskam\GeoDSA\Hands-on\_Ex\Hands-on\_Ex02\data\geospatial", layer: "CyclingPath"  
## with 1625 features  
## It has 2 fields

* Show the codes you used to check the contents of *preschool* and *cyclingpath* spatial objects.
* Describe their spatial data models, boundary coordinates, projection, and attribute variables.

### Assigning a coordinate system

* Use *CRS* and *spTransform* functions of **rgdal**

mpsz\_svy21 <- spTransform(mpsz\_sp,   
 CRS("+init=epsg:3414"))

## Reprojecting a geospatial data

Now, it is your turn to change the projection system of the *preschool* data set from wgs84 to svy21.

The solution:

preschool\_svy21 <- spTransform(preschool,   
 CRS("+init=epsg:3414"))

## Geoprocessing with **rgeos**

The scenario

The authority is planning to upgrade the exiting cycling path. To do so, they need to acquire 5 metres reserve land on the both sides of the current cycling path. You are tasked to determine the extend of the land need to be acquired and their total areas.

The solution:

buf\_cyclingpath <- gBuffer(cyclingpath, width = 5)

The solution:

buf\_cyclingpath <- gBuffer(cyclingpath, byid = TRUE,   
 width = 5)

The solution:

buf\_cyclingpath@data$Area <- gArea(buf\_cyclingpath,   
 byid = TRUE)  
sum(buf\_cyclingpath@data$Area)

## [1] 771024.9