# 过滤模块 (90%)

## 过滤模块简介 (90%)

### 执行时间和内容 (90%)

过滤（filter）模块是过滤响应头和内容的模块，可以对回复的头和内容进行处理。它的处理时间在获取回复内容之后，向用户发送响应之前。它的处理过程分为两个阶段，过滤HTTP回复的头部和主体，在这两个阶段可以分别对头部和主体进行修改。

在代码中有类似的函数：

ngx\_http\_top\_header\_filter(r);  
ngx\_http\_top\_body\_filter(r, in);

就是分别对头部和主体进行过滤的函数。所有模块的响应内容要返回给客户端，都必须调用这两个接口。

### 执行顺序 (90%)

过滤模块的调用是有顺序的，它的顺序在编译的时候就决定了。控制编译的脚本位于auto/modules中，当你编译完Nginx以后，可以在objs目录下面看到一个ngx\_modules.c的文件。打开这个文件，有类似的代码：

ngx\_module\_t \*ngx\_modules[] = {  
 ...  
 &ngx\_http\_write\_filter\_module,  
 &ngx\_http\_header\_filter\_module,  
 &ngx\_http\_chunked\_filter\_module,  
 &ngx\_http\_range\_header\_filter\_module,  
 &ngx\_http\_gzip\_filter\_module,  
 &ngx\_http\_postpone\_filter\_module,  
 &ngx\_http\_ssi\_filter\_module,  
 &ngx\_http\_charset\_filter\_module,  
 &ngx\_http\_userid\_filter\_module,  
 &ngx\_http\_headers\_filter\_module,  
 &ngx\_http\_copy\_filter\_module,  
 &ngx\_http\_range\_body\_filter\_module,  
 &ngx\_http\_not\_modified\_filter\_module,  
 NULL  
};

从write\_filter到not\_modified\_filter，模块的执行顺序是反向的。也就是说最早执行的是not\_modified\_filter，然后各个模块依次执行。一般情况下，第三方过滤模块的config文件会将模块名追加到变量HTTP\_AUX\_FILTER\_MODULES中，此时该模块只能加入到copy\_filter和headers\_filter模块之间执行。

Nginx执行的时候是怎么按照次序依次来执行各个过滤模块呢？它采用了一种很隐晦的方法，即通过局部的全局变量。比如，在每个filter模块，很可能看到如下代码：

static ngx\_http\_output\_header\_filter\_pt ngx\_http\_next\_header\_filter;  
static ngx\_http\_output\_body\_filter\_pt ngx\_http\_next\_body\_filter;  
  
...  
  
ngx\_http\_next\_header\_filter = ngx\_http\_top\_header\_filter;  
ngx\_http\_top\_header\_filter = ngx\_http\_example\_header\_filter;  
  
ngx\_http\_next\_body\_filter = ngx\_http\_top\_body\_filter;  
ngx\_http\_top\_body\_filter = ngx\_http\_example\_body\_filter;

ngx\_http\_top\_header\_filter是一个全局变量。当编译进一个filter模块的时候，就被赋值为当前filter模块的处理函数。而ngx\_http\_next\_header\_filter是一个局部全局变量，它保存了编译前上一个filter模块的处理函数。所以整体看来，就像用全局变量组成的一条单向链表。

每个模块想执行下一个过滤函数，只要调用一下ngx\_http\_next\_header\_filter这个局部变量。而整个过滤模块链的入口，需要调用ngx\_http\_top\_header\_filter这个全局变量。ngx\_http\_top\_body\_filter的行为与header fitler类似。

响应头和响应体过滤函数的执行顺序如下所示：
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这图只表示了head\_filter和body\_filter之间的执行顺序，在header\_filter和body\_filter处理函数之间，在body\_filter处理函数之间，可能还有其他执行代码。

### 模块编译 (90%)

Nginx可以方便的加入第三方的过滤模块。在过滤模块的目录里，首先需要加入config文件，文件的内容如下：

ngx\_addon\_name=ngx\_http\_example\_filter\_module  
HTTP\_AUX\_FILTER\_MODULES="$HTTP\_AUX\_FILTER\_MODULES ngx\_http\_example\_filter\_module"  
NGX\_ADDON\_SRCS="$NGX\_ADDON\_SRCS $ngx\_addon\_dir/ngx\_http\_example\_filter\_module.c"

说明把这个名为ngx\_http\_example\_filter\_module的过滤模块加入，ngx\_http\_example\_filter\_module.c是该模块的源代码。

注意HTTP\_AUX\_FILTER\_MODULES这个变量与一般的内容处理模块不同。

## 过滤模块的分析 (90%)

### 相关结构体 (90%)

ngx\_chain\_t 结构非常简单，是一个单向链表：

typedef struct ngx\_chain\_s ngx\_chain\_t;  
  
struct ngx\_chain\_s {  
 ngx\_buf\_t \*buf;  
 ngx\_chain\_t \*next;  
};

在过滤模块中，所有输出的内容都是通过一条单向链表所组成。这种单向链表的设计，正好应和了Nginx流式的输出模式。每次Nginx都是读到一部分的内容，就放到链表，然后输出出去。这种设计的好处是简单，非阻塞，但是相应的问题就是跨链表的内容操作非常麻烦，如果需要跨链表，很多时候都只能缓存链表的内容。

单链表负载的就是ngx\_buf\_t，这个结构体使用非常广泛，先让我们看下该结构体的代码：

struct ngx\_buf\_s {  
 u\_char \*pos; /\* 当前buffer真实内容的起始位置 \*/  
 u\_char \*last; /\* 当前buffer真实内容的结束位置 \*/  
 off\_t file\_pos; /\* 在文件中真实内容的起始位置 \*/  
 off\_t file\_last; /\* 在文件中真实内容的结束位置 \*/  
  
 u\_char \*start; /\* buffer内存的开始分配的位置 \*/  
 u\_char \*end; /\* buffer内存的结束分配的位置 \*/  
 ngx\_buf\_tag\_t tag; /\* buffer属于哪个模块的标志 \*/  
 ngx\_file\_t \*file; /\* buffer所引用的文件 \*/  
  
 /\* 用来引用替换过后的buffer，以便当所有buffer输出以后，  
 \* 这个影子buffer可以被释放。  
 \*/  
 ngx\_buf\_t \*shadow;   
  
 /\* the buf's content could be changed \*/  
 unsigned temporary:1;  
  
 /\*  
 \* the buf's content is in a memory cache or in a read only memory  
 \* and must not be changed  
 \*/  
 unsigned memory:1;  
  
 /\* the buf's content is mmap()ed and must not be changed \*/  
 unsigned mmap:1;  
  
 unsigned recycled:1; /\* 内存可以被输出并回收 \*/  
 unsigned in\_file:1; /\* buffer的内容在文件中 \*/  
 /\* 马上全部输出buffer的内容, gzip模块里面用得比较多 \*/  
 unsigned flush:1;  
 /\* 基本上是一段输出链的最后一个buffer带的标志，标示可以输出，  
 \* 有些零长度的buffer也可以置该标志  
 \*/  
 unsigned sync:1;  
 /\* 所有请求里面最后一块buffer，包含子请求 \*/  
 unsigned last\_buf:1;  
 /\* 当前请求输出链的最后一块buffer \*/  
 unsigned last\_in\_chain:1;  
 /\* shadow链里面的最后buffer，可以释放buffer了 \*/  
 unsigned last\_shadow:1;  
 /\* 是否是暂存文件 \*/  
 unsigned temp\_file:1;  
  
 /\* 统计用，表示使用次数 \*/  
 /\* STUB \*/ int num;  
};

一般buffer结构体可以表示一块内存，内存的起始和结束地址分别用start和end表示，pos和last表示实际的内容。如果内容已经处理过了，pos的位置就可以往后移动。如果读取到新的内容，last的位置就会往后移动。所以buffer可以在多次调用过程中使用。如果last等于end，就说明这块内存已经用完了。如果pos等于last，说明内存已经处理完了。下面是一个简单的示意图，说明buffer中指针的用法：

![](data:image/png;base64,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)

### 响应头过滤函数 (90%)

响应头过滤函数主要的用处就是处理HTTP响应的头，可以根据实际情况对于响应头进行修改或者添加删除。响应头过滤函数先于响应体过滤函数，而且只调用一次，所以一般可作过滤模块的初始化工作。

响应头过滤函数的入口只有一个：

ngx\_int\_t  
ngx\_http\_send\_header(ngx\_http\_request\_t \*r)  
{  
 ...  
  
 return ngx\_http\_top\_header\_filter(r);  
}

该函数向客户端发送回复的时候调用，然后按前一节所述的执行顺序。该函数的返回值一般是NGX\_OK，NGX\_ERROR和NGX\_AGAIN，分别表示处理成功，失败和未完成。

你可以把HTTP响应头的存储方式想象成一个hash表，在Nginx内部可以很方便地查找和修改各个响应头部，ngx\_http\_header\_filter\_module过滤模块把所有的HTTP头组合成一个完整的buffer，最终ngx\_http\_write\_filter\_module过滤模块把buffer输出。

按照前一节过滤模块的顺序，依次讲解如下：

filter module description

ngx\_http\_not\_modified\_filter\_module 默认打开，如果请求的if-modified-since等于回复的last-modified间值，说明回复没有变化，清空所有回复的内容，返回304。 ngx\_http\_range\_body\_filter\_module 默认打开，只是响应体过滤函数，支持range功能，如果请求包含range请求，那就只发送range请求的一段内容。 ngx\_http\_copy\_filter\_module 始终打开，只是响应体过滤函数， 主要工作是把文件中内容读到内存中，以便进行处理。 ngx\_http\_headers\_filter\_module 始终打开，可以设置expire和Cache-control头，可以添加任意名称的头 ngx\_http\_userid\_filter\_module 默认关闭，可以添加统计用的识别用户的cookie。 ngx\_http\_charset\_filter\_module 默认关闭，可以添加charset，也可以将内容从一种字符集转换到另外一种字符集，不支持多字节字符集。 ngx\_http\_ssi\_filter\_module 默认关闭，过滤SSI请求，可以发起子请求，去获取include进来的文件 ngx\_http\_postpone\_filter\_module 始终打开，用来将子请求和主请求的输出链合并 ngx\_http\_gzip\_filter\_module 默认关闭，支持流式的压缩内容 ngx\_http\_range\_header\_filter\_module 默认打开，只是响应头过滤函数，用来解析range头，并产生range响应的头。 ngx\_http\_chunked\_filter\_module 默认打开，对于HTTP/1.1和缺少content-length的回复自动打开。 ngx\_http\_header\_filter\_module 始终打开，用来将所有header组成一个完整的HTTP头。 ngx\_http\_write\_filter\_module 始终打开，将输出链拷贝到r->out中，然后输出内容。

### 响应体过滤函数 (90%)

响应体过滤函数是过滤响应主体的函数。ngx\_http\_top\_body\_filter这个函数每个请求可能会被执行多次，它的入口函数是ngx\_http\_output\_filter，比如：

ngx\_int\_t  
ngx\_http\_output\_filter(ngx\_http\_request\_t \*r, ngx\_chain\_t \*in)  
{  
 ngx\_int\_t rc;  
 ngx\_connection\_t \*c;  
  
 c = r->connection;  
  
 rc = ngx\_http\_top\_body\_filter(r, in);  
  
 if (rc == NGX\_ERROR) {  
 /\* NGX\_ERROR may be returned by any filter \*/  
 c->error = 1;  
 }  
  
 return rc;  
}

ngx\_http\_output\_filter可以被一般的静态处理模块调用，也有可能是在upstream模块里面被调用，对于整个请求的处理阶段来说，他们处于的用处都是一样的，就是把响应内容过滤，然后发给客户端。

具体模块的响应体过滤函数的格式类似这样：

static int   
ngx\_http\_example\_body\_filter(ngx\_http\_request\_t \*r, ngx\_chain\_t \*in)  
{  
 ...  
  
 return ngx\_http\_next\_body\_filter(r, in);  
}

该函数的返回值一般是NGX\_OK，NGX\_ERROR和NGX\_AGAIN，分别表示处理成功，失败和未完成。

#### 主要功能介绍 (90%)

响应的主体内容就存于单链表in，链表一般不会太长，有时in参数可能为NULL。in中存有buf结构体中，对于静态文件，这个buf大小默认是32K；对于反向代理的应用，这个buf可能是4k或者8k。为了保持内存的低消耗，Nginx一般不会分配过大的内存，处理的原则是收到一定的数据，就发送出去。一个简单的例子，可以看看Nginx的chunked\_filter模块，在没有content-length的情况下，chunk模块可以流式（stream）的加上长度，方便浏览器接收和显示内容。

在响应体过滤模块中，尤其要注意的是buf的标志位，完整描述可以在"相关结构体"这个节中看到。如果buf中包含last标志，说明是最后一块buf，可以直接输出并结束请求了。如果有flush标志，说明这块buf需要马上输出，不能缓存。如果整块buffer经过处理完以后，没有数据了，你可以把buffer的sync标志置上，表示只是同步的用处。

当所有的过滤模块都处理完毕时，在最后的write\_fitler模块中，Nginx会将in输出链拷贝到r->out输出链的末尾，然后调用sendfile或者writev接口输出。由于Nginx是非阻塞的socket接口，写操作并不一定会成功，可能会有部分数据还残存在r->out。在下次的调用中，Nginx会继续尝试发送，直至成功。

#### 发出子请求 (90%)

Nginx过滤模块一大特色就是可以发出子请求，也就是在过滤响应内容的时候，你可以发送新的请求，Nginx会根据你调用的先后顺序，将多个回复的内容拼接成正常的响应主体。一个简单的例子可以参考addition模块。

Nginx是如何保证父请求和子请求的顺序呢？当Nginx发出子请求时，就会调用ngx\_http\_subrequest函数，将子请求插入父请求的r->postponed链表中。子请求会在主请求执行完毕时获得依次调用。子请求同样会有一个请求所有的生存期和处理过程，也会进入过滤模块流程。

关键点是在postpone\_filter模块中，它会拼接主请求和子请求的响应内容。r->postponed按次序保存有父请求和子请求，它是一个链表，如果前面一个请求未完成，那后一个请求内容就不会输出。当前一个请求完成时并输出时，后一个请求才可输出，当所有的子请求都完成时，所有的响应内容也就输出完毕了。

#### 一些优化措施 (90%)

Nginx过滤模块涉及到的结构体，主要就是chain和buf，非常简单。在日常的过滤模块中，这两类结构使用非常频繁，Nginx采用类似freelist重复利用的原则，将使用完毕的chain或者buf结构体，放置到一个固定的空闲链表里，以待下次使用。

比如，在通用内存池结构体中，pool->chain变量里面就保存着释放的chain。而一般的buf结构体，没有模块间公用的空闲链表池，都是保存在各模块的缓存空闲链表池里面。对于buf结构体，还有一种busy链表，表示该链表中的buf都处于输出状态，如果buf输出完毕，这些buf就可以释放并重复利用了。

功能 函数 名

chain分配 ng x\_alloc\_chain\_link chain释放 ng x\_free\_chain buf分配 ng x\_chain\_get\_free\_buf buf释放 ng x\_chain\_update\_chains

#### 过滤内容的缓存 (90%)

由于Nginx设计流式的输出结构，当我们需要对响应内容作全文过滤的时候，必须缓存部分的buf内容。该类过滤模块往往比较复杂，比如sub，ssi，gzip等模块。这类模块的设计非常灵活，我简单讲一下设计原则：

1. 输入链in需要拷贝操作，经过缓存的过滤模块，输入输出链往往已经完全不一样了，所以需要拷贝，通过ngx\_chain\_add\_copy函数完成。
2. 一般有自己的free和busy缓存链表池，可以提高buf分配效率。
3. 如果需要分配大块内容，一般分配固定大小的内存卡，并设置recycled标志，表示可以重复利用。
4. 原有的输入buf被替换缓存时，必须将其buf->pos设为buf->last，表明原有的buf已经被输出完毕。或者在新建立的buf，将buf->shadow指向旧的buf，以便输出完毕时及时释放旧的buf。