Chapter 7 Notebook

Code taken from Scott Jones and “Practical Data Science with R” and broken into chunks based on the sections. This is so I may step through each piece and create a notebook for easier reading.

load("C:/Users/turne/Downloads/psub.RData") #Substitute your own location  
dtrain <- subset(psub, ORIGRANDGROUP >= 500)  
dtest <- subset(psub, ORIGRANDGROUP < 500)  
model <- lm(log(PINCP,base=10) ~ AGEP + SEX + COW + SCHL, data=dtrain)  
dtest$predLogPINCP <- predict(model, newdata= dtest)  
dtrain$predLogPINCP <- predict(model, newdata = dtrain)  
head(dtest$predLogPINCP)

## [1] 4.640264 4.465395 4.429962 4.555424 4.235032 4.379018

library(ggplot2)  
ggplot(data=dtest, aes(x=predLogPINCP, y=log(PINCP, base=10))) +   
 geom\_point(alpha=0.2, color="black") +  
 geom\_smooth(aes(x=predLogPINCP,  
 y=log(PINCP, base=10)), color="black") +   
 geom\_line(aes(x=log(PINCP, base=10),  
 y=log(PINCP, base=10)), color="blue", linetype=2) +  
 scale\_x\_continuous(limits=c(4,5)) +  
 scale\_y\_continuous(limits=c(3.5,5.5))

## `geom\_smooth()` using method = 'loess' and formula 'y ~ x'

## Warning: Removed 9 rows containing non-finite values (stat\_smooth).

## Warning: Removed 9 rows containing missing values (geom\_point).

## Warning: Removed 67 rows containing missing values (geom\_path).
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ggplot(data=dtest, aes(x=predLogPINCP,  
 y=predLogPINCP-log(PINCP,base=10))) +   
 geom\_point(alpha=.2, color="black") +  
 geom\_smooth(aes(x=predLogPINCP,  
 y=predLogPINCP-log(PINCP,base=10)),  
 color="black")

## `geom\_smooth()` using method = 'loess' and formula 'y ~ x'
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rsq <- function(y,f) {1 - sum((y-f)^2)/sum((y-mean(y))^2) }  
rsq(log(dtrain$PINCP, base=10), predict(model, newdata=dtrain))

## [1] 0.3382568

rsq(log(dtest$PINCP, base=10), predict(model, newdata=dtest))

## [1] 0.2605496

rmse<- function(y,f) {sqrt(mean( (y-f)^2 )) }  
rmse(log(dtrain$PINCP, base=10), predict(model, newdata=dtrain))

## [1] 0.2651856

rmse(log(dtest$PINCP, base=10), predict(model, newdata=dtest))

## [1] 0.2752171

summary(log(dtrain$PINCP, base=10) - predict (model, newdata=dtrain))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -1.29220 -0.14153 0.02458 0.00000 0.17632 0.62532

summary(log(dtest$PINCP, base=10) - predict (model, newdata=dtest))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -1.494246 -0.165262 0.018922 -0.004636 0.175471 0.868075

load("C:/Users/turne/Downloads/NatalRiskData(1).RData") #Substitute your own location  
train <- sdata[sdata$ORIGRANDGROUP<= 5, ]  
test <- sdata[sdata$ORIGRANDGROUP>5, ]

complications <- c("ULD\_MECO","ULD\_PRECIP","ULD\_BREECH")  
riskfactors <- c("URF\_DIAB","URF\_CHYPER","URF\_PHYPER","URF\_ECLAM")  
y <- "atRisk"  
x <- c("PWGT",  
 "UPREVIS",  
 "CIG\_REC",  
 "GESTREC3",  
 "DPLURAL",  
 complications,  
 riskfactors)  
fmla<- paste(y, paste(x, collapse="+"), sep="~")

print(fmla)

## [1] "atRisk~PWGT+UPREVIS+CIG\_REC+GESTREC3+DPLURAL+ULD\_MECO+ULD\_PRECIP+ULD\_BREECH+URF\_DIAB+URF\_CHYPER+URF\_PHYPER+URF\_ECLAM"

model <- glm(fmla, data=train, family=binomial(link="logit"))

train$pred <- predict(model, newdata=train, type="response")  
test$pred <- predict(model, newdata=test, type="response")

library(ggplot2)  
ggplot(train, aes(x=pred, color=atRisk, linetype=atRisk)) + geom\_density()
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library(ROCR)

## Loading required package: gplots

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

library(grid)  
predObj <- prediction(train$pred, train$atRisk)  
precObj <- performance(predObj, measure = 'prec')  
recObj <- performance(predObj, measure='rec')  
  
precision <- (precObj@y.values)[[1]]  
prec.x <- (precObj@x.values)[[1]]  
recall <- (recObj@y.values)[[1]]  
  
rocFrame <- data.frame(threshold=prec.x, precision=precision, recall=recall)  
  
nplot <- function(plist) {  
 n <- length(plist)  
 grid.newpage()  
 pushViewport(viewport(layout=grid.layout(n,1)))  
 vplayout= function(x,y) {viewport(layout.pos.row=x, layout.pos.col=y)}  
 for (i in 1:n) {  
 print(plist[[i]], vp=vplayout(i,1))  
 }  
}  
   
pnull<- mean(as.numeric(train$atRisk))  
  
p1 <- ggplot(rocFrame, aes(x=threshold)) +  
 geom\_line(aes(y=precision/pnull)) +  
 coord\_cartesian(xlim = c(0,.05), ylim = c(0,10) )  
   
p2 <- ggplot(rocFrame, aes(x=threshold)) +  
 geom\_line(aes(y=recall)) +   
 coord\_cartesian(xlim = c(0,.05) )  
  
nplot(list(p1,p2))

## Warning: Removed 1 rows containing missing values (geom\_path).

![](data:image/png;base64,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)

ctab.test <- table(pred=test$pred>0.02, atRisk= test$atRisk)  
ctab.test

## atRisk  
## pred FALSE TRUE  
## FALSE 9487 93  
## TRUE 2405 116

precision <- ctab.test[2,2]/sum(ctab.test[2,])  
precision

## [1] 0.04601349

recall <- ctab.test[2,2]/sum(ctab.test[,2])  
recall

## [1] 0.5550239

enrich<- precision/mean(as.numeric(test$atRisk))  
enrich

## [1] 2.664159

coefficients(model)

## (Intercept) PWGT UPREVIS   
## -4.41218940 0.00376166 -0.06328943   
## CIG\_RECTRUE GESTREC3< 37 weeks DPLURALtriplet or higher   
## 0.31316930 1.54518311 1.39419294   
## DPLURALtwin ULD\_MECOTRUE ULD\_PRECIPTRUE   
## 0.31231871 0.81842627 0.19172008   
## ULD\_BREECHTRUE URF\_DIABTRUE URF\_CHYPERTRUE   
## 0.74923672 -0.34646672 0.56002503   
## URF\_PHYPERTRUE URF\_ECLAMTRUE   
## 0.16159872 0.49806435

summary(model)

##   
## Call:  
## glm(formula = fmla, family = binomial(link = "logit"), data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.9732 -0.1818 -0.1511 -0.1358 3.2641   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -4.412189 0.289352 -15.249 < 2e-16 \*\*\*  
## PWGT 0.003762 0.001487 2.530 0.011417 \*   
## UPREVIS -0.063289 0.015252 -4.150 3.33e-05 \*\*\*  
## CIG\_RECTRUE 0.313169 0.187230 1.673 0.094398 .   
## GESTREC3< 37 weeks 1.545183 0.140795 10.975 < 2e-16 \*\*\*  
## DPLURALtriplet or higher 1.394193 0.498866 2.795 0.005194 \*\*   
## DPLURALtwin 0.312319 0.241088 1.295 0.195163   
## ULD\_MECOTRUE 0.818426 0.235798 3.471 0.000519 \*\*\*  
## ULD\_PRECIPTRUE 0.191720 0.357680 0.536 0.591951   
## ULD\_BREECHTRUE 0.749237 0.178129 4.206 2.60e-05 \*\*\*  
## URF\_DIABTRUE -0.346467 0.287514 -1.205 0.228187   
## URF\_CHYPERTRUE 0.560025 0.389678 1.437 0.150676   
## URF\_PHYPERTRUE 0.161599 0.250003 0.646 0.518029   
## URF\_ECLAMTRUE 0.498064 0.776948 0.641 0.521489   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 2698.7 on 14211 degrees of freedom  
## Residual deviance: 2463.0 on 14198 degrees of freedom  
## AIC: 2491  
##   
## Number of Fisher Scoring iterations: 7

pred <- predict(model, newdata = train, type = 'response')  
 llcomponents <- function(y, py) {  
 y\*log(py) + (1-y)\*log(1-py)  
}  
  
edev <- sign(as.numeric(train$atRisk) - pred) \*  
 sqrt(-2\*llcomponents(as.numeric(train$atRisk), pred))  
  
summary(edev)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -0.9732 -0.1818 -0.1511 -0.1244 -0.1358 3.2641

loglikelihood <- function(y,py) {  
 sum(y \* log(py) + (1-y)\*log(1-py))  
}  
  
pnull<- mean(as.numeric(train$atRisk))  
  
null.dev<- -2\*loglikelihood(as.numeric(train$atRisk), pnull)  
pnull

## [1] 0.01920912

null.dev

## [1] 2698.716

model$null.deviance

## [1] 2698.716

pred<- predict(model, newdata=train, type="response")  
resid.dev<- -2\*loglikelihood(as.numeric(train$atRisk), pred)  
resid.dev

## [1] 2462.992

model$deviance

## [1] 2462.992

testy<- as.numeric(test$atRisk)  
testpred<- predict(model, newdata=test, type = "response")  
  
pnull.test<- mean(testy)  
  
null.dev.test<- -2\*loglikelihood(testy, pnull.test)  
  
resid.dev.test<- -2\*loglikelihood(testy, testpred)  
  
pnull.test

## [1] 0.0172713

null.dev.test

## [1] 2110.91

resid.dev.test

## [1] 1947.094

df.null <- dim(train)[[1]] -1  
df.model <- dim(train)[[1]] - length(model$coefficients)  
  
df.null

## [1] 14211

df.model

## [1] 14198

delDev<- null.dev - resid.dev  
deldf<- df.null - df.model  
p<- pchisq(delDev, deldf, lower.tail = F)  
  
delDev

## [1] 235.724

deldf

## [1] 13

p

## [1] 5.84896e-43

pr2<- 1-(resid.dev/null.dev)  
  
print(pr2)

## [1] 0.08734674

pr2.test<- 1-(resid.dev.test/null.dev.test)  
print(pr2.test)

## [1] 0.07760427

aic <- 2\*(length(model$coefficients) -  
 loglikelihood(as.numeric(train$atRisk), pred))  
aic

## [1] 2490.992