|  |  |  |
| --- | --- | --- |
| ТИПЫ И СТРУКТУРЫ ДАННЫХ  Лабораторная работа № 3  Json-parser | Студент | Хуинь Минь Туен |
| Группа | ПрИн – 366 |
| Преподавателя | Романенко Р.Р |
| Дата выполнения |  |
| Дата отчета |  |
| Оценка (баллы) |  |

**Задача:**

Реализовать Json-parser

**1. Краткая терия**

JSON (JavaScript Object Notation) — [текстовый формат](https://ru.wikipedia.org/wiki/%D0%A2%D0%B5%D0%BA%D1%81%D1%82%D0%BE%D0%B2%D1%8B%D0%B9_%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82) [обмена данными](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D0%BC%D0%B5%D0%BD_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D0%BC%D0%B8), основанный на [JavaScript](https://ru.wikipedia.org/wiki/JavaScript) и обычно используемый именно с этим языком. Как и многие другие текстовые форматы, JSON легко читается людьми. Несмотря на происхождение от JavaScript (точнее, от подмножества языка стандарта [ECMA-262](https://ru.wikipedia.org/wiki/ECMA-262) [1999 года](https://ru.wikipedia.org/wiki/1999_%D0%B3%D0%BE%D0%B4)), формат считается независимым от языка и может использоваться практически с любым [языком программирования](https://ru.wikipedia.org/wiki/%D0%AF%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F). Для многих языков существует готовый код для создания и обработки данных в формате JSON.

**Синтаксис**

JSON-текст представляет собой (в закодированном виде) одну из двух структур:

Набор пар ключ:значение. В различных языках это реализовано как [объект](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)), [запись](https://ru.wikipedia.org/wiki/%D0%97%D0%B0%D0%BF%D0%B8%D1%81%D1%8C_(%D1%82%D0%B8%D0%BF_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85)), [структура](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D1%83%D0%BA%D1%82%D1%83%D1%80%D0%B0_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85), [словарь](https://ru.wikipedia.org/wiki/%D0%90%D1%81%D1%81%D0%BE%D1%86%D0%B8%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D1%8B%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2), [хэш-таблица](https://ru.wikipedia.org/wiki/%D0%A5%D1%8D%D1%88-%D1%82%D0%B0%D0%B1%D0%BB%D0%B8%D1%86%D0%B0), [список](https://ru.wikipedia.org/wiki/%D0%A1%D0%BF%D0%B8%D1%81%D0%BE%D0%BA_(%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)) с ключом или [ассоциативный массив](https://ru.wikipedia.org/wiki/%D0%90%D1%81%D1%81%D0%BE%D1%86%D0%B8%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D1%8B%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2). Ключом может быть только строка, значением — любая форма.

Упорядоченный набор значений. Во многих языках это реализовано как [массив](https://ru.wikipedia.org/wiki/%D0%9C%D0%B0%D1%81%D1%81%D0%B8%D0%B2_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)), [вектор](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D0%B4%D0%B5%D0%BA%D1%81%D0%BD%D1%8B%D0%B9_%D0%BC%D0%B0%D1%81%D1%81%D0%B8%D0%B2), список или [последовательность](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C).

Это универсальные структуры данных: как правило, любой современный язык программирования поддерживает их в той или иной форме. Они легли в основу JSON, так как он используется для обмена данными между различными языками программирования.

В качестве значений в JSON используются структуры:

- Объект — это неупорядоченное множество пар ключ:значение, заключённое в фигурные скобки «{ }». Ключ описывается строкой, между ним и значением стоит символ «:». Пары ключ-значение отделяются друг от друга запятыми.

- Массив (одномерный) — это упорядоченное множество значений. Массив заключается в квадратные скобки «[ ]». Значения разделяются запятыми.

-Значение может быть [строкой](https://ru.wikipedia.org/wiki/%D0%A1%D1%82%D1%80%D0%BE%D0%BA%D0%BE%D0%B2%D1%8B%D0%B9_%D1%82%D0%B8%D0%BF) в двойных кавычках, [числом](https://ru.wikipedia.org/wiki/%D0%A7%D0%B8%D1%81%D0%BB%D0%BE), объектом, массивом, одним из [литералов](https://ru.wikipedia.org/wiki/%D0%9B%D0%B8%D1%82%D0%B5%D1%80%D0%B0%D0%BB_(%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)): true, false или null. Т.о. структуры могут быть вложены друг в друга.

Строка — это упорядоченное множество из нуля или более символов [юникода](https://ru.wikipedia.org/wiki/%D0%AE%D0%BD%D0%B8%D0%BA%D0%BE%D0%B4), заключенное в двойные кавычки. Символы могут быть указаны с использованием [escape-последовательностей](https://ru.wikipedia.org/wiki/Escape-%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C), начинающихся с [обратной косой черты](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%80%D0%B0%D1%82%D0%BD%D0%B0%D1%8F_%D0%BA%D0%BE%D1%81%D0%B0%D1%8F_%D1%87%D0%B5%D1%80%D1%82%D0%B0) «\».

Строка очень похожа на одноимённый тип данных в языках [С](https://ru.wikipedia.org/wiki/%D0%A1%D0%B8_(%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F)) и [Java](https://ru.wikipedia.org/wiki/Java). Число тоже очень похоже на С- или Java-число, за исключением того, что используется только десятичный формат. Пробелы могут быть вставлены между любыми двумя синтаксическими элементами.

Следующий пример показывает JSON-представление объекта, описывающего человека. В объекте есть строковые поля имени и фамилии, объект, описывающий адрес, и массив, содержащий список телефонов.

{

"firstName": "Иван",

"lastName": "Иванов",

"address": {

"streetAddress": "Московское ш., 101, кв.101",

"city": "Ленинград",

"postalCode": 101101

},

"phoneNumbers": [

"812 123-1234",

"916 123-4567"

]

}

**2. Результат работы программы**

**![D:\Ki 5\Data Types And Structures\sem\parser_1.PNG](data:image/png;base64,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)**

**3. Программа**

**//**myjson.h

#ifndef MYJSON\_H

#define MYJSON\_H

#define MAX\_ARR\_SIZE 30000

#define MAX\_NUM\_SIZE 30

enum JsonType {

Number =0, /\*INTEGER, BOOL\*/

True = 1,

False = 2,

String = 3,

Object =4,

Array = 5,

None = 6,

Null = 7

};

struct Json{

Json\* prevs, \*next;

Json\* child;

JsonType type;

char\* stringValue; //string in case item is a string

char\* stringName; // key name in case item is subitem of an object

int intValue;

double doubleValue;

} ;

class MyJson

{

public:

char\* parseString(char\* json, Json\* item);

char\* parseNumber(char\* json, Json\* item);

char\* parseObject(char\* json, Json\* item);

char\* parseValue(char\* json, Json\* item);

char\* parseArray(char\* json, Json\* item);

char\* skipSpace(char\* json);

void printString(char\* str);

void printArray(Json\* arr);

void printObject(Json\* obj);

void printValue(Json\* val);

void printNumber(Json\* num);

char\* serializeString(char\* str) ;

char\* serializeNumber(double value );

char\* serializeBoolean(bool value);

char\* serializeNull ();

char\* serializeArray(Json\* arr);

char\* serializeValue(Json\* value);

char\* serializeObject(Json\* json);

void getArrayValues(Json\* object, Json values[], int& length);

void getObjectValues(Json\* object, Json values[], int& length);

Json\* getFieldOfObject(Json\* object, char\* fieldName);

MyJson(void);

~MyJson(void);

};

#endif MYJSON\_H

**//**myjson.cpp

#include "StdAfx.h"

#include "MyJson.h"

#include <iostream>

using namespace std;

MyJson::MyJson()

{

}

char\* MyJson::parseString(char\* json, Json\* item){

if(\*json != '\"'){

cout << "parse string error";

return 0;

}

char\* out, \*ptr = json+1;

int length = 0 ;

while(\*ptr!= '\"' && \*ptr){

++length;

++ptr;

}

//validate string

if(\*ptr == 0) {

return 0 ;

}

out = new char[length+1];

strncpy(out, json+1, length);

out[length] ='\0';

item->type= String;

item->stringValue = out;

return ptr+1;

}

char\* MyJson::serializeString(char\*str ){

int size = strlen(str) ;

char\* out = new char[size +3] ;

char\*ptr = out;

out[0] = '\"';

strncpy(out +1, str, size);

out[size +1] ='\"';

out[size +2] ='\0';

return out;

}

char\* MyJson::parseNumber(char\* json, Json\* item) {

double value = 0;

if(\*json !='-' && \*json< '0' || \*json > '9'){

cout << "parse number error";

return 0;

}

bool isNegative = \*json == '-';

if(isNegative) {

json++;

}

while(\*json >= '0' && \* json <= '9'){

value = value\*10 + \*json-48;

++json ;

}

if(\*json == '.'){

++json;

if(\*json >= '0' && \*json < '9') {

double t = 10;

while(\*json >= '0' && \* json <= '9'){

value+=(\*json -48)/t;

t\*=10;

++json;

}

}else {

//invalid rational number

return 0 ;

}

}

//support rational number type 1.234e5, 1.234e+5, 1.234e-5

if(\*json == 'e' || \*json == 'E') {

++json;

bool isNegative = false;

if(\*json == '-'){

isNegative = true;

++json;

}else if(\*json =='+'){

++json;

}

double exp = 0;

if(\*json>='0' && \*json <='9'){

while (\*json>='0' && \*json <='9'){

exp = exp\*10 + \*json - 48;

++json;

}

exp = isNegative ? exp \* -1 : exp;

value = value\*pow(10.0, exp);

}else { //invalid json number, eg 1.23e

return 0;

}

}

value = isNegative ? value \* -1: value;

item->type= Number;

item->doubleValue = value;

item->intValue = int(value);

return json ;

}

//functionally, this is not safe operation, for example 1e100 yell an error

char\* MyJson::serializeNumber(double value) {

char tmp[MAX\_NUM\_SIZE];

char\* out;

sprintf(tmp, "%f", value);

int len = strlen(tmp);

out = new char[len+1];

strncpy(out, tmp, len);

out[len] ='\0';

return out;

}

char\* MyJson::serializeBoolean(bool value ) {

if(value) {

return "true";

}

return "false";

}

char\* MyJson::serializeNull () {

return "null";

}

char\* MyJson::parseArray(char\* json, Json\* item) {

//must check for valid next token in array [a, b, ]

if(\*json != '['){

cout << "parse array error";

return 0;

}

json = skipSpace(json+1);

if(\*json == ']'){

item->type= Array;

json = skipSpace(json+1);

return json;

}

Json\* child;

item->child = child = new Json();

json = parseValue(json, child);

json = skipSpace(json);

if(!json ){

cout << "parse array error";

return 0;

}

while(\*json == ','){

Json\* newItem;

newItem = new Json();

child->next = newItem;

newItem->prevs = child;

child = newItem;

json = skipSpace(json+1);

json = parseValue(json, child);

//invalid value ["a", ab] or [1,]

if(json == 0) {

return 0;

}

json = skipSpace(json);

}

if(\*json == ']'){

item->type= Array;

return json+1 ;

}else {

return 0;

}

}

void MyJson::printArray(Json\* arr) {

//print arr to json

//check for valid next token in array [a, b, ]

if(arr->child == 0) {

printf("[]\n");

} else {

printf("[\n");

Json\* child = arr->child;

while(child != 0){

printValue(child);

child = child->next;

if(child!= 0){

printf(",");

}

}

printf("\n]\n");

}

}

char\* MyJson::serializeArray(Json\* arr) {

if(arr == 0 ){

return 0 ;

}

char\* out;

int entryCount = 0 ;

Json\* ptr = arr->child;

int len[MAX\_ARR\_SIZE];

char\* items[MAX\_ARR\_SIZE];

int arr\_len = 3;

while(ptr != 0 ){

entryCount ++;

int i = entryCount - 1;

items[i] = serializeValue(ptr);

len[i] = strlen(items[i]);

arr\_len+= len[i];

if(ptr->next != 0){

ptr = ptr->next;

}else {

ptr = 0;

}

}

if(entryCount == 0) {

return "[]";

}

arr\_len += entryCount - 1;

out = new char[arr\_len] ;

out[0] ='[';

char\* currPos = out+1;

for( int i = 0 ; i < entryCount; ++ i ) {

strncpy (currPos, items[i], len[i]);

currPos+=len[i];

\*currPos = ',';

++currPos;

delete [] items[i];

items[i] = 0;

}

\*(currPos - 1)= ']';

\*currPos = '\0';

return out;

}

char\* MyJson::parseObject(char\* json, Json\* item){

if(\*json != '{'){

cout << "parse object error";

return 0;

}

json = skipSpace(json+1);

if(\*json == '}'){

item->type = Object;

return skipSpace(json+1) ;

}

Json\* child = new Json();

item->child = child;

json = skipSpace(json);

json = parseString(json, child);

if(json == 0) {

return 0;

}

json = skipSpace(json);

if(\*json != ':') {

return 0;

}

child->stringName = child->stringValue;

child->stringValue = 0;

json = skipSpace(json +1);

//???

json = parseValue(json, child);

//check for stringName to ensure that the

while(json && \*json == ','){

Json\* newItem = new Json();

newItem->prevs = child;

child->next = newItem;

child = newItem;

json = skipSpace(json+1);

//check for null

json = parseString(json, child);

child->stringName = child->stringValue;

child->stringValue = 0;

json = skipSpace(json);

if(\*json ==':'){

json = skipSpace(json+1);

//parse value to child

json = parseValue(json, child);

}

skipSpace(json);

}

char\*tmp = json;

json = skipSpace(json);

if(\*json !='}'){

return 0;

}

item->type = Object;

return json+1;

}

void MyJson::printObject(Json\* object){

Json\* child = object->child;

printf("\n{\n");

while(child != 0){

printString(child->stringName);

printf(":");

printValue(child);

child = child->next;

if(child != 0){

printf(",");

}

}

printf("\n}\n");

}

char\* MyJson::serializeObject(Json\* object) {

if(!object) {

return 0 ;

}

char\* out;

int entryCount = 0 ;

Json \* ptr = object->child;

char\* items[MAX\_ARR\_SIZE] ;

int len[MAX\_ARR\_SIZE];

int objectLen = 3;

while (ptr != 0 ) {

entryCount++ ;

int i = entryCount - 1;

char\* key = serializeString(ptr->stringName);

char\* value = serializeValue(ptr);

int keyLen = strlen(key);

int valLen = strlen(value );

len[i] = keyLen + valLen + 2;

items[i] = new char[len[i]] ;

char\* pos = items[i];

strncpy (pos, key, keyLen);

delete [] key;

pos+= keyLen ;

\*pos = ':';

++pos;

strncpy ( pos, value, valLen );

delete [] value;

pos += valLen;

\*pos = '\0';

objectLen+= len[i]; // ,

ptr = ptr->next ;

}

if(entryCount == 0) {

return "{}";

}

objectLen+= entryCount - 1;

out = new char[objectLen];

out[0] = '{';

char\* pos = out+1;

for( int i = 0 ; i < entryCount ; ++ i ) {

strncpy(pos, items[i], len[i]);

//TODO why len[i] -1, not len[i] ??????

pos += len[i]-1;

\*pos = ',';

++pos;

delete [] items[i];

items[i] = 0;

}

\*(pos -1) ='}';

\*(pos) = '\0';

return out;

}

char\* MyJson::parseValue(char\* json, Json\* item){

switch(\*json){

case '[':

return parseArray(json, item);

case '{':

return parseObject(json, item);

case '\"':

return parseString(json, item);

case '-':case '0':case '1': case '2': case '3': case '4':case '5':

case '6': case '7': case '8': case '9':

return parseNumber(json, item);

case 't':

if(strlen(json) >=4 && \*(json+1) =='r' && \*(json+2) =='u' && \*(json+3) =='e'){

item->type = True;

return json+4;

}

case 'f':

if(strlen(json) >= 5 && \*(json+1) =='a' && \*(json+2) =='l' && \*(json+3) =='s' && \*(json+4) =='e'){

item->type = False;

return json + 5;

}

case 'n':

if(strlen(json) > 4 && \*(json+1)=='u' && \*(json+2) =='l' && \*(json+3) == 'l'){

item->type = Null;

return json+4;

}

default:

return 0;

}

}

void MyJson::printString(char\* str){

printf("\"%s\"", str);

}

void MyJson::printNumber(Json\* number){

printf("%f", number->doubleValue);

}

void MyJson::printValue(Json\* value){

switch(value->type){

case Number:

printNumber(value);

return ;

case String:

printString(value->stringValue);

return ;

case True:

printf("true");

return ;

case False:

printf("false");

return ;

case Array:

printArray(value);

return ;

case Object:

printObject(value);

return ;

case Null:

printf("null");

return ;

}

}

char\* MyJson::serializeValue (Json\* value) {

switch(value->type) {

case Number:

return serializeNumber(value->doubleValue);

case String:

return serializeString(value->stringValue);

case True:

return serializeBoolean(true);

case False:

return serializeBoolean(false );

case Array:

return serializeArray(value );

case Object:

return serializeObject(value);

case Null:

return serializeNull();

default:return 0 ;

}

}

void MyJson::getArrayValues(Json\* array, Json values[], int& length){

length= 0 ;

Json\* child = array->child;

while(child != 0){

values[length++] =\*child;

child = child->next;

}

}

void MyJson::getObjectValues(Json\* object, Json values[], int& length){

length= 0 ;

Json\* child = object->child;

while(child != 0){

values[length++] =\*child;

if(child->next != 0 ){

child = child->next;

}else {

child = 0 ;

}

}

}

Json\* MyJson::getFieldOfObject(Json\* object, char\* fieldName){

if(object != 0) {

Json\* child = object->child;

while(child != 0 && strcmp(child->stringName, fieldName)){

child = child->next;

}

if(child != 0 && strcmp(child->stringName, fieldName) == 0) {

return child;

}

return 0;

}

return 0;

}

char\* MyJson::skipSpace(char\* json){

while(\*json == ' ' || \*json == '\t' || \*json == '\n'){

json ++;

}

return json;

}

MyJson::~MyJson()

{}

#include "stdafx.h"

#include <iostream>

#include <fstream>

#include <stdio.h>

#include <random>

#include <windows.h>

#include "MyJson.h"

using namespace std;

char\* createBigJsonObject();

char\* readFile(char\* filename);

void writeFile(char\*filename, char\* data);

int main(int argc, char \*argv[])

{

char\*str ="{\"\":\"sjfhsjdhfjsdf\"}";

MyJson parser;

Json\* result = new Json();

parser.parseObject(str, result);

char\* serialized = parser.serializeObject(result);

Json\* value = parser.getFieldOfObject(result, "");

cout << value->stringValue;

system("pause");

return 0 ;

}

char\* readFile(char\* filename) {

FILE\* fp;

fp = fopen(filename,"r");

char c;

char\* text = new char[12\*1024\*2024];

int pos = 0 ;

while(1)

{

c = fgetc(fp);

if(c == '\\') {

c = fgetc(fp);

if(c=='n') {

c = '\n';

}else if(c == 't') {

c = '\t';

}else if(c == '\\'){

}else if(c =='\"') {

c = '\'';

}

}

text[pos++] = c;

if( feof(fp))

{

break ;

}

}

text[pos] = '\0';

fclose(fp);

return text;

}

void writeFile(char\*filename, char\*data){

ofstream myfile;

myfile.open (filename);

myfile << data;

myfile.close();

}