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Lesson 12 Object-Oriented Programming [Part 1]

# **Objectives**

In this lesson, students will learn:

- How to design objects

- How to define classes

- How to create and use objects

- How to control accessibility to class members

# **12.1 What is Object Oriented Programming?**

Object-oriented programming (OOP) is a programming language model organized around objects rather than steps. Historically, a program has been viewed as a set of steps that takes input data, processes it, and produces output data. The programming challenge was seen as how to write the steps, not how to define and organize the data. Object-oriented programming takes the view that what we really care about are the data we want to manipulate rather than the steps required to manipulate them.

The primary focus of a program using object-oriented design is the objects. Objects contain data, in the form of fields, often known as attributes; and code, in the form of functions, often known as methods. A feature of objects is that an object's method can access and often modify the data fields of the object with which they are associated. In an earlier lesson we learned what objects are and how they are used. In this lesson, we will learn how to design and create objects.

# **12.2 Designing Objects**

When we design a program with OOP, the first step is to identify all the objects we want to manipulate and how they relate to each other, an exercise often known as data modeling.

Once the objects are identified, the next step is to design the details of each type of objects. The design of a type of objects is called a **class**. A class specifies the data attributes (i.e. variables) and methods (i.e. functions) that are bundled together for defining a type of objects. A class, therefore, is a “cookie cutter” that can be used to make as many instances of that type of objects as needed.

In the software industry there is a standard way to specify object oriented design. The **Unified Modeling Language (UML)** is a language-independent, graphical standardized design specification (modeling) language for specifying an object-oriented design. Although it has the word “language” in its name, UML is nothing about writing program code. Instead, it contains numerous types of graphical diagrams for expressing various aspects of an object-oriented design. One of the most widely used graphical diagrams is called **class diagrams**.

In UML, class diagrams are used to express the static aspects of a design, such as the data attributes and methods of individual classes. A class diagram has the following format:

| **Class Name** |
| --- |
| data attributes |
| methods |

The following is an example.

| **Student** |
| --- |
| +name: String  +project: Float  +midterm: Float  +final: Float |
| +Student(student\_name: String)  +inputScores()  +calcAvg(): Float |

The class diagram above specifies a class Student. This class has four **instance variables**: a string name and three floating point numbers project, midterm and final. Instance variables are one kind of data attributes. We will explain more about instance variables later. The “+” signs before the variable names indicate accessibility of these fields, which will also be explained later.

There are three methods in the Student class. The Student method is a **constructor**, which is executed when an object of this class is created. Constructor is typically used to create and initialize instance variables, and do other preparation for the object. Different programming languages have different rules to name constructors. In Python, constructors must be named \_\_init\_\_. Since UML is language-independent, the generic name create is used in class diagrams for constructors. The constructor of Student class has one string-type parameter student\_name. That means whenever we create a new Student object, we must provide the name of the student to the constructor.

The Student class also has an inputScores method and a calcAvg method. The inputScores method has no parameter and no return value. The calcAvg method also has no parameter but it returns a floating point number.

# **12.3 Defining Classes in Python**

Once we have the specification of a class, the next step is to write code to define the class. The following is the code for class Student.

**class** Student:  
  
 **def** \_\_init\_\_(self, student\_name):  
  
 *""" constructor of class Student """* self.name = student\_name  
 self.project = 0.0  
 self.midterm = 0.0  
 self.final = 0.0

**def** inputScores(self):  
  
 *""" input scores from user """* self.project = float(input(**"Enter project score: "**))  
 self.midterm = float(input(**"Enter midterm score: "**))  
 self.final = float(input(**"Enter final score: "**))

**def** calcAvg(self):  
  
 *""" return average of project, midterm and final """* avg = (self.project + self.midterm + self.final)/3  
 **return** avg

The keyword class in the first line indicates that we are defining a class. Student is the name of this class. The convention is to capitalize the first letter of the class name.

Next, we define the methods of this class. The name of the first one is \_\_init\_\_ (note: there are two underscore characters both before and after “init”). It is a constructor, i.e., a special method the computer executes automatically when a new instance (i.e. a new object) of a class is created. Constructors are mainly used to create and initialize instance variables. This constructor has two parameters. The first parameter, self, is required in all methods. It is used to reference the object itself. When a method is called, there is no need to pass an argument to this parameter. The memory address of the object itself is passed to self automatically. In addition to self, you can choose to have as many parameters as you want, or no parameter at all, depending on how much data you want the new object receives when the object is created. In this constructor, we have a string-type parameter student\_name.

In addition to the docstring, there are four lines of code in the constructor. These four lines of code create and initialize four variables: name, project, midterm and final. These variables are called **instance variables**. They belong to the whole object rather than just a single method. Any method defined in class Student can access these variables directly. You will actually see that later. The following statement creates an instance variable name and copies the string from student\_name to it:

self.name = student\_name **# name is an instance variable**

We add “self.” before name to indicate that name is an instance variable. This is how we tell the Python interpreter that name is an instance variable. If we did not put “self.” there, name would have been just a local variable in this method:

name = student\_name **# name is a local variable in this method**

What is the difference between an instance variable and a local variable? An instance variable is accessible to all methods in this class, which is exactly what we want for the variable name. A local variable is accessible only in the method where it is created. In this case, it will make the variable name pretty useless.

The next three statements create and initialize three more instance variables: project, midterm and final. The convention is to initialize numerical variables to 0 and string variable to null string (i.e. a string with no characters). You can assign a different initial value to a variable if there is a reason to do so.

Next, we define the inputScores method. The purpose of this method is to input scores from the user. In each statement, we get user input, convert it to float type and assign it to an instance variable. There is no return statement in this method because we do not return anything to the client code (i.e. the statement that calls this method). Once the input values are stored in the instance variables, our goal has achieved. There is nothing else we need to do in this method.

The next method we define is the calAvg method. We have one statement to calculate the average of project, midterm and final scores. We also have a return statement to return the average to the client code. Notice that there is no “self.” before the name avg. That means avg is just a local variable instead of an instance variable. It is created and used only in this calAvg method. Since we do not access this variable from other methods in this class, there is no need to make it an instance variable.

# **12.4 Creating and Using Objects**

Once the class Student is defined, we can use it like a cookie-cutter to create Student objects. Each object is called an **instance** of the class Student. The following is the code.

**class** Student:  
  
 **def** \_\_init\_\_(self, student\_name):  
  
 *""" constructor of class Student """* self.name = student\_name  
 self.project = 0.0  
 self.midterm = 0.0  
 self.final = 0.0

**def** inputScores(self):  
  
 *""" input scores from user """* self.project = float(input(**"Enter project score: "**))  
 self.midterm = float(input(**"Enter midterm score: "**))  
 self.final = float(input(**"Enter final score: "**))

**def** calcAvg(self):  
  
 *""" return average of project, midterm and final """* avg = (self.project + self.midterm + self.final)/3  
 **return** avg  
  
  
**def** main():  
  
 name = input(**"Enter student name: "**)  
 student1 = Student(name)  
 student1.inputScores()  
 average = student1.calcAvg()  
 print(**"Average score of this student:"**, average)  
  
 name = input(**"Enter student name: "**)  
 student2 = Student(name)  
 student2.inputScores()  
 average = student2.calcAvg()  
 print(**"Average score of this student:"**, average)  
  
main()

The first part of this program is the definition of class Student. Then we write the main function of this program, which uses the class definition to create two instances of Student. First, we ask the user to enter the name of the first student. Then we use the following statement to create a Student object and assign it to the variable student1:

student1 = Student(name)

The right hand side of this statement calls the constructor, i.e., the \_\_init\_\_ method, of class Student to create an instance of Student. Suppose the user enters the name ‘Allen Jones’ in the previous statement, the string ‘Allen Jones’ is stored in the variable name and passed to the constructor of class Student as an argument. When the constructor \_\_init\_\_ is executed, four instance variables are created and initialized. Therefore, the object student1 has four instance variables name, project, midterm and final, which store ‘Allen Jones’, 0, 0, and 0, respectively.

The next statement in the main function calls the inputScores method of student1. Statements in this method get scores from the user and store the scores in the instance variables project, midterm and final of student1.

The next statement in the main function calls the calAvg method of student1, which calculates the average of the scores stored in the instance variables project, midterm and final of student1. The calculated average score is returned and stored in the variable average, which is then displayed by the next statement.

The next set of statements in the main function creates and uses another Student object named student2. The average score of this second student is calculated and displayed.

The following is a sample test run of the program:

*Enter student name: Allen Jones*

*Enter project score: 91*

*Enter midterm score: 84*

*Enter final score: 88*

*Average score of this student: 87.66666666666667*

*Enter student name: Ben Decker*

*Enter project score: 86*

*Enter midterm score: 90*

*Enter final score: 94*

*Average score of this student: 90.0*

Before we continue, let’s reorganize the code of this program a little. When we use object oriented programming, the convention is to store the definition of each class in a separate file. Let’s create a project studentScores, which includes two files: student.py and studentScores.py.

![Creating studentScores project](data:image/png;base64,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)

The Python file student.py contains the definition of the Student class:

**class** Student:  
  
 **def** \_\_init\_\_(self, student\_name):  
  
 *""" constructor of class Student """* self.name = student\_name  
 self.project = 0.0  
 self.midterm = 0.0  
 self.final = 0.0  
  
  
 **def** inputScores(self):  
  
 *""" input scores from user """* self.project = float(input(**"Enter project score: "**))  
 self.midterm = float(input(**"Enter midterm score: "**))  
 self.final = float(input(**"Enter final score: "**))  
  
  
 **def** calcAvg(self):  
  
 *""" return average of project, midterm and final """* avg = (self.project + self.midterm + self.final)/3  
 **return** avg

We have actually created a module named student (because the file name is student.py) and put class Student in this module.

The Python file studentScores.py contains the main module that creates and uses Student objects:

**from** student **import** Student  
  
**def** main():  
  
 name = input(**"Enter student name: "**)  
 student1 = Student(name)  
 student1.inputScores()  
 average = student1.calcAvg()  
 print(**"Average score of this student:"**, average)  
  
 name = input(**"Enter student name: "**)  
 student2 = Student(name)  
 student2.inputScores()  
 average = student2.calcAvg()  
 print(**"Average score of this student:"**, average)  
  
main()

Since class Student is defined in the module student, we need to import it into this file. We use the syntax **from** student **import** Student so we do not need to include the namespace student when we use Student class. If we use the syntax **import** student to import the student module, we have to use the fully qualified student.Student. That means the following statement:

student1 = Student(name)

must be written as:

student1 = student.Student(name)

# **12.5 The Bank Account Example**

Let’s look at another example. We are writing a program to manage bank accounts. First of all, we will create an Account class, which has three instance variables: name, acct\_num and balance. Arguments will be passed to the constructor and stored in these instance variables. Write a deposit method to deposit money and a withdrawal method to withdraw money.

In the main module, ask the user to enter name, account number and initial balance. Create a bank account with the information entered. Write a loop to allow the user deposit and withdraw money repeatedly. Every time the account balance changes, display the new balance.

Let’s start with designing the class Account. The following is the class diagram.

| **Account** |
| --- |
| +name: String  +acct\_num: String  +balance: Float |
| +Account(name: String, acct\_num: String, balance: Float)  +deposit()  +withdraw() |

The following is the Python code of the class Account:

**class** Account:  
  
 **def** \_\_init\_\_(self, name, acct\_num, balance):  
  
 *""" constructor """* self.name = name  
 self.acct\_num = acct\_num  
 self.balance = balance

**def** deposit(self, amt):  
  
 *""" deposit money in the account """* self.balance = self.balance + amt

**def** withdraw(self, amt):  
  
 *""" withdraw money from the account """* **if** amt > self.balance:  
 print(**"Withdrawal denied due to insufficient fund."**)  
 **else**:  
 self.balance = self.balance - amt

This class has three methods. The constructor creates and initializes three instance variables: name, acct\_num and balance. The deposit method increases the balance. The withdraw method decreases the balance. If the withdrawal amount is higher than the balance, the withdrawal is refused.

The following is the Python code of the main module.

**from** account **import** Account  
  
**def** main():  
 acct\_name = input(**"Enter name: "**)  
 acct\_num = input(**"Enter account number: "**)

balance = float(input(**"Enter initial balance: "**))  
 acct1 = Account(acct\_name, acct\_num, balance)  
 print(**"Balance:"**, acct1.balance)  
 oper = 0  
 **while** oper != 3:  
 oper = int(input(**"Enter 1 for deposit, 2 for withdrawal, 3 for exit: "**))  
 **if** oper == 1:  
 amount = int(input(**"Enter deposit amount: "**))  
 acct1.deposit(amount)  
 print(**"Balance:"**, acct1.balance)  
 **elif** oper == 2:  
 amount = int(input(**"Enter withdrawal amount: "**))  
 acct1.withdraw(amount)  
 print(**"Balance:"**, acct1.balance)  
  
main()

The user is asked to enter a name and an account number, which are used to create a new account. A loop is then used for the user to deposit and withdraw money. The following is a sample test run:

Enter name: Allen Johnson

Enter account number: 123-4-5678

Enter initial balance: 200

Balance: 200.0

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 1

Enter deposit amount: 150

Balance: 350.0

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 2

Enter withdrawal amount: 100

Balance: 250.0

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 2

Enter withdrawal amount: 400

Withdrawal denied due to insufficient fund.

Balance: 250.0

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 3

In object oriented programming, it is quite common to make the constructor more flexible so objects can be created with partial data. This can be done in Python by using default parameters.

We are going to modify the \_\_init\_\_ method of the Account class so that a bank account can be created without initial balance. In that case, the balance is set to 0.

**class** Account:  
  
 **def** \_\_init\_\_(self, name, acct\_num, balance = 0):  
  
 *""" constructor """* self.name = name  
 self.acct\_num = acct\_num  
 self.balance = balance

**def** deposit(self, amt):  
  
 *""" deposit money in the account """* self.balance = self.balance + amt

**def** withdraw(self, amt):  
  
 *""" withdraw money from the account """* **if** amt > self.balance:  
 print(**"Withdrawal denied due to insufficient fund."**)  
 **else**:  
 self.balance = self.balance - amt

To test the modified Account class, let’s make some changes to the main module. We are going to create two accounts, one with an initial balance and one without. The account with no initial balance passed to constructor will have balance set to 0 when the Account object is created.

**from** account **import** Account  
  
**def** main():  
 acct\_name = input(**"Enter name: "**)  
 acct\_num = input(**"Enter account number: "**)  
 balance = float(input(**"Enter initial balance: "**))  
 acct1 = Account(acct\_name, acct\_num, balance)  
 print(**"Balance:"**, acct1.balance)  
 oper = 0  
 **while** oper != 3:  
 oper = int(input(**"Enter 1 for deposit, 2 for withdrawal, 3 for exit: "**))  
 **if** oper == 1:  
 amount = int(input(**"Enter deposit amount: "**))  
 acct1.deposit(amount)  
 print(**"Balance:"**, acct1.balance)  
 **elif** oper == 2:  
 amount = int(input(**"Enter withdrawal amount: "**))  
 acct1.withdraw(amount)  
 print(**"Balance:"**, acct1.balance)  
  
 acct\_name = input(**"Enter name: "**)  
 acct\_num = input(**"Enter account number: "**)  
 acct2 = Account(acct\_name, acct\_num)  
 print(**"Balance:"**, acct2.balance)  
 oper = 0  
 **while** oper != 3:  
 oper = int(input(**"Enter 1 for deposit, 2 for withdrawal, 3 for exit: "**))  
 **if** oper == 1:  
 amount = int(input(**"Enter deposit amount: "**))  
 acct2.deposit(amount)  
 print(**"Balance:"**, acct2.balance)  
 **elif** oper == 2:  
 amount = int(input(**"Enter withdrawal amount: "**))  
 acct2.withdraw(amount)  
 print(**"Balance:"**, acct2.balance)  
  
main()

The following is a sample test run. The balance of the second account is set to 0 by default.

Enter name: Allen Johnson

Enter account number: 123-4-5678

Enter initial balance: 200

Balance: 200.0

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 3

Enter name: Ben Davis

Enter account number: 987-6-5432

Balance: 0

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 3

# **12.6 Accessibility of Class Members**

By default, all instance variables and methods of an object are publicly accessible. That means client code (e.g. code in the main module) can access any instance variable and call any method of the object. Sometimes it may be a bad idea to make class members, especially instance variables, that wide open. Python allows us to block the access to any instance variable or method if we want to. In fact, it is a convention to make all instance variables private to protect their integrity.

Let’s look at the bank account example for a second time. Logically the only way the balance of an account should change after the account is created is either through deposit or withdrawal. However, since the instance variable balance is public by default, the client code can change balance directly:

**def** main():  
 acct\_name = input(**"Enter name: "**)  
 acct\_num = input(**"Enter account number: "**)  
 balance = float(input(**"Enter initial balance: "**))  
 acct1 = Account(acct\_name, acct\_num, balance)  
 acct1.balance = 500 # set balance to 500  
 print(**"Balance:"**, acct1.balance)

This is undesirable because it makes debugging harder and it goes against the logic of changing account balance only through deposit and withdrawal. To block access to the instance variable balance, we need to make it private. Different programming languages have different syntax to make a class member private. In Python, the syntax is adding two underscore characters at the beginning of the variable’s name. In other words, by change the variable name balance to \_\_balance, the accessibility of this instance variable is changed from public to private. The following is the modified code of the class Account:

**class** Account:  
  
 **def** \_\_init\_\_(self, name, acct\_num, balance):  
  
 *""" constructor """* self.\_\_name = name  
 self.\_\_acct\_num = acct\_num  
 self.\_\_balance = balance

**def** deposit(self, amt):  
  
 *""" deposit money in the account """* self.\_\_balance = self.\_\_balance + amt

**def** withdraw(self, amt):  
  
 *""" withdraw money from the account """* **if** amt > self.\_\_balance:  
 print(**"Withdrawal denied due to insufficient fund."**)  
 **else**:  
 self.\_\_balance = self.\_\_balance – amt

All instance variables are changed from public to private. Their names are changed to \_\_name, \_\_acct\_num and \_\_balance. The two underscore characters at the beginning of the names make these variables private. Client code cannot directly access these private instance variables.

If there is a need for client code to access a private instance variable, we can add methods to the class to do that. There are two types of methods that are specially designed to access private instance variables. The first type is called **getter**. They are used to retrieve the value of a private instance variable. For instance, in the class Account, we can add a getter method to retrieve the value stored in \_\_balance:

**class** Account:  
  
 **def** \_\_init\_\_(self, name, acct\_num, balance):  
  
 *""" constructor """* self.\_\_name = name  
 self.\_\_acct\_num = acct\_num  
 self.\_\_balance = balance

**def** deposit(self, amt):  
  
 *""" deposit money in the account """* self.\_\_balance = self.\_\_balance + amt

**def** withdraw(self, amt):  
  
 *""" withdraw money from the account """* **if** amt > self.\_\_balance:  
 print(**"Withdrawal denied due to insufficient fund."**)  
 **else**:  
 self.\_\_balance = self.\_\_balance - amt

**def** getBalance(self):  
 **return** self.\_\_balance

The method getBalance is a getter for the private instance variable \_\_balance. The convention is to start the name of the method with “get”, followed by the name of the instance variable it is designed to access.

The following is the modified class diagram of class Account. The “-“ sign before the instance variables indicate that they are private.

| **Account** |
| --- |
| -name: String  -acct\_num: String  -balance: Float |
| +Account(name: String, acct\_num: String, balance: Float)  +deposit()  +withdraw()  +getBalance(): Float |

The following is the modified code of the main module. Whenever we need to display account balance, we use the getBalance method to retrieve the information.

**from** account **import** Account  
  
**def** main():  
 acct\_name = input(**"Enter name: "**)  
 acct\_num = input(**"Enter account number: "**)  
 balance = float(input(**"Enter initial balance: "**))  
 acct1 = Account(acct\_name, acct\_num, balance)  
  
 oper = 0  
 **while** oper != 3:  
 oper = int(input(**"Enter 1 for deposit, 2 for withdrawal, 3 for exit: "**))  
 **if** oper == 1:  
 amount = int(input(**"Enter deposit amount: "**))  
 acct1.deposit(amount)  
 print(**"Balance:"**, acct1.getBalance())  
 **elif** oper == 2:  
 amount = int(input(**"Enter withdrawal amount: "**))  
 acct1.withdraw(amount)  
 print(**"Balance:"**, acct1.getBalance())  
  
main()

We can also write methods to change the value of a private instance variable. These methods are commonly known as **setters**. The following is an example.

We are modifying the student scores example we saw earlier. If a student’s final exam score is more than 10 points higher than his midterm exam score, the student will receive 5 extra points in the final. We add getters for \_\_midterm and \_\_final and setter for \_\_final in the Student class.

**class** Student:  
  
 **def** \_\_init\_\_(self, student\_name):  
  
 *""" constructor of class Student """* self.\_\_name = student\_name  
 self.\_\_project = 0.0  
 self.\_\_midterm = 0.0  
 self.\_\_final = 0.0  
  
  
 **def** inputScores(self):  
  
 *""" input scores from user """* self.\_\_project = float(input(**"Enter project score: "**))  
 self.\_\_midterm = float(input(**"Enter midterm score: "**))  
 self.\_\_final = float(input(**"Enter final score: "**))  
  
  
 **def** calcAvg(self):  
  
 *""" return average of project, midterm and final """* avg = (self.\_\_project + self.\_\_midterm + self.\_\_final)/3  
 **return** avg  
  
  
 **def** getMidterm(self):  
 **return** self.\_\_midterm  
  
  
 **def** getFinal(self):  
 **return** self.\_\_final  
  
  
 **def** setFinal(self, final\_score):  
 self.\_\_final = final\_score

The setter setFinal receives an argument and stores its value in the private instance variable \_\_final.

The following is modified class diagram of class Student.

| **Student** |
| --- |
| -name: String  -project: Float  -midterm: Float  -final: Float |
| +Student(student\_name: String)  +inputScores()  +calcAvg(): Float  +getMidterm(): Float  +getFinal(): Float  +setFinal(final\_score: Float) |

The following is the modified main module:

**from** student **import** Student  
  
**def** main():  
  
 name = input(**"Enter student name: "**)  
 student1 = Student(name)  
 student1.inputScores()  
 midterm = student1.getMidterm()  
 final = student1.getFinal()  
 **if** final - midterm > 10:  
 print(**"Improvement target met. Five points added to final exam score."**)  
 student1.setFinal(final + 5)  
 print(**"New final exam score:"**, student1.getFinal())  
 average = student1.calcAvg()  
 print(**"Average score of this student:"**, average)  
  
 print()  
 name = input(**"Enter student name: "**)  
 student2 = Student(name)  
 student2.inputScores()  
 midterm = student2.getMidterm()  
 final = student2.getFinal()  
 **if** final - midterm > 10:  
 print(**"Improvement target met. Five points added to final exam score."**)  
 student2.setFinal(final + 5)  
 print(**"New final exam score:"**, student2.getFinal())  
 average = student2.calcAvg()  
 print(**"Average score of this student:"**, average)  
  
main()

After the scores are entered, the improvement from midterm to final is checked. If it is more than 10 points, five extra points are added to the final score. The following is a sample test run:

Enter student name: Allen Johnson

Enter project score: 95

Enter midterm score: 82

Enter final score: 93

Improvement target met. Five points added to final exam score.

New final exam score: 98.0

Average score of this student: 91.66666666666667

Enter student name: Ben Morris

Enter project score: 91

Enter midterm score: 78

Enter final score: 96

Improvement target met. Five points added to final exam score.

New final exam score: 101.0

Average score of this student: 90.0

We can do more than just copying value to a private instance variable in a setter. Sometimes programmers add code in setters to limit what values can be stored in the private instance variables. Suppose we want to limit the final exam score to the range of 0 to 100, we can add statements in the setFinal method to do that:

**def** setFinal(self, final\_score):  
 **if** final\_score < 0:  
 final\_score = 0  
 **elif** final\_score > 100:  
 final\_score = 100  
 self.\_\_final = final\_score

The following is the modified definition of class Student:

**class** Student:  
  
 **def** \_\_init\_\_(self, student\_name):  
  
 *""" constructor of class Student """* self.\_\_name = student\_name  
 self.\_\_project = 0.0  
 self.\_\_midterm = 0.0  
 self.\_\_final = 0.0  
  
  
 **def** inputScores(self):  
  
 *""" input scores from user """* self.\_\_project = float(input(**"Enter project score: "**))  
 self.\_\_midterm = float(input(**"Enter midterm score: "**))  
 self.\_\_final = float(input(**"Enter final score: "**))  
  
  
 **def** calcAvg(self):  
  
 *""" return average of project, midterm and final """* avg = (self.\_\_project + self.\_\_midterm + self.\_\_final)/3  
 **return** avg  
  
  
 **def** getMidterm(self):  
 **return** self.\_\_midterm  
  
  
 **def** getFinal(self):  
 **return** self.\_\_final  
  
  
 **def** setFinal(self, final\_score):  
 **if** final\_score < 0:  
 final\_score = 0  
 **elif** final\_score > 100:  
 final\_score = 100  
 self.\_\_final = final\_score

The following is a sample test run:

Enter student name: Allen Johnson

Enter project score: 95

Enter midterm score: 82

Enter final score: 93

Improvement target met. Five points added to final exam score.

New final exam score: 98.0

Average score of this student: 91.66666666666667

Enter student name: Ben Morris

Enter project score: 91

Enter midterm score: 78

Enter final score: 96

Improvement target met. Five points added to final exam score.

New final exam score: 100

Average score of this student: 89.66666666666667

The second student scores 96 in final exam. This score is increased to 100 instead of 101 for meeting the improvement goal.

# **12.7 The \_\_str\_\_ Method**

Each class in Python has a set of **special methods**. These methods are called automatically when they are needed. For example, the \_\_init\_\_ method is called when a new instance of a class is created. All special methods are named in the same format. They must start and end with two underscore characters. We are going to see another special method in this section.

Although objects are not strings, we can actually treat them like strings and use a print statement to display information of an object. For example, the statement

print(acct1)

displays the type of an object and its memory address by default:

<account.Account object at 0x0000019C4ED03320>

We can actually define a \_\_str\_\_ method to customize what is displayed. The \_\_str\_\_ method returns a string when the object is treated like a string. In the following example, we are adding a \_\_str\_\_ method to the Account class.

**class** Account:  
  
 **def** \_\_init\_\_(self, name, acct\_num):  
  
 *""" constructor """* self.\_\_name = name  
 self.\_\_acct\_num = acct\_num  
 self.\_\_balance = 0  
  
  
 **def** deposit(self, amt):  
  
 *""" deposit money in the account """* self.\_\_balance = self.\_\_balance + amt  
  
  
 **def** withdraw(self, amt):  
  
 *""" withdraw money from the account """* **if** amt > self.\_\_balance:  
 print(**"Withdrawal denied due to insufficient fund."**)  
 **else**:  
 self.\_\_balance = self.\_\_balance - amt  
  
  
 **def** getBalance(self):  
 **return** self.\_\_balance  
  
  
 **def** \_\_str\_\_(self):  
 **return 'Account name: '** + self.\_\_name + **'\nAccount number '** + self.\_\_acct\_num + **'\nBalance: '** + str(self.\_\_balance)

A multiple-line string that displays name, account number and balance is returned by the \_\_str\_\_ method.

A print statement is added at the end of the main function to display the object:

**from** account **import** Account  
  
**def** main():  
 acct\_name = input(**"Enter name: "**)  
 acct\_num = input(**"Enter account number: "**)  
 acct1 = Account(acct\_name, acct\_num)  
  
 oper = 0  
 **while** oper != 3:  
 oper = int(input(**"Enter 1 for deposit, 2 for withdrawal, 3 for exit: "**))  
 **if** oper == 1:  
 amount = int(input(**"Enter deposit amount: "**))  
 acct1.deposit(amount)  
 print(**"Balance:"**, acct1.getBalance())  
 **elif** oper == 2:  
 amount = int(input(**"Enter withdrawal amount: "**))  
 acct1.withdraw(amount)  
 print(**"Balance:"**, acct1.getBalance())  
  
 print(acct1)  
  
main()

The following is a test run of the program.

Enter name: Allen Johnson

Enter account number: 123-4-5678

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 1

Enter deposit amount: 250

Balance: 250

Enter 1 for deposit, 2 for withdrawal, 3 for exit: 3

Account name: Allen Johnson

Account number 123-4-5678

Balance: 250

# **12.8 Conclusion**

Object oriented programming is introduced in this lesson. In this programming model, related data and functions are bundled together as objects, and outside access to certain members of an object can be limited and controlled through getter and setter methods. This idea of creating and using self-contained parts as building blocks of a program is known as **encapsulation**. There are three fundamental features of object oriented programming. Encapsulation is the first one. In the next lesson, we will learn the other two.