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# Introduction

Zephyr is a domain-specific language that defines state machines that can listen to and fire events to interact with a custom C++ game engine. Source scripts are compiled into bytecode when the game loads on initial startup or via a hotkey. The bytecode is interpreted by a virtual machine (VM) at runtime whenever a script event is fired. The language is demonstrated with a 2D action role-playing game (RPG) with enemies to fight, keys to collect to unlock doors, and quests to complete, similar to games such as The Legend of Zelda and Dungeon Explorer.

# Overview

*Add a more detailed overview to this section explaining why this project is interesting to do and describe the level of detail needed in this document in order to assure the success of the project.*

## Scope

*Give a brief statement of the scope of the project from a technical point and view. Tie this to the design vision and introduce the overarching development plan for this project. Insert as much detail as necessary.*

* Compiler and VM
* Designer friendly syntax
* 2D top-down, action RPG demo game to show off scripts
* Map editor was not in scope

## End Product

*Describe the pieces that are going to be built in order to develop the final game as defined in the Game Design Document. This sets expectations for amount of work necessary.*

*Gameplay*

* *List separately all game mechanics that need to be implemented*

*Game Objects*

* *List separately all game objects that need to be implemented*
* *For example:*
* *Player Character(s)*
* *Enemies (list with description)*
* *Pick-ups*
* *Etc.*

*HUD & UI*

* *All GUI attributes implemented*
  + *List each aspect of the UI separately*

*Etc.*

### Tech

#### Syntax

#### Scanner

#### Parser

#### Interpreter

#### ZephyrScriptDefinition

#### ZephyrObject

#### Entity System

#### VS Code Plugin

#### Core Game Systems

#### Hot Recompile

#### GameAPI Methods

#### Doxygen Docs

### Gameplay

#### Controls

* WASD moves
* Arrows attack
* Space interacts with objects and NPCs

#### Game Objects

##### Enemies

* Blob
* Splitting blob

##### NPCs

* Old man

##### Pickups

* Keys
* Triple shot power up

##### Maps

###### XML-based maps

* Define tiles
* Define entities

##### User Interface

* Current quest shown in top left of screen

# Development Schedule

## Schedule Detail

|  |  |  |
| --- | --- | --- |
| Milestone | End Date | Task Hours |
| 1 | 09/09/20 | 20 |
| 2 | 09/23/20 | 18 |
| 3 | 10/07/20 | 18 |
| 4 | 10/21/20 | 20 |
| 5 | 11/04/20 | 18 |
| 6 | 11/18/20 | 8 |
| 7 | 12/01/20 | 6 |
| Winter Break | 01/28/20 | 30 |
| 8 | 02/25/20 | 13 |
| 9 | 03/04/20 | 14 |
| 10 | 03/18/20 | 11 |
| 11 | 04/01/20 | 13 |
| 12 | 04/15/20 |  |
| 13 | 04/29/20 |  |
| 14 | 05/04/20 |  |
| Total |  | **189** |

## Total Hours

In total 250 hours were spent on development tasks, research, and documentation.

# Technology Sources

## Visual Studio Code Plugin

Visual Studio Code was used to generate a plugin that allowed syntax highlighting for Zephyr scripts in the VS Code editor. A language template was used as the basis for the plugin which allowed highlighting for key words that are defined in Zephyr.

## Doxygen

Doxygen was used to generate html documentation for the engine methods exposed to script developers via the GameAPI interface.

# Theory

## Genre

Action role-playing games (RPGs) are a good fit for a DSL since many of their game systems can be defined in data [1]. They contain varieties of enemies, dialogue with NPCs, and interactable level objects, such as locked doors and keys. To exercise the language, a small action RPG in the style of The Legend of Zelda was created [2]. Both The Legend of Zelda and Dungeon Explorer were used to identify common functionality within the genre in order to determine what functionality to expose to the Zephyr scripts [2] [3].

## Event System

Events are an effective way to communicate between states in a scripting system [4]. Events can also be sent between the game engine and script objects, allowing script code to respond to changes in the game and the game to be affected by script code [5]. An event system can accept events from both game engine code and script code by providing a common API with a generic parameter system.

## Domain-specific Languages

A domain-specific language (DSL) has a variety of benefits over a general-purpose language. The main reasons to use a DSL are to communicate with domain experts and focus on important concepts while hiding technical details [6]. Other benefits include errors that are specific to a particular domain, so they can be easily understood and reported, and less of a learning curve since DSLs take less time to learn and are easier to use for non-programmers [6]. Since DSLs only needs to serve a specific set of needs, they can be highly tuned for their domain and make bold design decisions that a general-purpose language could not [7]. DSLs can be designed to be very different than traditional programming languages if that would serve the task at hand, like the Whimsy language [8]. Zephyr still resembles traditional scripting languages but builds in game development concepts at the syntax level, like entities, 2-dimensional vectors, state machines, and event listening and firing.

## Compiler

Script source code must be compiled into bytecode so that a virtual machine (VM) can interpret the bytecode at runtime. Compilation is performed by first scanning source code into tokens and then parsing those tokens into bytecode.

### Scanner

After a file is read from disk, it is saved as a string and processed by the scanner. The scanner uses a single token lookahead approach to process each character in the source string and convert them into a list of tokens [9]. Each token holds the type of the token, the data the token represents, and the line number where the token appeared. The list of tokens is then passed on to the parser.

### Parser

A parser processes a list of tokens one by one, checks that the tokens form valid expressions, and then translates those expressions into bytecode. Some parsers convert tokens into an abstract syntax tree (AST) which is a tree that can be traversed to build each expression defined in the script code and then generate code from that AST in a second step [9]. The Zephyr compiler is a single-pass compiler, which converts tokens directly into bytecode. Zephyr compiles one source file into multiple chunks of bytecode to be managed as states and events, so any one bytecode chunk is small and does not need to know much information about surrounding code which makes a single-pass compiler feasible [9]. Single-pass compilers are also simpler to implement which is important for the scope of this thesis project [9]. The parser outputs a vector of bytes that correspond to each operation available in the language along with the data that is required for each operation.

#### Pratt Parser

A Pratt Parser is a parsing strategy in which a table is created that maps each token type to a set of functions to call when encountering that token in different expression types [9]. The table defines the function to call when the token starts a prefix expression, the function to call when the token is used in an infix expression, and the precedence level of the token [9]. A prefix operator comes at the beginning of an expression like **-**3. An infix operation comes in between two terms of an expression like 2 - 3. The precedence level defines the operator’s precedence when evaluating an expression to ensure in an expression like 2 \* 3 + 4 that 2 \* 3 is evaluated first. A benefit of using a Pratt Parser is that the parsing code can be simplified to flow through a small series of functions that operate in precedence order and call each function defined in the table, rather that writing specific functions for each precedence level and building a chain of functions that must be called for each expression. Zephyr’s compiler does not use a literal table, but a similar approach is taken when parsing expressions. Functions that switch on the token type to call the appropriate infix and prefix functions achieve the same outcome.

## Virtual Machine

Each chunk of bytecode is interpreted by a virtual machine at runtime. The VM processes the bytecode one byte at a time and executes each operation.

### Bytecode

Bytecode contains instructions and references to constant values used in operations [10]. Constant values are saved in a side vector and the bytecode saves the indices into that vector. A stack is used to store intermediate values during interpretation [10]. Each constant that will be used in an operation is loaded onto the stack before the op code for that operation is processed. When the op code is read, the most recent constants can be popped off the stack to be used in the operation. The stack can also be used to store the result of an operation which allows for expressions to chain together multiple operations. Another approach for VM interpretation is to use a register-based system which can take multiple parameters for each operation in the instruction. A stack-based VM’s instructions are smaller since they do not require any extra data, while a register-based VM will have longer instructions [10]. Stack-based VMs require multiple instructions to perform the same operations as a register-based VM since each parameter will need to be loaded onto the stack separately [10]. Zephyr uses a stack-based VM because code generation is simpler, the VM itself is easier to implement, and stack-based VMs are widely used in scripting systems. A register-based approach would not guarantee a more performant VM and would have extended the scope of the project to include register allocation during compilation.

## Finite State Machine AI

Finite state machines are a good fit for AI behavior and work very well in the context of a state-based DSL. The main features of an AI state are the update behavior logic and transitions between states [11]. Each state can define functions to call when transitioning out of or into the state.

## Visual Studio Code Plugin

Custom language extensions can be created for Visual Studio Code, allowing for an easier development experience for consumers of a language [12]. Static keywords can be defined easily, but highlighting variables and functions requires a mini-interpreter to be written inside the plugin to understand the language more deeply and know how to highlight. It is also possible to define an interactive programming environment and interactive debugger, but those would be too large of an undertaking for the scope of the thesis [13].

# Previous Work

## Naughty Dog’s Uncharted 2 Scripting Language

Uncharted 2’s scripting system takes a similar approach as Zephyr in defining a stateful scripting system. The core design is that each script defines a finite state machine and is associated with one game object [14]. Key functionality of the scripts includes the definition of attributes and states, an update function, the ability to respond to events, and state transitional actions [14]. The language uses a register-based VM and supports multi-threading using tracks [14]. Tracks can wait to execute until other tracks signal them which enables behavior to be synced across tracks [14].

# Out of Scope

## Interactive Debugging

Interactive debugging for script code was explored for this project, but ultimately determined to be too large of a project for the scope of the thesis. Visual Studio Code does allow for a debugger to be defined for a custom language, but it is not an easy task [13]. Entire research projects have been focused on how to create debuggers for DSLs, like a project to convert a DSL into the target language before debugging [15]. A roundtable discussion at GDC with developers who have implemented scripting systems in games confirmed that debugging tools are hard to develop, but also suggested that the types of errors typically encountered in script code could be debugged through variable inspection instead [16].

## Visual Scripting

Visual scripting was explored for the thesis but due to the complexity of implementing a UI node-based system in addition to the language features it was determined to be out of scope. Microsoft Visual Studio does provide a tool for generating graphical, node-based DSLs but that approach was complicated to use and required the DSL be defined in a specific format that would not fit Zephyr’s design [17]. The game 7 Billion Humans uses a graphical interface to solve programming puzzles and was used as an example of what could be done while investigating a visual scripting solution [18].

# Artifact

*Add sections under this heading as appropriate to describe the artifact.*

*This heading and the following three are interchangeable and optional. Choose the combination that best fits your specific thesis.*

# Implementation

*Add sections under this heading as appropriate to describe the artifact.*

## Compiler

### Scanner

* Text into tokens

### Parser

* Tokens into bytecode, saved in ZephyrDefinition
* Break down specific magic I do to make revised language work

### Error Handling

### Hot Recompiling

## Virtual Machine

### Bytecode Generation

### Stack-based Interpretation

## ZephyrObject

* State-based entity update
* How scripts use the event system

# Architecture

*Add sections under this heading as appropriate to describe the artifact.*

## Diagram

* Full compilation process
* VM process

# Syntax

* Types
* State, Function, Variable, Conversation definitions
* Screenshots of code

# Results

# User Feedback

## Level Designer Feedback

Level designers were consulted on the syntax of Zephyr scripts and provided valuable insights that were integrated into the final artifact. The largest change was made after multiple designers agreed that communication between scripts was one of the largest pain points they had while using scripting engines. The point about communication led to the addition of an Entity built-in type and the ability to directly access variables and call methods on entity variables. Designers were later given the scripts and an .exe of the demo game to modify. The feedback sessions brought attention to a collection of bugs found by exercising the code in new ways as well as some small annoyances that were improved upon. The overall takeaway from the feedback sessions was that the language was intuitive to use and could be picked up from skimming the code examples present in the demo game.

# Profiling Results

* Release mode runs at a solid 120 fps ( capped ), but debug is considerable slower
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