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# 中文命名实体识别

## 1 问题描述

命名实体识别（Named Entity Recognition, NER），是指识别文本中具有特定意义的实体，主要包括人名、地名、机构名、专有名词等，以及时间、数量、货币、比例数值等文字。

NER是一种序列标注问题，因此数据的标注方式也遵照序列标注问题。命名实体识别不仅要找出实体的位置，还要对实体进行分类。位置和类别通过标签来表达，数据标注格式主要是BIO和BIOES两种。

BIO标注法中B表示实体开始，I表示实体内部，O表示实体外部；

BIOES标注法中B表示实体开始，I表示实体内部，E表示实体结束，S表示单个词形成实体，O表示实体外部。

### 1.1 实验目的

通过实验达到：⑴ 掌握序列标注、命名实体识别的理论基础及常规解决方案；⑵ 加深对循环神经网络、LSTM、条件随机场等模型基本原理的理解；⑶ 掌握基于TensorFlow等框架对循环神经网络、长短期记忆网络的实现方法。

### 1.2 实验任务

实验基础任务部分要求构造一个命名实体识别（NER）模型，除了基本的预测功能外，能够对测试集进行批量预测并将测试结果保存为文件。

#### 1.2.1 基础任务

1. 实现基于Bi-LSTM+CRF的命名实体识别算法

实验二资料包下的“RMRB\_NER\_CORPUS.txt”文件中提供了基于人民日报的NER标注数据，需要对数据集进行合理比例的划分，使其可以用于训练命名实体识别模型。

分词实验与命名实体识别实验所采用的模型有一定交集，因此除了自主实现模型以外，还可以参考实验1必做项中给出的Bi-LSTM+CRF标准实现并对其进行部分修改。若选择对实验1必做项中的Bi-LSTM+CRF模型进行修改，主要需要修改的部分包括**数据预处理**、**模型的输入输出层**。

1. 尝试用命名实体识别算法提升分词模型的性能

命名实体识别结果将对特定名词的识别产生提升效果，请你尝试利用NER模型结果优化实验一中的分词结果。请自行设计融合策略，并在实验报告中进行说明。

#### 1.3.2 选做任务

为了进一步优化实验一的分词结果，可以从以下角度进行改进：

（1）优化命名实体识别模型，可考虑的优化方案有：

1. 修改网络结构，例如引入BERT等预训练语言模型；
2. 调整、优化模型训练过程中的超参数。

（2）数据增强

实验二提供的人民日报语料与分词所采用的语料并不一定是同分布的，你可以自行搜集更为合适的数据集进行训练。

（3）调整融合策略

## 2 模块实现

### 2.1 1.data\_u\_ner.py

处理包含已标记数据的NER\_train.txt文件。首先创建一个唯一标签的集合，并使用字典为它们分配ID。然后，定义了一个名为“getlist”的函数，该函数根据单词的长度将其转换为标签序列（如果单词只有一个字符，则标签将是'S'；如果单词长两个字符，则标签将是'B'和'E'；否则，标签将是'B'，后面跟着每个中间字符的'M'标签，最后以'E'标签结尾）。主要函数“handle\_data”读取TRAIN\_DATA文件并将其转换为单词ID序列和标签ID序列，这些序列被倾倒到指定的pickle文件SAVE\_PATH中。最后，该函数打印出x\_train和y\_train的第一个示例及其相应的单词和标签。

### 2.2 dataloader.py

定义了一个名为“Sentence”的类，该类继承了PyTorch的“Dataset”类。它需要两个参数x和y，这些参数分别是训练数据的输入序列和相应的标签序列。batch\_size参数指定了每个批次的大小，默认值为10。\_\_len\_\_函数返回数据集的样本数，而\_\_getitem\_\_函数返回指定索引的数据对（输入和标签）。collate\_fn函数用于在提取样本后将它们组合成一个批次的张量。在collate\_fn函数中，train\_data被按输入序列长度从大到小排序，然后分别计算出每个数据对的长度、输入序列、标签序列和掩码。通过使用pad\_sequence函数将所有序列填充到同一长度，并返回一个包含输入序列、标签序列、掩码和长度的元组。最后，读取保存在pickle文件中的数据并将其传递给DataLoader对象，以便在训练模型时使用迭代器进行批量处理。

### 2.3 model.py

定义了一个名为“CWS”的PyTorch模型类。它有四个参数vocab\_size、tag2id、embedding\_dim和hidden\_dim，分别表示词汇表大小、标签到ID的映射、词嵌入维度和LSTM隐层维度。使用torchcrf包中的CRF层来计算损失并进行推理。

在CWS类中，init\_hidden方法用于初始化LSTM的隐状态。\_get\_lstm\_features方法用于获取LSTM的输出特征，包括嵌入序列、mask、长度和隐状态。该方法首先将输入句子中的单词索引转换为嵌入向量，然后使用pack\_padded\_sequence函数将其填充到相同的长度。LSTM网络接收嵌入序列和初始隐藏状态，并返回一个由所有时间步的输出组成的张量。最后，通过FC层将LSTM的输出投影到softmax层，并返回得分。

forward方法用于计算模型损失。调用\_get\_lstm\_features方法获取LSTM特征，并将其传递给CRF层进行损失计算。

infer方法用于进行推理，即预测输入句子的标签序列。

### 2.4 run.py

命名实体识别模型的训练。首先使用argparse库获取参数，嵌入维度、学习率、最大迭代次数、批次大小和LSTM隐层维度等。然后，加载预处理好的数据集和标签字典，调用CWS类构建命名实体识别模型。接着，创建一个Adam优化器并定义DataLoader类来生成训练数据。最后，开始训练模型，并在训练时定期输出损失值和保存模型。

循环遍历训练数据，计算损失并执行反向传播更新参数。每100个步骤打印出平均损失值。每个epoch结束后将训练后的模型保存到磁盘上。

### 2.5 infer.py

使用训练模型进行命名实体识别。首先从保存的pickle文件中加载预训练模型。从另一个pickle文件中加载一些数据，包括单词到ID和标签到ID的字典，以及训练数据。从名为“NER\_test.txt”的文件中读取文本数据。对于每行文本，使用单词到ID字典将字符转换为ID，然后将其转换为PyTorch张量并将其移动到适当的设备。使用模型的`infer`方法生成预测，该方法将张量、注意力掩码和序列长度作为输入。最后输出结果。

### 2.6 format.py

去除“ner\_result.txt”中空白符开头的行，使格式符合最终要求。

## 3 运行结果

将输出结果用记事本打开，如图3-1。
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图3-1 输出结果

将结果提交到educoder平台，得到评估，如图3-2。

![](data:image/png;base64,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)

图3-2 评估成绩

## 4 实验小结

本次实验主要目的是通过基于Bi-LSTM+CRF模型的中文命名实体识别项目

在数据预处理方面，我采用了与实验一中文分词类似的方法，将原始中文文本数据进行了分词、词性标注、实体标注等处理，用于后续的训练和测试。在模型的输入层方面，将每个中文字符转化为对应的向量表示，并加入额外的特征信息（如词性、是否为数字或字母等），增强模型对实体边界的判断能力。在输出层方面，使用CRF模型来实现对实体序列的判定，并通过全局优化来达到更好的识别效果。

在模型的训练过程中，采用了Adam算法作为优化器，并结合交叉熵损失函数和正则化项，对模型进行了训练。同时，还采用了一些常见的技巧，如dropout、early stopping等来防止过拟合和提高模型的泛化能力。

在测试集上进行模型的评测后得到了较为良好的实验结果。同时，还对实验结果中的错误案例进行了分析，并提出了一些改进和优化的建议。

通过本次实验的实际操作，我更深入地了解了命名实体识别任务及其相关技术，这对我今后在自然语言处理领域的学习和应用具有重要意义。

# 参考文献
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# 附录 命名实体识别实现的源程序

1. **1.data\_u\_ner.py**

import pickle

TRAIN\_DATA = "NER\_train.txt"

SAVE\_PATH = "ner\_data\_save.pkl"

unique = set()

with open('ner\_train.txt', 'r',encoding='utf-8')as f:

for line in f:

try:

items = line.strip().split(' ')

if len(items) >= 2:

unique.update([items[1]])

except Exception as e:

print("Failed to process line:", line)

print("Error message:", str(e))

continue

id2tag = list(unique)

print(id2tag)

tag2id = {}

for i, label in enumerate(id2tag):

tag2id[label] = i

word2id = {}

id2word = []

def getlist(input\_str):

"""

单个分词转换为tag序列

:param input\_str: 单个分词

:return: tag序列

"""

output\_str = []

if len(input\_str) == 1:

output\_str.append(tag2id['S'])

elif len(input\_str) == 2:

output\_str = [tag2id['B'], tag2id['E']]

else:

m\_num = len(input\_str) - 2

m\_list = [tag2id['M']] \* m\_num

output\_str.append(tag2id['B'])

output\_str.extend(m\_list)

output\_str.append(tag2id['E'])

return output\_str

def handle\_data():

"""

处理数据，并保存至save\_path

:return:

"""

output = open(SAVE\_PATH, 'wb')

x\_train = []

y\_train = []

word\_num = 0

with open(TRAIN\_DATA, 'r', encoding="utf-8") as ifp:

file\_set(x\_train, y\_train, ifp, word\_num)

print(x\_train[0])

print([id2word[temp] for temp in x\_train[0]])

print(y\_train[0])

print([id2tag[temp] for temp in y\_train[0]])

pickle.dump(word2id, output)

pickle.dump(id2word, output)

pickle.dump(tag2id, output)

pickle.dump(id2tag, output)

pickle.dump(x\_train, output)

pickle.dump(y\_train, output)

output.close()

def file\_set(x, y, ifp, word\_num):

line\_x = []

line\_y = []

for file\_line in ifp:

file\_line = file\_line.strip()

if not file\_line:

x.append(line\_x)

y.append(line\_y)

line\_x = []

line\_y = []

continue

file\_line = file\_line.split(' ')

if file\_line[0] in id2word:

line\_x.append(word2id[file\_line[0]])

else:

id2word.append(file\_line[0])

word2id[file\_line[0]] = word\_num

line\_x.append(word\_num)

word\_num = word\_num + 1

line\_y.append(tag2id[file\_line[1]])

if \_\_name\_\_ == "\_\_main\_\_":

handle\_data()

1. **dataloader.py**

import torch

import pickle

from torch.utils.data import Dataset, DataLoader

from torch.nn.utils.rnn import pad\_sequence

class Sentence(Dataset):

def \_\_init\_\_(self, x, y, batch\_size=10):

self.x = x

self.y = y

self.batch\_size = batch\_size

def \_\_len\_\_(self):

return len(self.x)

def \_\_getitem\_\_(self, idx):

assert len(self.x[idx]) == len(self.y[idx])

return self.x[idx], self.y[idx]

@staticmethod

def collate\_fn(train\_data):

train\_data.sort(key=lambda data: len(data[0]), reverse=True)

data\_length = [len(data[0]) for data in train\_data]

data\_x = [torch.LongTensor(data[0]) for data in train\_data]

data\_y = [torch.LongTensor(data[1]) for data in train\_data]

data\_mask = [torch.ones(i, dtype=torch.uint8) for i in data\_length]

data\_x = pad\_sequence(data\_x, batch\_first=True, padding\_value=0)

data\_y = pad\_sequence(data\_y, batch\_first=True, padding\_value=0)

data\_mask = pad\_sequence(data\_mask, batch\_first=True, padding\_value=0)

return data\_x, data\_y, data\_mask, data\_length

if \_\_name\_\_ == '\_\_main\_\_':

# test

with open('../data/ner\_data\_save.pkl', 'rb') as inp:

word2id = pickle.load(inp)

id2word = pickle.load(inp)

tag2id = pickle.load(inp)

id2tag = pickle.load(inp)

x\_train = pickle.load(inp)

y\_train = pickle.load(inp)

x\_test = pickle.load(inp)

y\_test = pickle.load(inp)

train\_dataloader = DataLoader(Sentence(x\_train, y\_train), batch\_size=10, shuffle=True,

collate\_fn=Sentence.collate\_fn)

for in\_put, label, mask, length in train\_dataloader:

print(in\_put, label)

break

1. **model.py**

import torch

import torch.nn as nn

from torchcrf import CRF

from torch.nn.utils.rnn import pack\_padded\_sequence, pad\_packed\_sequence

class CWS(nn.Module):

def \_\_init\_\_(self, vocab\_size, tag2id, embedding\_dim, hidden\_dim):

super(CWS, self).\_\_init\_\_()

self.embedding\_dim = embedding\_dim

self.hidden\_dim = hidden\_dim

self.vocab\_size = vocab\_size

self.tag2id = tag2id

self.tag\_set\_size = len(tag2id)

self.word\_embeds = nn.Embedding(vocab\_size + 1, embedding\_dim)

self.lstm = nn.LSTM(embedding\_dim, hidden\_dim // 2, num\_layers=1,

bidirectional=True, batch\_first=True)

self.hidden2tag = nn.Linear(hidden\_dim, self.tag\_set\_size)

self.crf = CRF(21, batch\_first=True)

def init\_hidden(self, batch\_size, device):

return (torch.randn(2, batch\_size, self.hidden\_dim // 2, device=device),

torch.randn(2, batch\_size, self.hidden\_dim // 2, device=device))

def \_get\_lstm\_features(self, sentence, length):

batch\_size, seq\_len = sentence.size(0), sentence.size(1)

# idx->embedding

embeds = self.word\_embeds(sentence.view(-1)).reshape(batch\_size, seq\_len, -1)

embeds = pack\_padded\_sequence(embeds, length, batch\_first=True)

# LSTM forward

self.hidden = self.init\_hidden(batch\_size, sentence.device)

lstm\_out, self.hidden = self.lstm(embeds, self.hidden)

lstm\_out, \_ = pad\_packed\_sequence(lstm\_out, batch\_first=True)

lstm\_feats = self.hidden2tag(lstm\_out)

return lstm\_feats

def forward(self, sentence, tags, mask, length):

emissions = self.\_get\_lstm\_features(sentence, length)

loss = -self.crf(emissions, tags, mask, reduction='mean')

return loss

def infer(self, sentence, mask, length):

emissions = self.\_get\_lstm\_features(sentence, length)

return self.crf.decode(emissions, mask)

1. **run.py**

import pickle

import logging

import argparse

import os

import torch

from torch.utils.data import DataLoader

from torch.optim import Adam

from model import CWS

from dataloader import Sentence

def get\_param():

parser = argparse.ArgumentParser()

parser.add\_argument('--embedding\_dim', type=int, default=100)

parser.add\_argument('--lr', type=float, default=0.005)

parser.add\_argument('--max\_epoch', type=int, default=10)

parser.add\_argument('--batch\_size', type=int, default=32)

parser.add\_argument('--hidden\_dim', type=int, default=200)

parser.add\_argument('--cuda', action='store\_true', default=False)

return parser.parse\_args()

def set\_logger():

log\_file = os.path.join('save', 'log.txt')

logging.basicConfig(

format='%(asctime)s %(levelname)-8s %(message)s',

level=logging.DEBUG,

datefmt='%Y-%m%d %H:%M:%S',

filename=log\_file,

filemode='w',

)

console = logging.StreamHandler()

console.setLevel(logging.DEBUG)

formatter = logging.Formatter('%(asctime)s %(levelname)-8s %(message)s')

console.setFormatter(formatter)

logging.getLogger('').addHandler(console)

def entity\_split(x, y, id2tag, entities, cur):

start, end = -1, -1

for j in range(len(x)):

if id2tag[y[j]] == 'B':

start = cur + j

elif id2tag[y[j]] == 'M' and start != -1:

continue

elif id2tag[y[j]] == 'E' and start != -1:

end = cur + j

entities.add((start, end))

start, end = -1, -1

elif id2tag[y[j]] == 'S':

entities.add((cur + j, cur + j))

start, end = -1, -1

else:

start, end = -1, -1

def main(args):

use\_cuda = args.cuda and torch.cuda.is\_available()

with open('data/ner\_data\_save.pkl', 'rb') as inp:

word2id = pickle.load(inp)

pickle.load(inp)

tag2id = pickle.load(inp)

pickle.load(inp)

x\_train = pickle.load(inp)

y\_train = pickle.load(inp)

model = CWS(len(word2id), tag2id, args.embedding\_dim, args.hidden\_dim)

if use\_cuda:

model = model.cuda()

for name, param in model.named\_parameters():

logging.debug('%s: %s, require\_grad=%s' % (name, str(param.shape), str(param.requires\_grad)))

optimizer = Adam(model.parameters(), lr=args.lr)

train\_data = DataLoader(

dataset=Sentence(x\_train, y\_train),

shuffle=True,

batch\_size=args.batch\_size,

collate\_fn=Sentence.collate\_fn,

drop\_last=False,

num\_workers=6

)

for epoch in range(args.max\_epoch):

step = 0

log = []

for sentence, label, mask, length in train\_data:

if use\_cuda:

sentence = sentence.cuda()

label = label.cuda()

mask = mask.cuda()

# forward

loss = model(sentence, label, mask, length)

log.append(loss.item())

# backward

optimizer.zero\_grad()

loss.backward()

optimizer.step()

step += 1

if step % 100 == 0:

logging.debug('epoch %d-step %d loss: %f' % (epoch, step, sum(log) / len(log)))

log = []

path\_name = "./save/model\_epoch" + str(epoch) + ".pkl"

torch.save(model, path\_name)

logging.info("model has been saved in %s" % path\_name)

if \_\_name\_\_ == '\_\_main\_\_':

set\_logger()

main(get\_param())

1. **infer.py**

import torch

import pickle

from tqdm import tqdm

if \_\_name\_\_ == '\_\_main\_\_':

device = torch.device("cuda") if torch.cuda.is\_available() else torch.device("cpu")

model = torch.load('save/model\_epoch9.pkl',map\_location=device)

output = open('ner\_result.txt', 'w', encoding='utf-8')

with open('data/ner\_data\_save.pkl', 'rb') as fnp:

word2id = pickle.load(fnp)

id2word = pickle.load(fnp)

tag2id = pickle.load(fnp)

id2tag = pickle.load(fnp)

x\_train = pickle.load(fnp)

y\_train = pickle.load(fnp)

with open("data/NER\_test.txt",'r',encoding='utf-8') as f:

lines = f.readlines()

for line in tqdm(lines):

text = line.strip()

x = [word2id.get(char,len(word2id)) for char in text]

x = torch.LongTensor(x).unsqueeze(0).to(device)

length = [len(text)]

mask = torch.ones\_like(x, dtype=torch.uint8)

predict = model.infer(x, mask, length)[0]

for i in range(len(text)):

print(text[i], id2tag[predict[i]], file=output)

output.write("\n")

1. **format.py**

with open('ner\_result.txt', 'r', encoding='utf-8') as input\_file, open('ner\_result\_format.txt', 'w', encoding='utf-8') as output\_file:

# 逐行读取输入文件

for line in input\_file:

# 检查该行是否为空或开头是空白符

if not line.strip():

continue

# 如果该行不为空且开头不是空白符，则将其写入输出文件

output\_file.write(line)

print("已去除开头是空白符的行。\n")