PRACTICAL-10

Subject : Machine Learning Lab

Class:MCA6A

Sub\_Code: CAP-858

**Q.10)Implementation of K NN Clustering on Jupyter Notebook using Python.**

**Ans:**

import csv

with open(r'iris.txt') as csvfile:

lines = csv.reader(csvfile)

for row in lines:

print (', '.join(row))

output:
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import csv

import random

def handleDataset(filename, split, trainingSet=[] , testSet=[]):

with open(filename, 'r') as csvfile:

lines = csv.reader(csvfile)

dataset = list(lines)

for x in range(len(dataset)-1):

for y in range(4):

dataset[x][y] = float(dataset[x][y])

if random.random() < split:

trainingSet.append(dataset[x])

else:

testSet.append(dataset[x])

trainingSet=[]

testSet=[]

handleDataset(r'iris.txt.', 0.66, trainingSet, testSet)

print ('Train: ' + repr(len(trainingSet)))

print ('Test: ' + repr(len(testSet)))

OutPut:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFUAAAAjCAIAAABq7NHRAAAAAXNSR0IArs4c6QAAAzNJREFUaEPtWb11tDAQ1F0VkFEGZNcBDiFz6BKgAlGCw8sgNB2QQRlk0MV9uxIS4keAPvCzzUPRPU5IOzujhR3I68hRUkKInzZHrvm9a91JldzGI6kAxq8bLNC3rFUD64Mf/QGT2uxtesMElUhvk/q/mDkUFk1HISoh409CS0UreIVSuobprqcZ8wdKEClWEqxIRkqFZxvHQD0wNankf0OS2OUpb9OIqiRxmlf0GP5TPcOcRoGFV60goiQupG7b7CMk6fvojhmsC/hxduzdcOvXq6R5+OTLV0nx6BJd0tjr4FrBF1xkPIxG7Nl1hDcoa5gdLjf64jDV0dYVoQ+XXYJMejFEVvPDwdF/Tu+ZbruCHzTFt3YfVCzvRhHfdXBVjwjqIb9BWYPNZimbQWaUHKZFOwsaSH1e14yg51b0hKzgFwmG4CMZqiJ/zPoPDilPyGJd577joDy9ahv3GPga/xNwTGqy0rAH3s8MywFRCXmC5uE4uI5FqiImeWjzUgT0sN/6B5oxfgTL8oxCS3bxv7n+zScYj5MsP6wYYjUAnfYD6GFvI/LATlYyxo+VVuQ3cVLBf1fi7TDHmjl+CuxUiLI435o/NAAqFmDONCkXUOr3v0Gydkb3p2835v9Po50Gf+E/GaGGcC7+DRN2sukX/ycj1BDOkf4H9AVbutkNEc5aF33bcaA/cxcvjKr/oX9d3BD7/inYvrpgXSgDE4KveHwcGN/y+dfYS0oDyAnnfIluY+KCGL3oz1kX8Hbv/t/77Roby/4PdJLcyyzd0BaqYw2msDh5+87ND9Ft7OFo1rqAns53aulTHij/hf63LbLeQ3HfU1+xl/KsGNiQK1nebnTMWhfY2uZh3ZlO2PIcVGYgbD3/4CfIPhocFmjsuuFGTUq6DvtIKhatC1qKQ49UdEbPmrg3/L94/kdOviw7XO7o9lXgDx5mluusC3Q6hLW3AZLZFL3/jd7OyrcMZktL11lroTNX1PCzyKCYqPsM99z7dWSBf7QXoOzJjyMd0er3EiyE/cPICj7lwThQFszpYFLb5XTMy+LyP8yOy9lmX/3P2Rg1w3Pxb5avs82++D8bo2Z4/gGXrolaBu2VHQAAAABJRU5ErkJggg==)

import math

def euclideanDistance(instance1, instance2, length):

distance = 0

for x in range(length):

distance += pow((instance1[x] - instance2[x]), 2)

return math.sqrt(distance)

data1 = [2, 2, 2, 'a']

data2 = [4, 4, 4, 'b']

distance = euclideanDistance(data1, data2, 3)

print ('Distance: ' + repr(distance))

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAAAYCAIAAACDTA38AAAAAXNSR0IArs4c6QAABMtJREFUeF7tWT2W4jAMNnsK6HKM0HGDTAkd5R4hnCA5wpTThXJSbE9HjpEObsFK/pVtOcmy781LYVeLI8vSp08/nt28Xi+RV0ZgxQj8WrFt2bSMACKQOZp5sHYEMkfXHqFs32KOPq8fm82mHTJkGYEfRoBwdGiBhHZ9XJ9vmwKa/uf42/cuPEgdXZ506pQv7zSFejhpNs3VplyBDqkiwtHJ+59iaaI50h6bwoISqLD2+FQh2qc5pNRFLnFY0VAGdbS5wzsf1qMTp52nbHv8hv26XMiDNYuVtXIS3Rz2y7JpaPdD01TELQR8LzReATC89G9xbAJchnZ3KpWOe3NxtmDYbkVH78OTsL27Hh/K+O/jVmtLSAtRdVqWhg4Nj01hQVFBN+sO1pcFXuqEJYiVqIrCeGYo5FmIH5/X36eyCREAn0JkQ+4kej0Yd2/605dq7TY7wniStFGfVKbsL6I/7aLqQKRtyYC9drDpypQGpcV9SNYd+WEZ4SwI22JZzgGOl6Y+2zggJl9ILjZnY2kIz1gDqagCiVZ7qbqzsqE8d1V/vSGKQ9sWj1d9CIIF4kP3cNS0DGWlE1UiYQqRToEy3JyxNFdv176pbb6kihMyVHTn0CcG2UhDeh4tikoMo2z4Km0wjbyFGWATVUGnEg8kXQabMA7t7aAzEkuGa2yX/Q4CKI/ZrJB5EWnHXVt3ltfAFGygDmA/Hkw5SslJHO8+HfFkMdrpiLRpThpg4dg8jr29Hj3rRT+OEu+IiMhoIEMpbmY0sOnIS6ecSZhCxHlQMJ84KkKuAvXmUl0x9DNkModVbHiao4tqjE78NAvcl7K2YSoPjaE/fAc6qy9kW1WY2KebI8v2WDf0epkeXGwZ40wxxuo4VwFkcAKGiuc4QKsYddKRNs1KT8Ojew+MDZDbuipwJ4DR4nIVn24Ymx2muW6WNGYSlAQVGeZe9rqBkp4mT0fRXIpVmqMYhulV1nJs5eZ97iBp9TAMTC+Mhxp96EKTLARypHhz2TnrUcw87+QQFTJU3eqIK9s0VsAJ6YSlwCLdReoS3Yudpgdd2mKGThEaTpFhEnvO7N9kJkCRJYNpOMC9vjmQIkoG1XtpXjSy3zIMTSIbYJXkKHaWGcQcDPMYQJJiw7TNfoZcOGjwi4zk0VT+74zdHo6KXYklUTBpgc0Y/w0FAptMXPJS0int6KXtIkJg63dvj+gQSE+ZOuU8urkcnAgUScW44XjjdKQeu6JcMDu454l5qrR/EshyZvrPNsMAOXv6dPCnTPLcM7OqE5cvPfKkNI8/vSWV6+/e6Ep+oIrQAPWEjHfNGx2+BbcGVsY/0RTPTTV0B57rc3i7l2YUreiIJ01ykwpKf7TNMWjhDv09L02c5WCLPOeJEISOIjihQb9emGh48bbaOKzcVcI3zbKYqg8fS45ejvQMJfVHj/Zyr+o6+6hKcVRjYy5w6iXe8bbm7xKOehpCai3mqL5QWcJxOmK0VyHsCWdNwkeFmP4bkgvFrDR1cyqayvgkKKmygJZEaFOm8Hn+Dkc3YN/yLpAlMwI/j8Di/wv9edPyjRkBiUDmaCbC2hHIHF17hLJ9maOZA2tHIHN07RHK9mWOZg6sHYHM0bVHKNuXOZo5sHYEMkfXHqFs31/U3sdY6JvlfgAAAABJRU5ErkJggg==)

import operator

def getKNeighbors(trainingSet, testInstance, k):

distances = []

length = len(testInstance)-1

for x in range(len(trainingSet)):

dist = euclideanDistance(testInstance, trainingSet[x], length)

distances.append((trainingSet[x], dist))

distances.sort(key=operator.itemgetter(1))

neighbors = []

for x in range(k):

neighbors.append(distances[x][0])

return neighbors

trainSet = [[2, 2, 2, 'a'], [4, 4, 4, 'b']]

testInstance = [5, 5, 5]

k = 1

neighbors = getKNeighbors(trainSet, testInstance, 1)

print(neighbors)

OUTPUT:
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import operator

def getResponse(neighbors):

classVotes = {}

for x in range(len(neighbors)):

response = neighbors[x][-1]

if response in classVotes:

classVotes[response] += 1

else:

classVotes[response] = 1

sortedVotes = sorted(classVotes.items(), key=operator.itemgetter(1), reverse=True)

return sortedVotes[0][0]

neighbors = [[1,1,1,'a'], [2,2,2,'a'], [3,3,3,'b']]

print(getResponse(neighbors))

OUTPUT:

a

def getAccuracy(testSet, predictions):

correct = 0

for x in range(len(testSet)):

if testSet[x][-1] is predictions[x]:

correct += 1

return (correct/float(len(testSet))) \* 100.0

testSet = [[1,1,1,'a'], [2,2,2,'a'], [3,3,3,'b']]

predictions = ['a', 'a', 'a']

accuracy = getAccuracy(testSet, predictions)

print(accuracy)

OUTPUT:
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