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*Week 1*

**Problem 1:** *Write a program to delete an element from an array, to be entered by user. Deletion position to be taken on runtime.*

**Description:** *The Programs aims at deletion of a particular element of a 0-based indexed array. It is useful in removing duplicate elements from an array. It takes an array of size ‘n’ and an index ‘i’ to be deleted, and prints the modified array with array[i] deleted.*

**Solution:**

#include<stdio.h>

int main()

{

int a[1000],n,i,j,temp,p;

printf("Enter the size of array\n");

scanf("%d",&n); *//Array size input*

printf("Enter the array\n");

for(i=0;i<n;i++)

scanf("%d",&a[i]); *//Array input*

printf("You have entered\n");

for(i=0;i<n;i++)

printf("%d ",a[i]); *//Array before deletion*

printf("\nEnter position from where element is to be deleted:\n");

scanf("%d",&j); *//deletion position input*

for(i=j-1;i<n-1;i++) *//shifting the elements*

a[i]=a[i+1];

printf("After insertion the array is:\n");

for(i=0;i<n-1;i++) *//print modified array*

printf("%d ",a[i]);

}

**Output:**

Enter the size of array

5

Enter the array

1 2 3 4 5

You have entered

1 2 3 4 5

Enter position from where element is to be deleted:

2

After insertion the array is:

1 3 4 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 2:** *Write a program to insert an element in an array to be entered by user. Insertion position to be taken at runtime.*

**Description:** *The Programs aims at insertion of a new element in an existing array. It proves to be useful in dynamically modifying an array or a string without really allocating a full new array. It takes an array of size ‘n’, an element ‘m’ and an index ‘i’ where ‘m’ is to be inserted, and prints the modified array with ‘m’ inserted at ‘i’ position.*

**Solution:**

#include<stdio.h>

int main()

{

int a[1000],n,i,j,temp,p;

printf("Enter the size of array\n");

scanf("%d",&n); *//input size of array*

printf("Enter the array\n");

for(i=0;i<n;i++)

scanf("%d",&a[i]); *//array elements input*

printf("You have entered\n");

for(i=0;i<n;i++)

printf("%d ",a[i]); *//print original array*

printf("\nEnter the element to be inserted:\n");

scanf("%d",&p); *//input new element*

printf("Enter the position\n");

scanf("%d",&j); *//input the position*

for(i=n-1;i>=j-1;i--)

a[i+1]=a[i]; *//shifting array*

a[j-1]=p; *//assigning new element*

printf("After insertion the array is:\n");

for(i=0;i<n+1;i++) *//print modified array*

printf("%d ",a[i]);

}

**Output:**

Enter the size of array

5

Enter the array

1 2 3 4 5

You have entered

1 2 3 4 5

Enter the element to be inserted:

-1

Enter the position

2

After insertion the array is:

1 -1 2 3 4 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 3:** *Write a program to calculate addition and multiplication of two matrices whose size and elements to be entered by user at runtime.*

**Description:** *The Programs aims at addition and multiplication of two matrices. It finds application in solving linear equations of n variables and n equations and various other purposes also. It takes two matrices ‘A’ and ‘B’ of size n\*m and p\*q respectively as input and prints the sum and multiplication of A and B matrix, if possible.*

**Solution:**

#include<stdio.h>

int main()

{

int n,m,i,j,k,p,q,a[100][100],b[100][100],c[100][100],d[100][100],flags=1,flagm=1;

printf("Enter dimensions of matrix 1\n");

scanf("%d %d",&n,&m); *//input n,m*

printf("Enter elements of matrix 1\n");

for(i=0;i<n;i++)

for(j=0;j<m;j++)

scanf("%d",&a[i][j]); *//input A matrix*

printf("Enter dimensions of matrix 2\n");

scanf("%d %d",&p,&q); *//input p,q*

printf("Enter elements of matrix 2\n");

for(i=0;i<p;i++)

for(j=0;j<q;j++)

scanf("%d",&b[i][j]); *//input B matrix*

printf("1st Matrix:\n");

for(i=0;i<n;i++)

{

for(j=0;j<m;j++) *//print A matrix*

printf("%d ",a[i][j]);

printf("\n");

}

printf("2nd Matrix\n");

for(i=0;i<p;i++)

{

for(j=0;j<q;j++) *//print B matrix*

printf("%d ",b[i][j]);

printf("\n");

}

if((n!=p)&&(m!=q))

{

flags=0; *//condition for addition*

printf("Addition can’t be done\n");

}

if(flags==1)

for(i=0;i<n;i++)

for(j=0;j<m;j++)

c[i][j]=a[i][j]+b[i][j]; *//perform addition*

for(i=0;i<n;i++)

for(j=0;j<q;j++)

d[i][j]=0;

if(m!=p) *//condition for multiplication*

{

flagm=0;

printf("Multiplication can’t be done\n");

}

if(flagm==1)

for(i=0;i<n;i++)

for(j=0;j<q;j++)

{

for(k=0;k<m;k++) *//perform multiplication*

{

d[i][j]+=a[i][k]\*b[k][j];

}

}

if(flags==1)

printf("SUM OF MATRIX :\n");

if(flags==1)

for(i=0;i<n;i++) *//print A+B matrix*

{

for(j=0;j<m;j++)

printf("%d ",c[i][j]);

printf("\n");

}

if(flagm==1)

printf("PRODUCT OF MATRIX :\n");

if(flagm==1)

for(i=0;i<n;i++)

{

for(j=0;j<q;j++) *//print A\*B matrix*

printf("%d ",d[i][j]);

printf("\n");

}

}

**Output:**

1 2 3 4 5 6 7 8 9

Enter dimensions of matrix 2

3 3

Enter elements of matrix 2

-1 -2 -3 -4 -5 -6 -7 -8 -9

1st Matrix:

1 2 3

4 5 6

7 8 9

2nd Matrix

-1 -2 -3

-4 -5 -6

-7 -8 -9

SUM OF MATRIX :

0 0 0

0 0 0

0 0 0

PRODUCT OF MATRIX :

-30 -36 -42

-66 -81 -96

-102 -126 -150

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 4:** *Write a program to add two polynomials whose degrees and coefficients are to be entered by user at runtime.*

**Description:** *The Programs aims at addition of two polynomial expression. It is useful in Algebraic Mathematics. It takes two polynomials of degree ‘m’ and ‘n’ as input and prints their sum as output.*

**Solution:**

#include<stdio.h>

int main()

{

int a[100],n,m,b[100],i,j;

for(i=0;i<100;i++)

{

a[i]=0;

b[i]=0;

}

printf("Enter the degree of polynomial 1\n");

scanf("%d",&n);

printf("Enter the polynomial 1\n");

for(i=n;i>=0;i--)

{

printf("Enter the coefficient of x^%d : ",i);

scanf("%d",&a[i]); *//input polynomial 1 of degree 'n'*

}

printf("Enter the degree of polynomial 2\n");

scanf("%d",&m);

printf("Enter the polynomial 2\n");

for(i=m;i>=0;i--)

{

printf("Enter the coefficient of x^%d : ",i);

scanf("%d",&b[i]); *//input polynomial 1 of degree 'm'*

}

for(i=(m>n)?m:n;i>=0;i--) *//print the sum*

printf("%dx^%d+ ",a[i]+b[i],i);

printf("\n");

}

**Output:**

Enter the degree of polynomial 1

4

Enter the polynomial 1

Enter the coefficient of x^4 : 1

Enter the coefficient of x^3 : 2

Enter the coefficient of x^2 : 3

Enter the coefficient of x^1 : 4

Enter the coefficient of x^0 : 5

Enter the degree of polynomial 2

3

Enter the polynomial 2

Enter the coefficient of x^3 : 1

Enter the coefficient of x^2 : 2

Enter the coefficient of x^1 : 3

Enter the coefficient of x^0 : 4

1x^4+ 3x^3+ 5x^2+ 7x^1+ 9x^0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 5:**  *Write a program to reverse all the elements of an array.*

**Description:** *The Programs aims at reversing all the elements of an array. It is useful in reversing a string and finding palindromic strings. It takes an array of size ‘n’ as input and prints the array in reverse order.*

**Solution:**

#include<stdio.h>

int main()

{

int a[1000],n,i,j;

printf("Enter the size of the array\n");

scanf("%d",&n); *//input size of array*

printf("Enter the array\n");

for(i=0;i<n;i++)

scanf("%d",&a[i]); *//input array*

printf("You have entered\n");

for(i=0;i<n;i++)

printf("%d ",a[i]);

printf("\n");

for(i=0;i<(n+1)/2;i++) *//reversing the array*

{

j=a[i];

a[i]=a[n-i-1];

a[n-i-1]=j;

}

printf("Reversed Array:\n");

for(i=0;i<n;i++) *//print reversed array*

printf("%d ",a[i]);

printf("\n");

}

**Output:**

Enter the size of the array

5

Enter the array

1 2 3 4 5

You have entered

1 2 3 4 5

Reversed Array:

5 4 3 2 1

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 6:** *Write a program to find out the transpose of a matrix.*

**Description:** *The Programs aims at finding the transpose of a matrix. It is useful in finding out the inverse of any matrix. It takes a matrix of size n\*m as an input and prints its transpose as output.*

**Solution:**

#include<stdio.h>

int main()

{

int a[100][100],m,n,i,j,b[100][100];

printf("Enter the size of the matrix(m\*n)\n");

scanf("%d %d",&m,&n); *//input size of matrix*

printf("Enter the matrix:\n");

for(i=0;i<m;i++)

for(j=0;j<n;j++)

{

scanf("%d",&a[i][j]); *//input matrix*

b[j][i]=a[i][j];

}

printf("You have entered\n");

for(i=0;i<m;i++)

{

for(j=0;j<n;j++)

{

printf("%d ",a[i][j]); *//move its values*

}

printf("\n");

}

printf("Transpose of the matrix is:\n");

for(i=0;i<n;i++)

{

for(j=0;j<m;j++)

{

printf("%d ",b[i][j]);  *//print the transpose*

}

printf("\n");

}

}

**Output:**

Enter the size of the matrix(m\*n)

3 4

Enter the matrix:

1 2 3 4 5 6 7 8 9 10 11 12

You have entered

1 2 3 4

5 6 7 8

9 10 11 12

Transpose of the matrix is:

1 5 9

2 6 10

3 7 11

4 8 12

**===============================================================**

**Week 2**

**Problem 1:** *WAP to create an array having n elements. Now create another array which is having n-i*

*elements similar to the first array. Now find out the duplicates in the array.*

**Description:** *The Programs aims at finding duplicate elements in an array and removing them. It takes an array of size ‘n’ as input and prints the modified array as output.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

int main()

{

int n,i,j,\*a,b[1000];

printf("Enter the size of array: \n");

scanf("%d",&n); *//input size of array*

a=(int\*)malloc(n\*sizeof(int)); *//allocate memory*

printf("Enter the %d elements: \n",n);

for(i=0;i<n;i++)

scanf("%d",&a[i]); *//input array*

for(i=0;i<n;i++) *//processing a[i]*

{

for(j=i+1;j<n;j++)

b[j]=a[j]; *//find duplicate of a[i]*

for(j=i+1;j<n;j++)

if(a[i]==b[j])

{

if(a[j]==-32743)

continue;

printf("Duplicate of %d found at %d index\n",a[i],j);

a[j]=-32743;

}

}

}

**Output:**

Enter the size of array:

9

Enter the 9 elements:

1 2 1 3 2 4 5 3 3

Duplicate of 1 found at 2 index

Duplicate of 2 found at 4 index

Duplicate of 3 found at 7 index

Duplicate of 3 found at 8 index

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 2:** *An array is having the element of size n, another array is also of size n having the index of*

*the element. Now rearrange the order of first array as per the index.*

*Eg: A[] ={2,3,4}*

*1. index[ ] ={0,1,2}*

*A[] = [3, 2, 4];*

*index[] = [1, 0, 2];*

**Description:** *The Programs aims at rearranging a given array according to a given list of index. It takes an array of size ‘n’ and an array of indices of size ‘n’ as an input and it outputs the rearranged array.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

int main()

{

int n,i,\*a,\*b,\*c;

printf("Enter the size of array: \n");

scanf("%d",&n); //size of array input

a=(int\*)malloc(n\*sizeof(int));

b=(int\*)malloc(n\*sizeof(int));

c=(int\*)malloc(n\*sizeof(int));

printf("Enter the %d elements: \n",n);

for(i=0;i<n;i++)

scanf("%d",&a[i]); //array input

printf("Enter the index no.: \n");

for(i=0;i<n;i++)

scanf("%d",&b[i]); //index input

for(i=0;i<n;i++)

c[i]=a[b[i]]; //rearranging array 'a' into 'c'

for(i=0;i<n;i++)

a[i]=c[i];

printf("\nNew Arranged array: \n");

for(i=0;i<n;i++)

printf("%d ",a[i]); //modified array 'a'

printf("\n");

}

**Output:**

Enter the size of array:

7

Enter the 7 elements:

1 2 3 4 5 6 7

Enter the index no.:

5 6 0 2 1 4 3

New Arranged array:

6 7 1 3 2 5 4

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 3:** *Find out the intersection and union of two arrays.*

*Eg: arr1[]={7,1,5,2,3,6}*

*arr2[] = {3, 8, 6, 20, 7}*

*intersection: {3,6}*

**Description:** *The Programs aims at finding intersection and union of two arrays. It may prove helpful in finding the duplicate elements in combination of two arrays. It takes two arrays of size ‘m’ and ‘n’ as input and prints their union and intersection.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

int main()

{

int n,m,i,j,k,l,\*a,\*b,\*in,\*un,uncount=0,incount=0;

printf("Enter the size of array 1: \n");

scanf("%d",&n);

a=(int\*)malloc(n\*sizeof(int));

printf("Enter the %d elements: \n",n);

for(i=0;i<n;i++) //input array 1

scanf("%d",&a[i]);

printf("Enter the size of array 2: \n");

scanf("%d",&m);

b=(int\*)malloc(m\*sizeof(int));

printf("Enter the %d elements: \n",m);

for(i=0;i<m;i++) //input array 2

scanf("%d",&b[i]);

un=(int\*)malloc((n+m)\*sizeof(int));

for(i=0;i<n+m;i++) //merging 2 arrays

{

if(i<n)

un[i]=a[i];

else

un[i]=b[i-n];

}

for(i=0;i<n+m-uncount;i++) //removing duplicacy from union

{

for(j=i+1;j<n+m-uncount;j++)

{

if(un[i]==un[j])

{

for(k=j;k<n+m-1;k++)

{

un[k]=un[k+1];

}

uncount++;

j--;

}

}

}

printf("Union:\n{ ");

for(i=0;i<n+m-uncount;i++) //printing union

printf("%d, ",un[i]);

printf("}\n");

k=0;

in=(int\*)malloc((n+m)\*sizeof(int));

for(i=0;i<n;i++) //finding common elements in both

{

for(j=0;j<m;j++)

{

if(a[i]==b[j])

{

in[k++]=a[i];

break;

}

}

}

for(i=0;i<k-incount;i++) //removing duplicacy

{

for(j=i+1;j<k-incount;j++)

{

if(in[i]==in[j])

{

for(l=j;l<k-1;l++)

{

in[l]=in[l+1];

}

incount++;

j--;

}

}

}

printf("Intersection:\n{ "); //printing intersection

for(i=0;i<k-incount;i++)

printf("%d, ",in[i]);

printf("}\n");

}

**Output:**

Enter the size of array 1:

5

Enter the 5 elements:

1 2 4 7 8

Enter the size of array 2:

7

Enter the 7 elements:

1 3 5 6 7 8 9

Union:

{ 1, 2, 4, 7, 8, 3, 5, 6, 9, }

Intersection:

{ 1, 7, 8, }

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 4:** *An array of random number is given. Now find out all the 0's and put them in the last of the*

*array.*

*1. Arr1[]={7,1,0,2,0,6,7,5,0,3,0}*

*Arr1[]={7,1,2,6,7,5,3,0,0,0,0}*

**Description:** *The Programs aims at finding all the 0 elements and putting them at the end of the array. This may prove helpful when we need to deal with 0 at last and give priority to the non zero elements. It takes an array of size ‘n’ as input and print the modified array with all the zeros at the last as output.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

int main()

{

int n,i,j,k,\*a,uncount=0;

printf("Enter the size of array: \n");

scanf("%d",&n);

a=(int\*)malloc(n\*sizeof(int));

printf("Enter the %d elements: \n",n);

for(i=0;i<n;i++)

scanf("%d",&a[i]); //input array

for(j=0;j<n-uncount;j++)

{

if(a[j]==0)

{

for(k=j;k<n-1;k++)

{

a[k]=a[k+1]; //delete zero from in between

}

a[n-uncount-1]=0; //place zero at last

uncount++;

j--;

}

}

printf("Modified Array: \n");

for(i=0;i<n;i++) //print modified array

printf("%d ",a[i]);

printf("\n");

}

**Output:**

Enter the size of array:

7

Enter the 7 elements:

1 0 2 0 0 3 4

Modified Array:

1 2 3 4 0 0 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 5:**  *Write a program to find all triplets in a sorted array that forms Geometric Progression(GP).*

**Description:** *The Programs aims at finding all the triplets which are in GP from a sorted array. It takes an array of size ‘n’ as an input and prints the count and the triplets which are there in the array.*

**Solution:**

#include<stdio.h>

#include<math.h>

int main()

{

int a[1000],n,i,j,k,count=0;

printf("Enter the size of array: \n");

scanf("%d",&n); //input array

printf("Enter the %d elements of array: \n",n);

for(i=0;i<n;i++) //show existing array

scanf("%d",&a[i]);

for(i=0;i<n;i++)

{

for(j=i+1;j<n;j++)

{

for(k=j+1;k<n;k++)

{

if(a[i]\*a[k]==a[j]\*a[j]) //condition for geometric mean

{

count++;

printf("%d , %d, %d\n",a[i],a[j],a[k]); //printing those triplets

}

}

}

}

printf("No. of triplets= %d\n",count); //print total count of triplets

}

**Output:**

Enter the size of array:

9

Enter the 9 elements of array:

1 2 3 4 5 6 7 8 9

1 , 2, 4

1 , 3, 9

2 , 4, 8

4 , 6, 9

No. of triplets= 4

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 6:**  *Find the 2nd minimum distance between the 2 elements of array.*

**Description:** *The Programs aims at finding the 2nd minimum distance between 2 elements of array. It takes an array as an input and print the 2nd minimum distance of every element as output.*

**Solution:**

#include<stdio.h>

#include<math.h>

int main()

{

int a[1000],b[1000],n,i,j,k,p;

printf("Enter the size of array: \n");

scanf("%d",&n);

printf("Enter the %d elements of array: \n",n);

for(i=0;i<n;i++)

scanf("%d",&a[i]); //array input

for(i=0;i<n-1;i++)

{

for(j=i+1;j<n;j++)

{

b[j-(i+1)]=fabs(a[i]-a[j]);

}

for(p=0;p<n-(i+1);p++)

{

for(j=0;j<n-(i+1)-p-1;j++)

if(b[j]>b[j+1])

{

b[j]=b[j]+b[j+1];

b[j+1]=b[j]-b[j+1];

b[j]=b[j]-b[j+1];

}

}

for(p=0;p<n-(i+1);p++)

{

if(b[p]==b[p+1])

continue;

else

break;

}

k=b[p+1];

if(i==n-2)

k=b[p];

printf("%d--> %d\n",a[i],k); //2nd min distance of each element

}

}

**Output:**

Enter the size of array:

10

Enter the 10 elements of array:

1 4 9 16 25 36 49 64 81 100

1--> 8

4--> 12

9--> 16

16--> 20

25--> 24

36--> 28

49--> 32

64--> 36

81--> 19

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 7:** *Write a program to find out the minimum sum up to 2 digit numbers from the elements of array, and also tell the count of numbers.*

**Description:** *The Programs aims at finding the minimum sum upto 2 digit from the elements of an array, we take an array as an input and print the desired count value and the elements’ sum as output.*

**Solution:**

#include<stdio.h>

int main()

{

int a[1000],n,i,sum=0,count=0;

printf("Enter the size of array: \n");

scanf("%d",&n); //input size of array

printf("Enter the %d elements of array: \n",n);

for(i=0;i<n;i++)

scanf("%d",&a[i]); //input the array

for(i=0;i<n;i++)

{

if(sum+a[i]<100) //check if sum is less than 100

{

sum+=a[i];

count++;

}

} //print sum and count

printf("sum= %d, using no. of elements= %d\n",sum,count);

}

**Output:**

Enter the size of array:

10

Enter the 10 elements of array:

10 20 30 25 9 8 7 3 2 1

sum= 99, using no. of elements= 7

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 8:** *Write a program to replace every element with the least greater element on its right. Any number will not be repeated.*

**Description:** *The Programs aims at replacing every element with the least greater element on its right indices. We take an array as an input and output the modified array with each element replaced with its least greater element on its right.*

**Solution:**

#include<stdio.h>

#include<math.h>

int small2(int b[],int j,int n)

{ //function to find least greater on right indexes

int i,temp,k=j;

for(i=j;i<n;i++)

for( ;j<n;j++)

{

if(b[j]>b[j+1])

{

temp=b[j];

b[j]=b[j+1];

b[j+1]=temp;

}

}

return b[k];

}

int main()

{

int a[1000],b[1000],n,i,j,k,count=0,c[1000],p,temp,flag;

printf("Enter the size of array: \n");

scanf("%d",&n);

printf("Enter the %d elements of array: \n",n);

for(i=0;i<n;i++) //input array

{

scanf("%d",&a[i]);

c[i]=0;

}

for(i=0;i<n-1;i++)

{

for(j=i+1;j<n;j++)

b[j-(i+1)]=a[j];

if(i==n-2)

goto lab;

for(p=0;p<n-i-1;p++)

for(j=0 ;j<n-p-1;j++)

{

if(b[j]>b[j+1])

{

temp=b[j];

b[j]=b[j+1];

b[j+1]=temp;

}

}

flag=0;

lab:

for(j=0;j<n-i-1;j++)

if(a[i]<b[j])

{

flag=1;

printf("%d ",b[j]);

c[i]=1;

break;

}

if(flag==0)

{

printf("%d ",a[i]);

c[i]=1;

}

}

for(i=0;i<n;i++)

{

if(c[i]==0)

printf("%d ",a[i]);

}

printf("\n");

}

**Output:**

Enter the size of array:

10

Enter the 10 elements of array:

1 3 0 2 -1 8 9 13 12 19

2 8 2 8 8 9 12 19 19 19

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 9:** *Write a program to print all subarrays with zero sum.*

**Description:** *The Programs aims at printing all the subarrays of an array whose sum is 0. It is helpful in finding the powerset of a given set of ‘n’ elements whose sum is 0. It takes an array as an input and prints all the subarrays of it in a new line.*

**Solution:**

#include<stdio.h>

#include<string.h>

char sa[5000][100];

int sai=0;

void print() //print final value of subarrays after removing duplicacy

{

int i,j,k,p,q,flag;

for(i=0;i<sai;i++)

{

for(j=i+1;j<sai;j++)

if(strcmp(sa[i],sa[j])==0)

{

sa[j][0]='\0';

}

}

for(i=0;i<sai;i++)

{

flag=0;

for(j=0;sa[i][j]!='\0';j++)

{

if(sa[i][j]=='\0')

break;

printf("%d ",(int)sa[i][j]-54);

flag=1;

}

if(flag==1)

printf("\n");

}

}

void store(int a[],int n) //store the subarrays whose sum is 0

{

int i;

for(i=0;i<n;i++)

sa[sai][i]=(char)(a[i]+54);

sa[sai][i]='\0';

sai++;

}

int repeat(int a[],int n) //recursive function to find subarrays

{

/\*if((n==1)&&(a[0]==0))

{

store(a,n);

return 0;

}\*/

if(n==1)

return 0;

int i,k,j=0,b[100],sum=0;

for(j=0;j<n;j++)

{

k=0;

for(i=0;i<n;i++)

{

if(i!=j)

b[k++]=a[i];

}

repeat(b,n-1); //recursive call

}

for(i=0;i<n-1;i++)

sum+=b[i];

if(sum==0)

{

store(b,n-1);

return 0;

}

}

int main()

{

int a[1000],n,i,sum=0,j;

printf("Enter the size of array: \n");

scanf("%d",&n);

printf("Enter the %d elements of array: \n",n);

for(i=0;i<n;i++)

scanf("%d",&a[i]); //array input

for(i=0;i<5000;i++)

for(j=0;j<100;j++)

sa[i][j]=3247;

repeat(a,n);

if(sai!=0)

print(); //print subarrays

else

printf("Not possible\n"); //if no subarray is possible

}

**Output:**

Enter the size of array:

7

Enter the 7 elements of array:

-1 1 0 2 -2 3 -4

2 -2

0

0 2 -2

-1 -2 3

-1 0 -2 3

-1 1

-1 1 2 -2

-1 1 0

-1 1 0 2 -2

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 10:** *Take the array which could be divided into two subarrays of equal sum.*

**Description:** *The Programs aims at dividing an array into two subarrays whose sum is equal. It may be helpful in dividing a fair-team-selection out of ‘n’ students whose marks are given, so that each team gets equal amount of talented students. It takes an array as input and prints the two subarrays of equal sum as output if it exists.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

void print(int b[],int c[],int j,int k,int elb,int elc)

{ //function to print

int i;

printf("%d ",elc);

for(i=0;i<j;i++)

{

if(b[i]==elb)

continue;

printf("%d ",b[i]);

}

printf("\nAND\n");

printf("%d ",elb);

for(i=0;i<k;i++)

{

if(c[i]==elc)

continue;

printf("%d ",c[i]);

}

}

int main()

{

int a[1000],b[500],c[500],p,i,j=0,k=0,n,sum1=0,sum2=0,diff,count=0,sh,temp;

time\_t t;

printf("Enter the size of array: \n");

scanf("%d",&n);

printf("Enter the %d elements: \n",n);

for(i=0;i<n;i++) //array input

{

scanf("%d",&a[i]);

if(sum1>=sum2)

{

c[k++]=a[i];

sum2+=a[i];

}

else

{

b[j++]=a[i];

sum1+=a[i];

}

}

diff=sum2-sum1; //diff of 2 subarrays

if(diff==0) //if diff becomes 0

{

for(i=0;i<j;i++)

printf("%d ",b[i]);

printf("\nAND\n");

for(i=0;i<k;i++)

printf("%d ",c[i]);

}

else if(diff%2==0) //if diff is even

{

lab:

for(i=0;i<j;i++)

{

for(p=0;p<k;p++)

{

if(c[p]-b[i]==diff/2)

{

print(b,c,j,k,b[i],c[p]);

return 0;

}

}

}

count++;

if(count>30000)

return 0;

if(count<15000) //rearranging the array randomly

{

srand((unsigned) time(&t));

sh=rand()%j; //random function

temp=b[sh];

b[sh]=b[j-sh];

b[j-sh]=temp;

}

else if(count>=15000)

{

srand((unsigned) time(&t));

sh=rand()%k; //random function

temp=c[sh];

c[sh]=c[k-sh];

c[k-sh]=temp;

}

goto lab;

}

}

**Output:**

Enter the size of array:

10

Enter the 10 elements:

1 2 3 4 0 2 3 1 2 8

8 2 1 2

AND

4 1 3 0 2 3

**===========================================================================**

**Week 3**

**Problem 1:** *Insert a node in the linked list*

*a. At the beginning*

*b. At the end*

*c. At a particular position.*

*Apply switch case for the options.*

**Description:** *The Programs aims at creation of a linked list and inserting nodes in it at runtime. This may prove helpful in managing public records in schools, hospitals, etc. We take a linked list of size ‘n’ as input and give options for inserting a new node in linked list.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k;

struct node \*start,\*ptr,\*temp,\*temp2;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //input initial linked list

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

if(i==1)

start->link=ptr;

else

temp->link=ptr;

temp=ptr;

}

}

while(n) //infinite loop for asking user the options

{

printf("Please Enter your choice: \n");

printf(" press 1 for insertion at beg.: \n");

printf(" Press 2 for insertion at particular position: \n");

printf(" Press 3 for insertion at last.: \n");

printf(" Press 0 to exit the program: \n");

printf(" Press 4 to print existing list\n");

scanf("%d",&n);

if(n==0)

break;

switch(n)

{

case 1: //insert at begin

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

ptr->link=start;

start=ptr;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 2: //insert at kth position

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the position where you want to insert: \n");

scanf("%d",&k);

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

for(i=0;i<k-2;i++)

{

temp=temp->link;

}

temp2=temp->link;

temp->link=ptr;

ptr->link=temp2;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 3: //insert at last

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

while(temp->link!=NULL)

{

temp=temp->link;

}

temp->link=ptr;

ptr->link=NULL;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 4: //print the current list

temp=start;

while(temp!=NULL)

{

printf("%d ",temp->data);

temp=temp->link;

}

printf("\n");

printf("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

}

}

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the data for 7 node:

7

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

1

Enter the data to be inserted:

0

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

4

0 1 2 3 4 5 6 7

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

2

Enter the position where you want to insert:

3

Enter the data to be inserted:

-1

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

4

0 1 -1 2 3 4 5 6 7

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

3

Enter the data to be inserted:

8

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

4

0 1 -1 2 3 4 5 6 7 8

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 2:** *Implement a function to reverse a linked list, and return the head of the reversed list.*

**Description:** *The Programs aims at creating a linked list of n nodes and reversing the linkage if all the nodes thereby reversing the linked list. It proves helpful in finding out palindromic list. We take a linked list as as input and print the reverse of it as output.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k;

struct node \*start,\*start1,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //linked list input

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

if(i==1)

start->link=ptr;

else

temp->link=ptr;

temp=ptr;

}

}

printf("Reversed linked list: \n");

ptr=start;

while(ptr->link!=NULL)

ptr=ptr->link;

start1=ptr;

temp=ptr;

lab2:

ptr=start;

while(ptr->link!=temp) //reversing linked list

{

ptr=ptr->link;

}

temp->link=ptr;

temp=ptr;

if(ptr!=start)

goto lab2;

start->link=NULL;

ptr=start1;

while(ptr!=NULL) //print reversed linked list

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the data for 7 node:

7

Reversed linked list:

7 6 5 4 3 2 1

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 3:**  *Delete an element from particular position.*

**Description:** *The Programs aims at creating a linked list and deleting k’th node from that list. It is useful in deleting those record which are expired or are no longer valid. It takes a linked list as input and provide option for deleting k’th element and prints the updated list as output.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k;

struct node \*start,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //linked list input

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

if(i==1)

start->link=ptr;

else

temp->link=ptr;

temp=ptr;

}

}

while(n)

{

printf("Please Enter your choice: \n");

printf(" Press 1 for deletion at particular position: \n");

printf(" Press 0 to exit the program: \n");

printf(" Press 2 to print existing list\n");

scanf("%d",&n);

if(n==0)

break;

switch(n)

{

case 1: //performing deletion

printf("Enter the position where you want to delete: \n");

scanf("%d",&k);

if(k==1) //primitive case

{

start=start->link;

goto lab;

}

temp=start; //rest of the cases

for(i=0;i<k-2;i++)

{

temp=temp->link;

}

temp2=temp->link;

temp3=temp2->link;

temp->link=temp3;

lab:

printf("Node deleted\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 2:

temp=start; //printing the list

while(temp!=NULL)

{

printf("%d ",temp->data);

temp=temp->link;

}

printf("\n");

printf("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

}

}

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the data for 7 node:

7

Please Enter your choice:

Press 1 for deletion at particular position:

Press 0 to exit the program:

Press 2 to print existing list

1

Enter the position where you want to delete:

1

Node deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

Press 1 for deletion at particular position:

Press 0 to exit the program:

Press 2 to print existing list

2

2 3 4 5 6 7

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

Press 1 for deletion at particular position:

Press 0 to exit the program:

Press 2 to print existing list

1

Enter the position where you want to delete:

6

Node deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

Press 1 for deletion at particular position:

Press 0 to exit the program:

Press 2 to print existing list

2

2 3 4 5 6

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

Press 1 for deletion at particular position:

Press 0 to exit the program:

Press 2 to print existing list

0

**===========================================================================**

**Week 4**

**Problem 1:**  *Insert and delete a node in the doubly linked list.*

**Description:** *The Programs aims at creating a doubly linked list with options to modify the nodes by insertion and deletion at further stage. The advantage of using doubly linked list is that we can traverse in both directions, thus reducing time complexity.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

struct node \*prev;

};

int main()

{

int n=1,i,m,k;

struct node \*start,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //input the linked list

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

ptr->prev=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

ptr->prev=temp;

temp->link=ptr;

temp=ptr;

}

}

while(n) //infinite loop for giving options

{

printf("Please Enter your choice: \n");

printf(" press 1 for insertion at beg.: \n");

printf(" Press 2 for insertion at particular position: \n");

printf(" Press 3 for insertion at last.: \n");

printf(" Press 0 to exit the program: \n");

printf(" Press 4 to print existing list\n");

printf(" Press 5 for deletion at particular position: \n");

scanf("%d",&n);

if(n==0)

break;

switch(n)

{

case 1: //insertion at beg

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

ptr->prev=NULL;

ptr->link=start;

start->prev=ptr;

start=ptr;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 2: //insertion at k

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the position where you want to insert: \n");

scanf("%d",&k);

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

for(i=0;i<k-2;i++)

{

temp=temp->link;

}

temp2=temp->link;

temp->link=ptr;

ptr->prev=temp;

ptr->link=temp2;

temp2->prev=ptr;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 3: //insertion at last

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

while(temp->link!=NULL)

{

temp=temp->link;

}

temp->link=ptr;

ptr->prev=temp;

ptr->link=NULL;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 4: //print the list

temp=start;

while(temp!=NULL)

{

printf("%d ",temp->data);

temp=temp->link;

}

printf("\n");

printf("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 5: //deletion at kth position

printf("Enter the position where you want to delete: \n");

scanf("%d",&k);

if(k==1)

{

start=start->link;

start->prev=NULL;

goto lab;

}

temp=start;

for(i=0;i<k-2;i++)

{

temp=temp->link;

}

temp2=temp->link;

if(temp2->link!=NULL)

{

temp3=temp2->link;

temp->link=temp3;

temp3->prev=temp;

}

else

temp->link=NULL;

temp2->prev=temp2->link=NULL;

lab:

printf("Node deleted\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

default :

printf("Invalid Input\n");

}

}

}

**Output:**

Enter the no. of elements to be created at first

5

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

1

Enter the data to be inserted:

0

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 1 2 3 4 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

2

Enter the position where you want to insert:

3

Enter the data to be inserted:

-1

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 1 -1 2 3 4 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

3

Enter the data to be inserted:

6

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 1 -1 2 3 4 5 6

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

5

Enter the position where you want to delete:

4

Node deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 1 -1 3 4 5 6

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 2:**  *Insert and delete a node in the circular linked list.*

**Description:** *The Programs aims at creating a circular linked list and giving options for modifying the nodes at a later stage. The advantage of circular linked list is that the last node is directly connected to the head node.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k;

struct node \*start,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //linked list input

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

ptr->link=start; //link last node with head

while(n)

{

printf("Please Enter your choice: \n");

printf(" press 1 for insertion at beg.: \n");

printf(" Press 2 for insertion at particular position: \n");

printf(" Press 3 for insertion at last.: \n");

printf(" Press 0 to exit the program: \n");

printf(" Press 4 to print existing list\n");

printf(" Press 5 for deletion at particular position: \n");

scanf("%d",&n);

if(n==0)

break;

switch(n)

{

case 1: //insertion at beg

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

while(temp->link!=start)

temp=temp->link;

ptr->link=start;

start=ptr;

temp->link=start;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 2: //insertion at k

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the position where you want to insert: \n");

scanf("%d",&k);

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

for(i=0;i<k-2;i++)

{

temp=temp->link;

}

temp2=temp->link;

temp->link=ptr;

ptr->link=temp2;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 3: //insertion at last

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data to be inserted: \n");

scanf("%d",&ptr->data);

temp=start;

while(temp->link!=start)

{

temp=temp->link;

}

temp->link=ptr;

ptr->link=start;

printf("Node created\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 4: //print the list

temp=start;

while(1)

{

printf("%d ",temp->data);

temp=temp->link;

if(temp==start)

break;

}

printf("\n");

printf("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

case 5: //deletion at kth

printf("Enter the position where you want to delete: \n");

scanf("%d",&k);

temp=start;

if(k==1)

{

while(temp->link!=start)

temp=temp->link;

start=start->link;

temp->link=start;

goto lab;

}

temp=start;

for(i=0;i<k-2;i++)

{

temp=temp->link;

}

temp2=temp->link;

if(temp2->link!=start)

{

temp3=temp2->link;

temp->link=temp3;

}

else

temp->link=start;

temp2->link=NULL;

lab:

printf("Node deleted\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

break;

default :

printf("Invalid Input\n");

}

}

}

**Output:**

Enter the no. of elements to be created at first

5

Enter the data for 1st node:

10

1st node constructed

Enter the data for 2 node:

20

Enter the data for 3 node:

30

Enter the data for 4 node:

40

Enter the data for 5 node:

50

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

1

Enter the data to be inserted:

0

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 10 20 30 40 50

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

2

Enter the position where you want to insert:

3

Enter the data to be inserted:

15

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 10 15 20 30 40 50

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

3

Enter the data to be inserted:

60

Node created

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 10 15 20 30 40 50 60

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

5

Enter the position where you want to delete:

5

Node deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

4

0 10 15 20 40 50 60

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Please Enter your choice:

press 1 for insertion at beg.:

Press 2 for insertion at particular position:

Press 3 for insertion at last.:

Press 0 to exit the program:

Press 4 to print existing list

Press 5 for deletion at particular position:

0

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Problem 3:** *Find the middle node of the list and delete it.*

**Description:** *The Programs aims at creating linked list of n nodes and deleting its middle node. We will use the most fastest algorithm to find out the middle most element.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k,count=1;

struct node \*start,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++)

{ //linked list input

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

ptr=start;

temp=start;

temp2=start;

while(1)

{ //algo for finding middlemost element

if(ptr->link==NULL)

break;

if(ptr->link->link==NULL)

break;

temp2=temp;

temp=temp->link;

ptr=ptr->link->link;

}

temp2->link=temp->link; //deleting the middle element

temp->link=NULL;

printf("After deleting the Middle elements,The linked list becomes: \n");

ptr=start;

while(ptr!=NULL)

{ //print modified list

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the data for 7 node:

7

After deleting the Middle elements,The linked list becomes:

1 2 3 5 6 7

**==========================================================================**

**Week 5**

**Problem 1:**  *Find the middle element of the circular linked list.*

**Description:** *The Programs aims at creating circular linked list of n nodes and finding its middle node. We will use the most fastest algorithm to find out the middle most element.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int i,m,k;

struct node \*start,\*ptr,\*temp;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //input linked list

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

ptr->link=start; //linking last node with head

ptr=start;

temp=start;

while(1)

{ //algo for mid element

if(ptr->link==start)

break;

if(ptr->link->link==start)

break;

temp=temp->link;

ptr=ptr->link->link;

}

printf("Middle element of the circular linked list is : %d\n",temp->data);

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the data for 7 node:

7

Middle element of the circular linked list is : 4

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 2:** *Find the 2nd last element of the singly linked list.*

**Description:** *The Programs aims at creating a single linked list and finding the 2nd last element of that list in O(n) complexity.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int i,m,k,count=1;

struct node \*start,\*ptr,\*temp;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //input linked list

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

if(m==1) //primitive case

printf("2nd last element not found\n");

else

{

ptr=start;

temp=start->link;

while(temp->link!=NULL) //traverse till last

{

temp=temp->link;

ptr=ptr->link;

} //print 2nd last

printf("2nd last element of the linked list is : %d\n",ptr->data);

}

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the data for 7 node:

7

2nd last element of the linked list is : 6

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 3:** *Add two polynomials using suitable linked list.*

**Description:** *The Programs aims at adding two mathematical polynomial expression as an application of linked list. The coefficients of two terms of same exponents can be added.*

**Solution:**

#include<stdio.h>

#include<malloc.h>

#include<conio.h>

struct link{ //self referencial structure

int coeff;

int pow;

struct link \*next;

};

struct link \*poly1=NULL,\*poly2=NULL,\*poly=NULL;

void create(struct link \*node)

{ //create a polynomial using list

char ch;

do

{

printf("\n enter coeff:");

scanf("%d",&node->coeff);

printf("\n enter power:");

scanf("%d",&node->pow);

node->next=(struct link\*)malloc(sizeof(struct link));

node=node->next;

node->next=NULL;

printf("\n continue(y/n):");

ch=getch();

}

while(ch=='y' || ch=='Y');

}

void show(struct link \*node)

{ //to print a linked list

while(node->next!=NULL)

{

printf("%dx^%d",node->coeff,node->pow);

node=node->next;

if(node->next!=NULL)

printf("+");

}

}

void polyadd(struct link \*poly1,struct link \*poly2,struct link \*poly)

{ //adding two polynomial

while(poly1->next && poly2->next)

{

if(poly1->pow>poly2->pow)

{

poly->pow=poly1->pow;

poly->coeff=poly1->coeff;

poly1=poly1->next;

}

else if(poly1->pow<poly2->pow)

{

poly->pow=poly2->pow;

poly->coeff=poly2->coeff;

poly2=poly2->next;

}

else

{

poly->pow=poly1->pow;

poly->coeff=poly1->coeff+poly2->coeff;

poly1=poly1->next;

poly2=poly2->next;

}

poly->next=(struct link \*)malloc(sizeof(struct link));

poly=poly->next;

poly->next=NULL;

}

while(poly1->next || poly2->next)

{

if(poly1->next)

{

poly->pow=poly1->pow;

poly->coeff=poly1->coeff;

poly1=poly1->next;

}

if(poly2->next)

{

poly->pow=poly2->pow;

poly->coeff=poly2->coeff;

poly2=poly2->next;

}

poly->next=(struct link \*)malloc(sizeof(struct link));

poly=poly->next;

poly->next=NULL;

}

}

main()

{

char ch;

do{

poly1=(struct link \*)malloc(sizeof(struct link));

poly2=(struct link \*)malloc(sizeof(struct link));

poly=(struct link \*)malloc(sizeof(struct link));

printf("\nenter 1st number:");

create(poly1);

printf("\nenter 2nd number:");

create(poly2);

printf("\n1st Number:");

show(poly1);

printf("\n2nd Number:");

show(poly2);

polyadd(poly1,poly2,poly);

printf("\nAdded polynomial:");

show(poly);

printf("\n add two more numbers:");

ch=getch();

}

while(ch=='y' || ch=='Y');

}

**Output:**

enter 1st number:

enter coeff:4

enter power:3

continue(y/n):y

enter coeff:

4

enter power:2

continue(y/n):y

enter coeff:4

enter power:1

continue(y/n):y

enter coeff:4

enter power:0

continue(y/n):n

enter 2nd number:

enter coeff:5

enter power:2

continue(y/n):y

enter coeff:5

enter power:1

continue(y/n):y

enter coeff:5

enter power:0

continue(y/n):n

1st Number:4x^3+4x^2+4x^1+4x^0

2nd Number:5x^2+5x^1+5x^0

Added polynomial:4x^3+9x^2+9x^1+9x^0

add two more numbers:n

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 4:**  *Find out the union and intersection of two list.*

**Description:** *The Programs aims at finding union and intersection of two linked list. It may prove helpful in finding the duplicate elements in combination of two lists. It takes two lists of size ‘m’ and ‘n’ as input and prints their union and intersection.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n,i,m,k,count=1;

struct node \*start1,\*start2,\*ptr,\*temp,\*temp2,\*temp3;

start1=NULL; //head of list1

start2=NULL; //head of list2

printf("Enter the no. of elements to be created in 1st list\n");

scanf("%d",&m);

for(i=0;i<m;i++) //input list1

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start1=ptr;

temp=start1;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

printf("Enter the no. of elements to be created in 2nd list\n");

scanf("%d",&n);

for(i=0;i<n;i++) //input list2

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start2=ptr;

temp=start2;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

ptr=start1;

printf("Union of these 2 list:\n");

while(ptr!=NULL) //finding union

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

ptr=start2;

while(ptr!=NULL)

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

ptr=start1;

printf("Intersection of the 2 lists:\n");

while(ptr!=NULL) //finding intersection

{

temp2=start2;

while(temp2!=NULL)

{

if(temp2->data==ptr->data)

printf("%d ",ptr->data);

temp2=temp2->link;

}

ptr=ptr->link;

}

printf("\n");

return 0;

}

**Output:**

Enter the no. of elements to be created in 1st list

6

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

5

Enter the data for 6 node:

6

Enter the no. of elements to be created in 2nd list

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

0

Enter the data for 3 node:

2

Enter the data for 4 node:

7

Enter the data for 5 node:

8

Enter the data for 6 node:

9

Enter the data for 7 node:

11

Union of these 2 list:

1 2 3 4 5 6 1 0 2 7 8 9 11

Intersection of the 2 lists:

1 2

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 5:** *Find out whether a singly linked list is palindrome or not.*

**Description:** *The Programs aims at finding out whether a linked list is palindrome or not. Palindromes are same even if they are reversed.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k,flag=1;

struct node \*start,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //input linked list

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

temp=ptr=start;

if(m==1) //primitive case

{

printf("Palindromic list\n");

return 0;

}

while(ptr->link!=NULL)

ptr=ptr->link;

while(temp!=NULL) //palindrome checking

{

if(temp->data!=ptr->data)

{

flag=0;

break;

}

if((temp->link==ptr)||(temp==ptr))

break;

temp2=start;

while(temp2->link!=ptr)

temp2=temp2->link;

ptr=temp2;

temp=temp->link;

}

if(flag==0) //printing message

printf("Not a palindromic list\n");

else

printf("Palidromic list\n");

return 0;

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

2

Enter the data for 3 node:

3

Enter the data for 4 node:

4

Enter the data for 5 node:

3

Enter the data for 6 node:

2

Enter the data for 7 node:

1

Palindromic list

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Problem 6:** *Write a program to remove duplicate nodes from a linked list.*

**Description:** *The Programs aims at removing duplicates nodes from a linked list. It may prove helpful in cleaning records from reduntant and useless data such as duplicates of data items which are already present. It takes a list as input and prints the modified list as output.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int main()

{

int n=1,i,m,k,count=1;

struct node \*start,\*ptr,\*temp,\*temp2,\*temp3;

start=NULL;

printf("Enter the no. of elements to be created at first\n");

scanf("%d",&m);

for(i=0;i<m;i++) //linked list input

{

if(i==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

temp=start;

printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

temp->link=ptr;

temp=ptr;

}

}

ptr=start;

printf("Before removing duplicates:\n");

while(ptr!=NULL) //show linked list

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

if(m==1) //primitive case

{

printf("After removing duplicates: \n %d\n",start->data);

return 0;

}

ptr=start;

while(ptr!=NULL) //algo for duplicacy removal

{

temp=ptr->link;

while(temp!=NULL)

{

if(ptr->data==temp->data)

{

temp2=ptr;

while(temp2->link!=temp)

temp2=temp2->link;

temp2->link=temp->link;

temp3=temp->link;

temp->link=NULL;

temp=temp3;

}

else

temp=temp->link;

}

ptr=ptr->link;

}

ptr=start;

printf("After removing duplicates:\n");

while(ptr!=NULL) //modified list

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

return 0;

}

**Output:**

Enter the no. of elements to be created at first

7

Enter the data for 1st node:

1

1st node constructed

Enter the data for 2 node:

1

Enter the data for 3 node:

2

Enter the data for 4 node:

2

Enter the data for 5 node:

3

Enter the data for 6 node:

2

Enter the data for 7 node:

3

Before removing duplicates:

1 1 2 2 3 2 3

After removing duplicates:

1 2 3

**==========================================================================**

**Week 6**

**Problem Statement:**

*Create Function for each question. And call it using switch case.(eg: case1: Q1) .*

*Presentation matters.*

*1. Implement PUSH() in stack using array*

*2. Implement POP() from the stack using array.*

*3. Implement HeadRecursion() and TailRecursion().*

*4. Implement Infix2Postfix() function which will convert an infix expression to postfix.*

*5. Implement Print(), which will print all the above functions.*

**Description:** *The Programs aims at implementing stack, recursion and infix to postfix evaluation.*

*STACK: Expression evaluation and syntax parsing. Calculators employing reverse Polish notation use a* ***stack*** *structure to hold values. Expressions can be represented in prefix, postfix or infix notations and conversion from one form to another may be accomplished using a* ***stack****.*

*RECURSION:* ***Recursion*** *is a programming technique in which a method makes a call to itself to solve a particular problem. Such methods are called* ***recursive****.* ***Recursion*** *is a programming technique whose correct usage leads to elegant solutions to certain problems like Tower Of Hanoi etc.*

*NOTATIONS (POSTFIX):* ***Postfix*** *notation, also known as RPN, is very easy to process left-to-right. An operand is pushed onto a stack; an operator pops its operand(s) from the stack and pushes the result. Little or no parsing is necessary.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

int top=-1,\*st,n;

int push() //function to push into stack

{

top++;

if(top==n)

{

printf("Overflow of stack.\n");

top--;

return 0;

}

printf("Enter the element you want to push\n");

scanf("%d",&st[top]);

return 0;

}

int pop() //function to pop out of stack

{

if(top==-1)

{

printf("Underflow of stack\n");

return 0;

}

printf("%d is popped out of stack\n",st[top]);

top--;

return 0;

}

int print() //function to print stack

{

int i;

if(top==-1)

{

printf("Underflow of stack. | Stack is empty\n");

return 0;

}

printf("\n\nCurrent status of stack:\n");

for(i=0;i<=top;i++)

printf("%d ",st[i]);

printf("\n");

return 0;

}

int sumhead(int n) //head recursion

{

int sum;

if (n!=0)

{

printf("+%d",n);

sum=n+sumhead(n-1); // sum() function calls itself

}

else

{

printf("=");

return n;

}

return sum;

}

int sumtail(int n) //tail recursion

{

int sum;

if (n!=0)

{

sum=n+sumtail(n-1); // sum() function calls itself

if(n==1) printf("%d",n);

else printf("+%d",n);

}

else

{

return n;

}

return sum;

}

int infix2postfix() //function for infix to postfix

{

char a[1000][10],stack[1000],c[1000],d;

int b[1000],i,j=0,p=0,len,t=-1;

printf("Enter an infix expression (USE $ TO TERMINATE):\n");

for(i=0; ;i++)

{

scanf("%s",a[i]);

if(a[i][0]=='$')

break;

}

a[i][0]='\0';

len=i;

i=0;

while(a[i][0]!='\0') //various cases for infix to postfix

{

if((a[i][0]=='\*')||(a[i][0]=='/')||(a[i][0]=='%')||(a[i][0]=='+')||(a[i][0]=='-')||(a[i][0]=='(')||(a[i][0]==')')||(a[i][0]=='^'))

{

if(t==-1)

{

t++;

stack[t]=a[i][0];

}

else if(((stack[t]=='(')||(a[i][0]=='('))&&(a[i][0]!=')'))

{

t++;

stack[t]=a[i][0];

}

else if((stack[t]=='^')&&(a[i][0]=='^'))

{

printf("%c ",stack[t]);

t--;

t++;

stack[t]=a[i][0];

}

else if((a[i][0]=='^')&&(stack[t]!='^'))

{

t++;

stack[t]=a[i][0];

}

else if((stack[t]=='^')&&(a[i][0]!=')'))

{

printf("%c ",stack[t]);

t--;

if(t>-1)

if(((a[i][0]=='-')||(a[i][0]=='+'))&&(stack[t]!='('))

{

printf("%c ",stack[t]);

t--;

if(t>-1)

if((stack[t]=='-')||(stack[t]=='+'))

{

printf("%c ",stack[t]);

t--;

}

}

if(t>-1)

if(((a[i][0]=='/')||(a[i][0]=='\*')||(a[i][0]=='%'))&&((stack[t]=='/')||(stack[t]=='\*')||(stack[t]=='%')))

{

printf("%c ",stack[t]);

t--;

}

t++;

stack[t]=a[i][0];

}

else if(((stack[t]=='-')||(stack[t]=='+'))&&((a[i][0]=='%')||(a[i][0]=='\*')||(a[i][0]=='/')||(a[i][0]=='^')))

{

t++;

stack[t]=a[i][0];

}

else if(((stack[t]=='%')||(stack[t]=='/')||(stack[t]=='\*')||(a[i][0]=='^'))&&(a[i][0]!=')')&&(a[i][0]!='^'))

{

printf("%c ",stack[t]);

t--;

j=t;

if((a[i][0]=='+') || (a[i][0]=='-'))

if((stack[j]=='+') || (stack[j]=='-'))

while((stack[j]=='+')||(stack[j]=='-'))

{

printf("%c ",stack[j]);

j--;

if(j=-1)

break;

}

t=j;

t++;

stack[t]=a[i][0];

}

else if(((stack[t]=='-')||(stack[t]=='+'))&&((a[i][0]=='-')||(a[i][0]=='+')))

{

printf("%c ",stack[t]);

t--;

t++;

stack[t]=a[i][0];

}

else if(a[i][0]==')')

{

j=t;

while(stack[j]!='(')

{

printf("%c ",stack[j]);

j--;

}

t=j;

t--;

}

}

else

printf("%s ",a[i]);

i++;

}

printf(" ");

while(t!=-1)

{

printf("%c ",stack[t]);

t--;

}

printf("\n\n");

return 0;

}

int main() //driver function

{

int i,j,x;

printf("First Create a Stack. | Enter Size of stack to be created.\n");

scanf("%d",&n);

st=(int\*)malloc(n\*sizeof(int));

printf("Stack of size %d has been created. | Now use the functions below.\n",n);

while(1) //infinite loop for user interaction

{

printf("\n\n---------------------------------------------------------\n");

printf("ENTER 1: To push() element into stack\n");

printf("ENTER 2: To pop() element out of stack\n");

printf("ENTER 3: To implement headrecursion() and tailrecursion()\n");

printf("ENTER 4: To convert infix expression to postfix.| infix2postfix()\n");

printf("ENTER 5: To print() the status of STACK\n");

printf("ENTER 6: To exit the program\n");

printf("\n---------------------------------------------------------\n\n");

scanf("%d",&x);

switch(x)

{

case 1: push(); break;

case 2: pop(); break;

case 3: printf("Sum of natural numbers till n will be implemented by tail and head recursion\n");

printf("Please enter value of n\n");

scanf("%d",&i);

printf("Result through head recursion:\n");

printf("%d\n",sumhead(i));

printf("\n\nResult through tail recursion:\n");

printf("=%d\n",sumtail(i));

break;

case 4: infix2postfix(); break;

case 5: print(); break;

case 6: return 0; break;

default: printf("Wrong input\n"); break;

}

}

}

**Output:**

First Create a Stack. | Enter Size of stack to be created.

3

Stack of size 3 has been created. | Now use the functions below.

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

1

Enter the element you want to push

1

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

1

Enter the element you want to push

2

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

1

Enter the element you want to push

3

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

1

Overflow of stack.

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

5

Current status of stack:

1 2 3

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

2

3 is popped out of stack

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

2

2 is popped out of stack

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

2

1 is popped out of stack

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

2

Underflow of stack

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

3

Sum of natural numbers till n will be implemented by tail and head recursion

Please enter value of n

7

Result through head recursion:

+7+6+5+4+3+2+1=28

Result through tail recursion:

1+2+3+4+5+6+7=28

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

4

Enter an infix expression (USE $ TO TERMINATE):

a + b - ( c + d ) / 2 - 98 % 7 $

a b + c d + 2 / - 98 7 % -

---------------------------------------------------------

ENTER 1: To push() element into stack

ENTER 2: To pop() element out of stack

ENTER 3: To implement headrecursion() and tailrecursion()

ENTER 4: To convert infix expression to postfix.| infix2postfix()

ENTER 5: To print() the status of STACK

ENTER 6: To exit the program

---------------------------------------------------------

6

**==========================================================================**

**Week 7**

**Problem Statement:**

*Create Function for each question. And call it using switch case.(eg: case 1 : Q1) .*

*Presentation matters.*

*1. Implement SortStack() using recursion.*

*2. Print a function(name of your choice) for printing a pattern without using any loop.*

*3. Implement Infix2Prefix() function which will convert an infix expression to prefix.*

*4. Implement stack’s operation Push() using linked list.*

*Call of the every functions will be given into the Print() function.*

**Description:** *The Programs aims at implementing sortstack , recursion, infix to prefix, and stack using linked list.*

*STACK: Expression evaluation and syntax parsing. Calculators employing reverse Polish notation use a* ***stack*** *structure to hold values. Expressions can be represented in prefix, postfix or infix notations and conversion from one form to another may be accomplished using a* ***stack****.*

*RECURSION:* ***Recursion*** *is a programming technique in which a method makes a call to itself to solve a particular problem. Such methods are called* ***recursive****.* ***Recursion*** *is a programming technique whose correct usage leads to elegant solutions to certain problems like Tower Of Hanoi etc.*

*NOTATION (PREFIX): In prefix the operator comes before both the operand. Prefix notation is nearly as easy to process; it's used in Lisp*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

struct node //self referencial structure

{

int data;

struct node \*link;

};

int ssort() //function to sort a stack

{

int n=1,i,m,k=0,x,swap;

struct node \*start,\*ptr,\*temp,\*temp2;

start=NULL;

printf("Enter the size of stack to be created\n");

scanf("%d",&m);

while(1)

{

printf("\nEnter 1 to push()\n");

printf("Enter 2 to print current status of stack\n");

printf("Enter 3 to exit stack function\n");

printf("Enter 4 to sort the stack at current\n");

scanf("%d",&n);

if(n==3)

return 0;

switch(n)

{

case 1: printf("Enter data to push into stack\n");

scanf("%d",&x);

if(k>=m)

{

printf("WARNING!!!: Stack Overflow\n");

break;

}

else if(k==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

start=ptr;

start->data=x;

start->link=NULL;

temp=start;

k++;

}

else

{

ptr=(struct node\*)malloc(sizeof(struct node));

ptr->data=x;

ptr->link=temp;

temp=ptr;

k++;

}

break;

case 2: ptr=temp;

printf("CURRENT STACK: ");

while(ptr!=NULL)

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

break;

case 4: ptr =temp;

temp2=temp;

while(ptr!=NULL)

{

temp2=temp;

while(temp2->link!=NULL)

{

if(temp2->data>temp2->link->data)

{

swap=temp2->data;

temp2->data=temp2->link->data;

temp2->link->data=swap;

}

temp2=temp2->link;

}

ptr=ptr->link;

}

printf("STACK is sorted. You may check by printing the current stack.\n");

break;

default:

printf("WARNING: Wrong Input\n");

break;

}

}

return 0;

}

int llist() //function to implement stack in linked list

{

int n=1,i,m,k=0,x;

struct node \*start,\*ptr,\*temp,\*temp2;

start=NULL;

printf("Enter the size of stack to be created\n");

scanf("%d",&m);

while(1)

{

printf("\nEnter 1 to push()\n");

printf("Enter 2 to print current status of stack\n");

printf("Enter 3 to exit stack function\n");

scanf("%d",&n);

if(n==3)

return 0;

switch(n)

{

case 1: printf("Enter data to push into stack\n");

scanf("%d",&x);

if(k>=m)

{

printf("WARNING!!!: Stack Overflow\n");

break;

}

else if(k==0)

{

ptr=(struct node\*)malloc(sizeof(struct node));

start=ptr;

start->data=x;

start->link=NULL;

temp=start;

k++;

}

else

{

ptr=(struct node\*)malloc(sizeof(struct node));

ptr->data=x;

ptr->link=temp;

temp=ptr;

k++;

}

break;

case 2: ptr=temp;

while(ptr!=NULL)

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

break;

default:

printf("WARNING!!!: Wrong Input\n");

break;

}

}

return 0;

}

int recur(int k) //function to recurse

{

if(k==0)

return 0;

else

{

printf("\*");

recur(k-1);

}

return 0;

}

int pattern(int n) //function to print pattern using recursion

{

if(n==0)

return 0;

else

{

recur(n);

printf("\n");

pattern(n-1);

}

return 0;

}

int infix2prefix() //function to convert infix to prefix

{

char a[1000][10],stack[1000],c[1000][10],d,e[1000][10],temp[100];

int b[1000],i,j=0,p=0,len,t=-1,k=0;

printf("Enter an infix expression (USE $ TO TERMINATE):\n");

for(i=0; ;i++)

{

scanf("%s",a[i]);

if(a[i][0]=='$')

break;

}

a[i][0]='\0';

len=i;

for(i=0;i<len;i++)

strcpy(c[i],a[len-i-1]);

c[len][0]='\0';

for(i=0;i<len;i++)

{

if(c[i][0]=='(')

c[i][0]=')';

else if(c[i][0]==')')

c[i][0]='(';

}

i=0;

while(c[i][0]!='\0') //various cases for infix to prefix

{

if((c[i][0]=='\*')||(c[i][0]=='/')||(c[i][0]=='%')||(c[i][0]=='+')||(c[i][0]=='-')||(c[i][0]=='(')||(c[i][0]==')')||(c[i][0]=='^'))

{

if(t==-1)

{

t++;

stack[t]=c[i][0];

}

else if(((stack[t]=='(')||(c[i][0]=='('))&&(c[i][0]!=')'))

{

t++;

stack[t]=c[i][0];

}

else if((stack[t]=='^')&&(c[i][0]=='^'))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

t++;

stack[t]=c[i][0];

}

else if((c[i][0]=='^')&&(stack[t]!='^'))

{

t++;

stack[t]=c[i][0];

}

else if((stack[t]=='^')&&(c[i][0]!=')'))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

if(t>-1)

if(((c[i][0]=='-')||(c[i][0]=='+'))&&(stack[t]!='('))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

if(t>-1)

if((stack[t]=='-')||(stack[t]=='+'))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

}

}

if(t>-1)

if(((c[i][0]=='/')||(c[i][0]=='\*')||(c[i][0]=='%'))&&((stack[t]=='/')||(stack[t]=='\*')||(stack[t]=='%')))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

}

t++;

stack[t]=c[i][0];

}

else if(((stack[t]=='-')||(stack[t]=='+'))&&((c[i][0]=='%')||(c[i][0]=='\*')||(c[i][0]=='/')||(c[i][0]=='^')))

{

t++;

stack[t]=c[i][0];

}

else if(((stack[t]=='%')||(stack[t]=='/')||(stack[t]=='\*')||(c[i][0]=='^'))&&(c[i][0]!=')')&&(c[i][0]!='^'))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

j=t;

if((c[i][0]=='+') || (c[i][0]=='-'))

if((stack[j]=='+') || (stack[j]=='-'))

while((stack[j]=='+')||(stack[j]=='-'))

{

e[k][0]=stack[j];

e[k++][1]='\0';

j--;

if(j=-1)

break;

}

t=j;

t++;

stack[t]=c[i][0];

}

else if(((stack[t]=='-')||(stack[t]=='+'))&&((c[i][0]=='-')||(c[i][0]=='+')))

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

t++;

stack[t]=c[i][0];

}

else if(c[i][0]==')')

{

j=t;

while(stack[j]!='(')

{

e[k][0]=stack[j];

e[k++][1]='\0';

j--;

}

t=j;

t--;

}

}

else

strcpy(e[k++],c[i]);

i++;

}

printf(" ");

while(t!=-1)

{

e[k][0]=stack[t];

e[k++][1]='\0';

t--;

}

for(i=k-1;i>=0;i--)

printf("%s ",e[i]); //print the prefix

printf("\n\n");

return 0;

}

int main() //driver function

{

int x,n,i,j;

while(1)

{

printf("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

printf("Enter 1 for sortstack()\n");

printf("Enter 2 for printing a pattern without using loop\n");

printf("Enter 3 for Inorder() Traversal\n");

printf("Enter 4 for infix to prefix conversion\n");

printf("Enter 5 for PUSH() using linked list\n");

printf("Enter 6 to exit() program\n");

printf("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

scanf("%d",&x);

if(x==6)

return 0;

switch(x)

{

case 1: ssort();

break;

case 2: printf("Enter an integer\n");

scanf("%d",&n);

pattern(n);

break;

case 5: llist();

break;

case 4: infix2prefix();

break;

default: printf("WARNING!!!: Invalid Input\n");

break;

}

}

}

**Output:**

Enter 1 for sortstack()

Enter 2 for printing a pattern without using loo

Enter 3 for Inorder() Traversal

Enter 4 for infix to prefix conversion

Enter 5 for PUSH() using linked list

Enter 6 to exit() program

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1

Enter the size of stack to be created

5

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

1

Enter data to push into stack

3

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

1

Enter data to push into stack

1

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

1

Enter data to push into stack

2

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

1

Enter data to push into stack

5

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

1

Enter data to push into stack

4

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

1

Enter data to push into stack

7

WARNING!!!: Stack Overflow

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

2

CURRENT STACK: 4 5 2 1 3

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

4

STACK is sorted. You may check by printing the current stack.

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

2

CURRENT STACK: 1 2 3 4 5

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

Enter 4 to sort the stack at current

3

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter 1 for sortstack()

Enter 2 for printing a pattern without using loop

Enter 3 for Inorder() Traversal

Enter 4 for infix to prefix conversion

Enter 5 for PUSH() using linked list

Enter 6 to exit() program

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

2

Enter an integer

9

\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*

\*\*\*

\*\*

\*

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter 1 for sortstack()

Enter 2 for printing a pattern without using loop

Enter 3 for Inorder() Traversal

Enter 4 for infix to prefix conversion

Enter 5 for PUSH() using linked list

Enter 6 to exit() program

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

4

Enter an infix expression (USE $ TO TERMINATE):

a / b + c - ( d - e ) % 10 $

+ / a b - c % - d e 10

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter 1 for sortstack()

Enter 2 for printing a pattern without using loop

Enter 3 for Inorder() Traversal

Enter 4 for infix to prefix conversion

Enter 5 for PUSH() using linked list

Enter 6 to exit() program

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

5

Enter the size of stack to be created

6

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

1

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

2

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

3

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

4

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

5

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

6

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

1

Enter data to push into stack

7

WARNING!!!: Stack Overflow

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

2

6 5 4 3 2 1

Enter 1 to push()

Enter 2 to print current status of stack

Enter 3 to exit stack function

3

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter 1 for sortstack()

Enter 2 for printing a pattern without using loop

Enter 3 for Inorder() Traversal

Enter 4 for infix to prefix conversion

Enter 5 for PUSH() using linked list

Enter 6 to exit() program

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

6

**==========================================================================**

**Week 8**

**Problem Statement:**

*Create Function for each question. And call it using switch case.(eg: case 1: Q1) .*

*Presentation matters.*

*1. Implement enqueue() function using array which will insert values in the queue.*

*2. Implement dequeue() function using linked list which will delete values from queue.*

*3. Implement Isfull() function, which will inform the user if queue is full.*

*4. Implement Isempty() function, which will inform the user if queue is empty.*

*5. Implement Print(), in which call of every function will be given.*

**Description:** *The Programs aims at implementation of queue.*

*QUEUE:* [***Queue***](http://en.wikipedia.org/wiki/Queue_%28data_structure%29)*is used when things don’t have to be processed immediately, but have to be processed in* ***F****irst* ***I****n* ***F****irst* ***O****ut order like* [***Breadth First Search***](http://en.wikipedia.org/wiki/Breadth-first_search)*. This property of Queue makes it also useful in following kind of scenarios.*

***1)*** *When a resource is shared among multiple consumers. Examples include CPU scheduling, Disk Scheduling.*

***2)*** *When data is transferred asynchronously (data not necessarily received at same rate as sent) between two processes. Examples include IO Buffers, pipes, file IO, etc.*

**Solution:**

#include<stdio.h>

#include<stdlib.h>

struct node //self referencial structure

{

int data;

struct node \*next;

};

int arrisfull(int rear,int x,int det) //to check if queue is full

{

if(rear==x-1)

{

printf("\tQueue is Full\n");

return 0;

}

else if(det==0)

{

if(rear!=-2)

printf("\tQueue is not Full\n");

else

printf("\tQueue is not Full. But also it cannot accomodate more as LIMIT has REACHED!\n");

return 1;

}

return 1;

}

int arrisempty(int front,int rear,int det) //to check if queue is empty

{

if(front<0 || front>rear)

{

printf("\tQueue is empty\n");

return 0;

}

else if(det==0)

{

printf("\tQueue is not empty\n");

return 1;

}

return 1;

}

int arrenq(int \*rear,int \*front,int \*ptr,int x,int y) //insertion in queue

{

if(arrisfull(\*rear,x,1)==0)

return 0;

if(\*rear==-2)

{

printf("\tCannot insert more. LIMIT REACHED\n");

return 0;

}

\*rear+=1;

ptr[\*rear]=y;

if(\*front==-1)

\*front=0;

}

int arrdeq(int \*rear,int \*front,int \*ptr,int x) //to delete from queue

{

if(arrisempty(\*front,\*rear,1)==0)

return 0;

printf("\t%d is deleted\n",ptr[\*front]);

\*front+=1;

if(\*front==x)

\*rear=-2;

}

int qarray(int x) //implementation of queue in array

{

int i,j,n,y,\*ptr,rear=-1,front=-1;

ptr=(int\*)malloc(x\*sizeof(int));

while(1)

{

printf("\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

printf("\tENTER 1 : For insertion in queue\n");

printf("\tENTER 2 : For deletion from queue\n");

printf("\tENTER 3 : For calling Isempty()\n");

printf("\tENTER 4 : For calling Isfull()\n");

printf("\tENTER 5 : To jump to MAIN MENU\n");

printf("\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n\n");

printf("\tEnter your choice--> ");

scanf("%d",&n);

if(n==5)

return 0;

switch(n)

{

case 1 : printf("\tEnter the data to be inserted--> ");

scanf("%d",&y);

arrenq(&rear,&front,ptr,x,y);

break;

case 2 : arrdeq(&rear,&front,ptr,x);

break;

case 3 : arrisempty(front,rear,0);

break;

case 4 : arrisfull(rear,x,0);

break;

default : printf("\tWrong Input\n");

break;

}

}

}

struct node \*ptr,\*head,\*rear,\*front,\*temp;

int flag=0;

int listisfull(int ri,int x) //to check if queue list is full

{

if(ri==x-1)

{

printf("\tQueue is Full\n");

return 0;

}

else

{

if(ri!=-2)

printf("\tQueue is not Full\n");

else

printf("\tQueue is not Full. But also it cannot accomodate more as LIMIT has REACHED!\n");

return 1;

}

return 1;

}

int listisempty(int fi,int ri) //to check if queue list is empty

{

if(fi<0 || fi>ri)

{

printf("\tQueue is empty\n");

return 0;

}

else

{

printf("\tQueue is not empty\n");

return 1;

}

return 1;

}

int listenq(int \*ri,int \*fi,int x,int y) //insertion in queue list

{

if(\*ri==x-1)

{

printf("\tQueue is Full\n");

return 0;

}

if(\*ri==-2)

{

printf("\tCannot insert more. LIMIT REACHED\n");

return 0;

}

if(rear==NULL)

{

rear=ptr;

rear->data=y;

rear->next=NULL;

\*ri+=1;

\*fi+=1;

front=rear;

}

else if(rear!=NULL)

{

ptr=(struct node\*)malloc(sizeof(struct node));

rear->next=ptr;

rear=ptr;

rear->data=y;

rear->next=NULL;

\*ri+=1;

if(flag==1)

{

temp=rear;

flag=0;

}

}

}

int listdeq(int \*ri,int \*fi,int x) //deletion from queue list

{

struct node \*ptr1;

if(\*fi<0 || \*fi>\*ri)

{

printf("\tQueue is empty\n");

return 0;

}

if(front==NULL)

{

front=temp;

}

printf("\t%d is deleted\n",front->data);

ptr1=front;

if(front!=rear)

front=front->next;

else

{

flag=1;

front=NULL;

}

\*fi+=1;

ptr1->next=NULL;

if(\*fi==x)

{

\*ri=-2;

}

}

int qlist(int x) //implementation of queue using linked list

{

int i,j,n,y,ri=-1,fi=-1;

ptr=(struct node\*)malloc(sizeof(struct node));

head=ptr;

rear=front=NULL;

while(1)

{

printf("\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

printf("\tENTER 1 : For insertion in queue\n");

printf("\tENTER 2 : For deletion from queue\n");

printf("\tENTER 3 : For calling Isempty()\n");

printf("\tENTER 4 : For calling Isfull()\n");

printf("\tENTER 5 : To jump to MAIN MENU\n");

printf("\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n\n");

printf("\tEnter your choice--> ");

scanf("%d",&n);

if(n==5)

return 0;

switch(n)

{

case 1 : printf("\tEnter the data to be inserted--> ");

scanf("%d",&y);

listenq(&ri,&fi,x,y);

//printf("%d\n",rear->data);

break;

case 2 : listdeq(&ri,&fi,x);

break;

case 3 : listisempty(fi,ri);

break;

case 4 : listisfull(ri,x);

break;

default : printf("\tWrong Input\n");

break;

}

}

}

int main() //driver function

{

int n,x,i,j;

while(1)

{

printf("\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

printf("ENTER 1 : For implementing queue using array\n");

printf("ENTER 2 : For implementing queue using linked list\n");

printf("ENTER 3 : To terminate the program\n");

printf("[Isfull() and Isempty() are implemented inside 1 & 2]\n\n");

printf("\n\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n");

printf("Your Choice--> ");

scanf("%d",&n);

if(n==3)

break;

switch(n)

{

case 1 : printf("Enter the size of Queue to implement:\n");

scanf("%d",&x);

qarray(x);

break;

case 2 : printf("Enter the size of Queue to implement:\n");

scanf("%d",&x);

qlist(x);

break;

default : printf("Wrong Input\n");

break;

}

}

}

**Output:**

**[Using linked list]**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For implementing queue using array

ENTER 2 : For implementing queue using linked list

ENTER 3 : To terminate the program

[Isfull() and Isempty() are implemented inside 1 & 2]

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Your Choice--> 2

Enter the size of Queue to implement:

5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 3

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 4

Queue is not Full

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 1

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 2

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 3

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 4

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 6

Queue is Full

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 3

Queue is not empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 4

Queue is Full

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

1 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

2 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

3 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

4 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

5 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 3

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 4

Queue is not Full. But also it cannot accomodate more as LIMIT has REACH

ED!

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For implementing queue using array

ENTER 2 : For implementing queue using linked list

ENTER 3 : To terminate the program

[Isfull() and Isempty() are implemented inside 1 & 2]

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Your Choice--> 3

**[Using Array]**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For implementing queue using array

ENTER 2 : For implementing queue using linked list

ENTER 3 : To terminate the program

[Isfull() and Isempty() are implemented inside 1 & 2]

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Your Choice--> 1

Enter the size of Queue to implement:

5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 3

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 4

Queue is not Full

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 1

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 2

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 3

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 4

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 1

Enter the data to be inserted--> 6

Queue is Full

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 3

Queue is not empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 4

Queue is Full

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

1 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

2 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

3 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

4 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

5 is deleted

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 2

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 3

Queue is empty

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 4

Queue is not Full. But also it cannot accomodate more as LIMIT has REACH

ED!

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For insertion in queue

ENTER 2 : For deletion from queue

ENTER 3 : For calling Isempty()

ENTER 4 : For calling Isfull()

ENTER 5 : To jump to MAIN MENU

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Enter your choice--> 5

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

ENTER 1 : For implementing queue using array

ENTER 2 : For implementing queue using linked list

ENTER 3 : To terminate the program

[Isfull() and Isempty() are implemented inside 1 & 2]

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Your Choice--> 3

**==========================================================================**

**MID TERM Evaluation Problem**

**Problem Statement:**  *Given an array of size ‘n’ and an integer ‘k’, first divide the array into two halves and then print both the subarrays after reversing the first ‘k’ values of each subarray. One should not use extra array to do this task.*

**Solution:**

#include<stdio.h>

int main()

{

FILE \*fp;

int n,i,a[1000],k,mid,temp;

fp=fopen("input.txt","r"); //*input from file*

printf("Enter size of array: ");

scanf("%d",&n);

for(i=0;i<n;i++)

fscanf(fp,"%d",&a[i]);

printf("Given array:\n");

for(i=0;i<n;i++)

printf("%d ",a[i]);

printf("\n");

lab:

printf("Enter value of k: ");

scanf("%d",&k);

if(n%2==0)

mid=n/2;

else

mid=(n+1)/2;

if(k>mid && n%2==0) //error handling

{

printf("ERROR!!! Value of k cant exceed %d in this case\nAgain Enter value of k\n",mid);

goto lab;

}

if(k>mid-1 && n%2==1) //error handling for odd case

{

printf("ERROR!!! Value of k cant exceed %d in this case\nAgain Enter value of k\n",mid);

goto lab;

}

for(i=0;i<k/2;i++)

{

temp=a[i];

a[i]=a[k-i-1];

a[k-i-1]=temp;

}

for(i=0;i<0+k/2;i++)

{

temp=a[mid+i];

a[mid+i]=a[mid+k-i-1];

a[mid+k-i-1]=temp;

}

printf("First Subarray:\n");

for(i=0;i<mid;i++)

printf("%d ",a[i]);

printf("\nSecond Subarray:\n");

for(i=mid;i<n;i++)

printf("%d ",a[i]);

printf("\n");

fclose(fp); *//closing file*

}

**Output:**

Enter size of array: 12

Given array:

12 13 14 15 16 17 18 19 20 21 22 23

Enter value of k: 6

First Subarray:

17 16 15 14 13 12

Second Subarray:

23 22 21 20 19 18

**WEEK 9**

**Problem Statement:** *1. Implement preorder\_traversal() function using linked list which will traverse a tree in root first, left node second and right node in the last sequence.*

*2. Implement inorder\_traversal() function using linked list which will traverse a tree in left first, root node second and right node in the last, sequence.*

*3. Implement postorder\_traversal() function, using linked list which will traverse a tree in left first, root node second and right node in the last sequence.*

*4. In a classroom there are N students sitting in the class, and M students are standing out of the class. When everyone students enters he has given K(1,2,3..) cards. When a student enters to the class he wishes to be seated with that student which has same number of cards. Help the student getting his exact seat and denote it with “Yes” or “No”*

*Input Output*

*1,2,3,7,8 NO*

*1,2,3,7,8,3 Yes*

**Description:** *This program focuses on the ways of doing depth traversals on trees, which are namely Preorder, Postorder and Inorder. These traversals are used in different purposes, like if a parse tree of a formula is given then preorder traversal of that parse tree will give prefix expression and postorder traversal will give postfix notation of that formula. This program also describes solving a real life class/student problem using linked lists and algorithms for deletion, insertion of nodes in a singly linked list.*

#### ***Pre-order****:*

![](data:image/png;base64,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)

*Pre-order: F, B, A, D, C, E, G, I, H.*

1. *Check if the current node is empty / null*
2. *Display the data part of the root (or current node).*
3. *Traverse the left subtree by recursively calling the pre-order function.*
4. *Traverse the right subtree by recursively calling the pre-order function.*

#### ***In-order****:*
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*In-order: A, B, C, D, E, F, G, H, I.*

1. *Check if the current node is empty / null*
2. *Traverse the left subtree by recursively calling the in-order function.*
3. *Display the data part of the root (or current node).*
4. *Traverse the right subtree by recursively calling the in-order function.*

*In a* [*search tree*](https://en.wikipedia.org/wiki/Search_tree)*, in-order traversal retrieves data in sorted order.*

#### ***Post-order****:*
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*Post-order: A, C, E, D, B, H, I, G, F.*

1. *Check if the current node is empty / null*
2. *Traverse the left subtree by recursively calling the post-order function.*
3. *Traverse the right subtree by recursively calling the post-order function.*
4. *Display the data part of the root (or current node).*

**Solution:**

#include <stdio.h>

#include <stdlib.h>

struct node //node for tree

{

int data;

struct node\* left;

struct node\* right;

};

struct node1 //node for class-student problem

{

int data;

struct node \*link;

};

/\* Helper function that allocates a new node \*/

struct node\* newNode(int data)

{

struct node\* node = (struct node\*)malloc(sizeof(struct node));

node->data = data;

node->left = NULL;

node->right = NULL;

return(node);

}

/\* Given a binary tree, print postorder traversal. \*/

void printPostorder(struct node\* node)

{

if (node == NULL)

return;

printPostorder(node->left);

printPostorder(node->right);

printf("%d ", node->data);

}

/\* Given a binary tree, print its nodes in inorder\*/

void printInorder(struct node\* node)

{

if (node == NULL)

return;

printInorder(node->left);

printf("%d ", node->data);

printInorder(node->right);

}

/\* Given a binary tree, print its nodes in preorder\*/

void printPreorder(struct node\* node)

{

if (node == NULL)

return;

printf("%d ", node->data);

printPreorder(node->left);

printPreorder(node->right);

}

int main()

{

int n=1,i,m,k,in,out,tt,flag,x,a[10];

struct node1 \*start,\*ptr,\*temp,\*temp2,\*start2,\*ptr2,\*temp3,\*curr;

printf("First Enter 7 elements to build a tree:\n");

for(i=0;i<7;i++)

scanf("%d",&a[i]);

struct node \*root = newNode(a[0]);

root->left = newNode(a[1]);

root->right = newNode(a[2]);

root->left->left = newNode(a[3]);

root->left->right = newNode(a[4]);

root->right->left=newNode(a[5]);

root->right->right=newNode(a[6]);

while(1)

{

printf("Enter 1 for pre-order traversal\n");

printf("Enter 2 for in-order traversal\n");

printf("Enter 3 for post-order traversal\n");

printf("Enter 4 for the class/student problem\n");

printf("Enter 0 to exit the program\n");

scanf("%d",&x);

if(x==0)

break;

switch(x)

{

case 1: printf("\t\t %d\n\n\t\t%d\t%d\n\n\t %d\t %d %d\t %d\n",root->data,root->left->data,root->right->data,root->left->left->data,root->left->right->data,root->right->left->data,root->right->right->data);

printf("Pre-order traversal: ");

printPreorder(root);

printf("\n");

break;

case 2: printf("\t\t %d\n\n\t\t%d\t%d\n\n\t %d\t %d %d\t %d\n",root->data,root->left->data,root->right->data,root->left->left->data,root->left->right->data,root->right->left->data,root->right->right->data);

printf("In-order traversal: ");

printInorder(root);

printf("\n");

break;

case 3: printf("\t\t %d\n\n\t\t%d\t%d\n\n\t %d\t %d %d\t %d\n",root->data,root->left->data,root->right->data,root->left->left->data,root->left->right->data,root->right->left->data,root->right->right->data);

printf("Post-order traversal: ");

printPostorder(root);

printf("\n");

break;

case 4: start=NULL;

printf("Enter the no. of students standing out\n");

scanf("%d",&out);

printf("Enter the no. of students sitting inside class\n");

scanf("%d",&in);

printf("Enter the %d cards which are inside the class as a list\n",in);

m=in;

for(i=0;i<m;i++)

{

if(i==0)

{

ptr=(struct node1\*)malloc(sizeof(struct node1));

//printf("Enter the data for 1st node: \n");

scanf("%d",&ptr->data);

ptr->link=NULL;

start=ptr;

//printf("1st node constructed\n");

}

else if(i>0)

{

ptr=(struct node1\*)malloc(sizeof(struct node1));

//printf("Enter the data for %d node: \n",i+1);

scanf("%d",&ptr->data);

ptr->link=NULL;

if(i==1)

start->link=ptr;

else

temp->link=ptr;

temp=ptr;

}

}

curr=ptr;

printf("Enter the %d cards which are outside the class the one by one\n",out);

m=out;

for(i=0;i<m;i++)

{

scanf("%d",&tt);

ptr2=start;

flag=0;

while(ptr2!=NULL)

{

if(tt==ptr2->data)

{

printf("YES\n");

flag=1;

temp2=ptr2->link;

ptr=(struct node1\*)malloc(sizeof(struct node1));

ptr->data=tt;

ptr->link=temp2;

ptr2->link=ptr;

break;

}

ptr2=ptr2->link;

}

if(flag==0)

{

printf("No\n");

ptr=(struct node1\*)malloc(sizeof(struct node1));

ptr->data=tt;

ptr->link=NULL;

curr->link=ptr;

curr=ptr;

}

}

printf("After Entering in the class the configuration becomes\n");

ptr=start;

while(ptr!=NULL)

{

printf("%d ",ptr->data);

ptr=ptr->link;

}

printf("\n");

break;

default: printf("Wrong Choice\n");

}

}

return 0;

}

**Output:**

First Enter 7 elements to build a tree:

1 2 3 4 5 6 7

Enter 1 for pre-order traversal

Enter 2 for in-order traversal

Enter 3 for post-order traversal

Enter 4 for the class/student problem

Enter 0 to exit the program

1

1

2 3

4 5 6 7

Pre-order traversal: 1 2 4 5 3 6 7

Enter 1 for pre-order traversal

Enter 2 for in-order traversal

Enter 3 for post-order traversal

Enter 4 for the class/student problem

Enter 0 to exit the program

2

1

2 3

4 5 6 7

In-order traversal: 4 2 5 1 6 3 7

Enter 1 for pre-order traversal

Enter 2 for in-order traversal

Enter 3 for post-order traversal

Enter 4 for the class/student problem

Enter 0 to exit the program

3

1

2 3

4 5 6 7

Post-order traversal: 4 5 2 6 7 3 1

Enter 1 for pre-order traversal

Enter 2 for in-order traversal

Enter 3 for post-order traversal

Enter 4 for the class/student problem

Enter 0 to exit the program

4

Enter the no. of students standing out

6

Enter the no. of students sitting inside class

4

Enter the 4 cards which are inside the class as a list

1 2 3 4

Enter the 6 cards which are outside the class the one by one

1

YES

5

No

5

YES

6

No

6

YES

2

YES

After Entering in the class the configuration becomes

1 1 2 2 3 4 5 6 6

Enter 1 for pre-order traversal

Enter 2 for in-order traversal

Enter 3 for post-order traversal

Enter 4 for the class/student problem

Enter 0 to exit the program

0

**======================================================================**