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## Conceptual Questions

### 3. Suppose we ft a curve with basis functions b1(X) = X, b2(X) = (X − 1)2I(X ≥ 1). (Note that I(X ≥ 1) equals 1 for X ≥ 1 and 0 otherwise.) We ft the linear regression model Y = β0 + β1b1(X) + β2b2(X) + ϵ, and obtain coeffcient estimates βˆ0 = 1, βˆ1 = 1, βˆ2 = −2. Sketch the estimated curve between X = −2 and X = 2. Note the intercepts, slopes, and other relevant information.

## 

## Applied Questions

### 6. In this exercise, you will further analyze the Wage data set considered throughout this chapter.

#### (a) Perform polynomial regression to predict wage using age. Use cross-validation to select the optimal degree d for the polynomial. What degree was chosen, and how does this compare to the results of hypothesis testing using ANOVA? Make a plot of the resulting polynomial ft to the data.

library(boot)  
wage <- read.csv("DataSets/Wage.csv")  
set.seed(1)  
  
degree <- 1:10  
wageErrsPoly <- rep(0, length(degree))  
  
for (d in degree)   
{  
 wageFit <- glm(wage ~ poly(age, d), data = wage)  
 wageErrsPoly[d] <- cv.glm(wage, wageFit, K = 10)$delta[1]  
}  
  
optDeg <- which.min(wageErrsPoly)  
optDeg

## [1] 9

wagePoly <- lm(wage ~ poly(age, optDeg, raw = TRUE), data = wage)  
wageAges <- seq(min(wage$age), max(wage$age), by = 0.1)  
wagePredPoly <- predict(wagePoly, newdata = data.frame(age = wageAges))  
  
ggplot(wage, aes(x = age, y = wage)) + geom\_point() + geom\_line(data = data.frame(age = wageAges, wage = wagePredPoly), color = "magenta", linewidth = 1)
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Using the minimum from the CV Error for the Wage data set 9 was selected as the optimal degree

#### (b) Fit a step function to predict wage using age, and perform crossvalidation to choose the optimal number of cuts. Make a plot of the fit obtained.

Part B was skipped due to errors during compilation of my markdown file as well as instances of the compiler being stuck on this chunk so I have opted to ommit it and take a penalty on overall grade.

### 9. This question uses the variables dis (the weighted mean of distances to fve Boston employment centers) and nox (nitrogen oxides concentration in parts per 10 million) from the Boston data. We will treat dis as the predictor and nox as the response.

#### (a) Use the poly() function to ft a cubic polynomial regression to predict nox using dis. Report the regression output, and plot the resulting data and polynomial fits.

boston <- read.csv("DataSets/Boston.csv")  
  
bostonPoly <- lm(nox ~ poly(dis, 3), data = boston)  
summary(bostonPoly)

##   
## Call:  
## lm(formula = nox ~ poly(dis, 3), data = boston)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.121130 -0.040619 -0.009738 0.023385 0.194904   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.554695 0.002759 201.021 < 2e-16 \*\*\*  
## poly(dis, 3)1 -2.003096 0.062071 -32.271 < 2e-16 \*\*\*  
## poly(dis, 3)2 0.856330 0.062071 13.796 < 2e-16 \*\*\*  
## poly(dis, 3)3 -0.318049 0.062071 -5.124 4.27e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06207 on 502 degrees of freedom  
## Multiple R-squared: 0.7148, Adjusted R-squared: 0.7131   
## F-statistic: 419.3 on 3 and 502 DF, p-value: < 2.2e-16

plot(boston$dis, boston$nox, col = "cyan", xlab = "dis", ylab = "nox")  
bostonGrid <- seq(min(boston$dis), max(boston$dis))  
bostonPred <- predict(bostonPoly, newdata = data.frame(dis = bostonGrid))  
lines(bostonGrid, bostonPred, col = "magenta")
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#### (b) Plot the polynomial fts for a range of diferent polynomial degrees (say, from 1 to 10), and report the associated residual sum of squares.

bostonRSS <- numeric(10)  
degrees <- 1:10  
  
plot(boston$dis, boston$nox, col = "cyan", xlab = "dis", ylab = "nox")  
  
for (d in degrees)   
{  
 bostonPoly <- lm(nox ~ poly(dis, d), data = boston)  
 bostonRSS[d] <- sum(residuals(bostonPoly)^2)  
 bostonGrid <- seq(min(boston$dis), max(boston$dis), length.out = 100)  
 bostonPred <- predict(bostonPoly, newdata = data.frame(dis = bostonGrid))  
 lines(bostonGrid, bostonPred, col = rainbow(10)[d], lwd = 2)  
}  
  
legend("topright", legend = paste("Degree", degrees), col = rainbow(10), lwd = 2)
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print(data.frame(Degree = degrees, RSS = bostonRSS))

## Degree RSS  
## 1 1 2.768563  
## 2 2 2.035262  
## 3 3 1.934107  
## 4 4 1.932981  
## 5 5 1.915290  
## 6 6 1.878257  
## 7 7 1.849484  
## 8 8 1.835630  
## 9 9 1.833331  
## 10 10 1.832171

#### (c) Perform cross-validation or another approach to select the optimal degree for the polynomial, and explain your results.

library(boot)  
  
bostonCV <- numeric(10)  
degrees <- 1:10  
  
for (d in degrees) {  
 bostonFit <- glm(nox ~ poly(dis, d), data = boston)  
 bostonCV[d] <- cv.glm(boston, bostonFit, K = 10)$delta[1]  
}  
  
plot(degrees, bostonCV, type = "b", col = "cyan", xlab = "degree", ylab = "cv err")  
optDeg <- which.min(bostonCV)  
points(optDeg, min(bostonCV), col = "magenta")
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The cv error is relatively low as the degree goes from 2 to 5 but increases past 5 albeit with a slight decrease at 9 for the degree.

#### (d) Use the bs() function to ft a regression spline to predict nox using dis. Report the output for the ft using four degrees of freedom. How did you choose the knots? Plot the resulting ft.

library(splines)  
  
bostonKnots <- quantile(boston$dis, probs = c(0.25, 0.5, 0.75))  
  
bostonSpline <- lm(nox ~ bs(dis, knots = bostonKnots, degree = 3), data = boston)   
summary(bostonSpline)

##   
## Call:  
## lm(formula = nox ~ bs(dis, knots = bostonKnots, degree = 3),   
## data = boston)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.128538 -0.037813 -0.009987 0.022644 0.195494   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.65622 0.02370 27.689 < 2e-16  
## bs(dis, knots = bostonKnots, degree = 3)1 0.10222 0.03516 2.907 0.00381  
## bs(dis, knots = bostonKnots, degree = 3)2 -0.02963 0.02338 -1.267 0.20571  
## bs(dis, knots = bostonKnots, degree = 3)3 -0.15959 0.02791 -5.718 1.86e-08  
## bs(dis, knots = bostonKnots, degree = 3)4 -0.22815 0.03324 -6.864 1.99e-11  
## bs(dis, knots = bostonKnots, degree = 3)5 -0.26272 0.04930 -5.329 1.50e-07  
## bs(dis, knots = bostonKnots, degree = 3)6 -0.24002 0.05434 -4.417 1.23e-05  
##   
## (Intercept) \*\*\*  
## bs(dis, knots = bostonKnots, degree = 3)1 \*\*   
## bs(dis, knots = bostonKnots, degree = 3)2   
## bs(dis, knots = bostonKnots, degree = 3)3 \*\*\*  
## bs(dis, knots = bostonKnots, degree = 3)4 \*\*\*  
## bs(dis, knots = bostonKnots, degree = 3)5 \*\*\*  
## bs(dis, knots = bostonKnots, degree = 3)6 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.06062 on 499 degrees of freedom  
## Multiple R-squared: 0.7295, Adjusted R-squared: 0.7263   
## F-statistic: 224.3 on 6 and 499 DF, p-value: < 2.2e-16

plot(boston$dis, boston$nox, col = "cyan", xlab = "dis", ylab = "nox")  
  
bostonGrid <- seq(min(boston$dis), max(boston$dis), length.out = 100)  
bostonPred <- predict(bostonSpline, newdata = data.frame(dis = bostonGrid))  
lines(bostonGrid, bostonPred, col = "magenta", lwd = 2)  
abline(v = bostonKnots, lty = 2, col = "gray")
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Using quantiles to choose our knots makes it so we can place them in areas where our data is more flexible with greater number of points, this also allows the trends to fit areas where data does not have a completely linear relationship.

#### (e) Now ft a regression spline for a range of degrees of freedom, and plot the resulting fts and report the resulting RSS. Describe the results obtained.

bostonRSS <- numeric(10)  
bostonDF <- 3:12   
  
plot(boston$dis, boston$nox, col = "cyan", xlab = "dis", ylab = "nox")  
  
for (df in bostonDF)   
{  
 if (df > 1)   
 {  
 numKnots <- df - 1  
 bostonKnots <- quantile(boston$dis, probs = seq(0, 1, length.out = numKnots + 2)[2:(numKnots + 1)])  
 bostonSpline <- lm(nox ~ bs(dis, knots = bostonKnots, degree = 3), data = boston)  
 }   
 else   
 {  
 bostonSpline <- lm(nox ~ bs(dis, degree = 3, df = df), data = boston)   
 }  
 bostonRSS[df - 2] <- sum(residuals(bostonSpline)^2)  
 bostonGrid <- seq(min(boston$dis), max(boston$dis), length.out = 100)  
 bostonPred <- predict(bostonSpline, newdata = data.frame(dis = bostonGrid))  
 lines(bostonGrid, bostonPred, col = rainbow(length(bostonDF))[df - 2], lwd = 2)  
}  
  
legend("topright", legend = paste("df =", bostonDF), col = rainbow(length(bostonDF)), lwd = 2)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAhFBMVEUAAAAAADoAAGYAOjoAOpAAZrYAZv8A/2YA//8zAP8z/wA6AAA6ADo6AGY6Ojo6ZmY6kNtmAABmADpmOpBmtttmtv+QOgCQOmaQZgCQkGaQtpCQ2/+2ZgC2/7a2///MAP/M/wDbkDrb2//b////AAD/AJn/mQD/tmb/25D//7b//9v///+ZcmdRAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAWnElEQVR4nO2dDYPbtg2GnSyxdZd2621r1i5uz17t8yX8//9v4jdIkZJIiZII4d3q+PRFy49BgiQIHRgJtQ5rfwBSWRFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAI9fMgA+khbQW4HkvV40Wv28CvKwIMHIRYOTaMeDG17wFbkT7BdwClVjlf2IDQu0WMKeq2Gr7RUmYABPglQokwLNot4CpDV67QPKiZ9GOAe9DBBi5CDByEWDkmnrfjw/f2PVw+KW7p93a7ssvkADPohkAf38J4GXXj38K+tkFEuBZNAvgX7vbBfUfXz/nF0iAZ5F/37c+ecfySvj3D//9cji01hoSAV5f3n338vUAn3klfLAW/P5FhOSAavlKVfTqyr/v9y+c6zlSRbd6BH0vArys8u/7IerlWBss9OPrp7+yCyTAsyj/vq/DgENuNAFeVjNacLcNVtV4XoEEeBZNbYOvEQuWex9d95oAL6sJ9819ZOhFuzq3ze+Pr10vqxDg8+Hw+cfXtgKJNRcEOF2yHxxrg8/hb7sM4Gv7czofPqsBlsmXQyQckw2iqpAe3bXruCdfDpNwABaViPL6IqNqBHhrBZIFzyIcgG0bHPLr0i+HSEgAkxcdExbAS1+uGhFg5CoXssPkYEd2gZmf7EpetKNiITt832EFwP5VklNHIFOpkB3GO6cbAFzqctVo+lBlNGTn+uk3Ary6/Pt+65N76EDIzvtP3xZsg0UX6RCNDiPASr18XcADITt8xGE5wFft5j0i/h4BTtZAyI4YW1oKMBi/oqFKV6VCdtoKesFuEvgINNngqlTIzlV1TpYJ2SELjqpUyI7Qkm2w+gzUBnsqFrLDtaAX3Xa6hSL2O+5ycpW/Tthh37OKl/+XC9lh6wxVTricQMkAXZ26o1E7axRNNhhJhNJWu6+1EibARgR42QIJ8CwiwFbUBi9a4AqTDeRFL1kgzSbNIgKMXMVCduTIA6VwWFvFQnbEbMOUAgnwLCoWsjN5VocAz6JiITvXbu2cVuDSgJGmnvXv+9In99D+kJ3z3w9VJWGBbOX/cMi7716+LuD+kJ3vL3yi4bzYAvCpl9OpwdERLhayA47JK5AAz6JSITtS9SRhIcAdjcqy0+0rbRTwXtrgBGHLsrMTLzpBA1l2eDepHicLrcqF7CyZZUf67LmX07NHmAzXCMdkw/eXf3yJRFMOXe6ZNXemn5CF8NlJWAD/0tYnkbGz3ss9n+6t5FOymCHst8cVGzcewCJ/cZxx+HKS7/3VBWy7TNqs6/WrMQFmgnHKJMeJ8z02nDAADLvEtmmulDAywGmXO51atkf+codtMAFepMDygE/cgI9vbydhwtaLJsCLFFi+HywM+O12E4R1X4nvoDZ4iQIXAMwraP6wEW7JryZWlnXtd8dedDyNEh+aDji1pQEnpFFqWsC3W9NIwjji3DsqFpP1+PRX2zSuHnTXk0aJG/BN2KY04YYABxSbLpRLsgPmtJ0q+iScZylOeB+An/vkHdsXkxULqtwQ4MbybQlrE270EhYk8u67l68HuDcm6/Hxj5clY7LS0yjxGtp6U8qErReNRVPng2MxWVf+VS/37ML0NEo3ThQ4zLxLjIirUamYLPnYwqUm/DOSsNyEAbuEEfItFpMl9y4Vk5WRRknU0LDD2wJ+q7e7G1WpmCy5d6mYrHQLvomer5QafxZ1NDrCpWKy5MbFYrKS0yiJGlpK+1XahHERLhaTdV32yWeJaZRuN9BJ4hsaYcIXfJV0uZisx4aXrjS3N8PXTBFy5JcbAV6qwIKAm5sEbOLdlbclTXjectfWHgFzhhcA2IRV3u+nyy1+iSq1V8D3+zMArHa00NER3ingN+himUr5CaEJ7xFwS/gNTjTYHb0m3D28BlUA+Mf/5i5XOMys6c4ZHVsTPkUAq2HN2iaaKgCswwZ+/Cc2U5RabsMigIUJhwnL48NnbVmlQnYeM2Z8f4jhz2t8KjDtci2htoY++ahE9StNGMTf2d37BRyPWZ0rZEdO9g5Gxo69nDRUn6/EJ0240fF3cP+OAcdW+IcC4LKcLE44mkYg/XKc1LNropqeMOGTHr90TsHRBp/65B078OQz9h5a8ZcD+Hw4/PtrfJg59XLMBF6BDQowX+UgCKuNzjkIvOhevh7ggSefyQOGChzxyb6/HOTSstna4JaV/2M1gFsTfg4DrlOlQnZYbD1JBuB/SdOdz4vmP2R/vyLcaMIMB99iITty15QCi0ZVdgHb4A4BGE3gXamQHRZ+5koeYFH5B38u4+UDbhozx+AdKU14UmEbUqmQneiKv6x+sAiin+ZHu22wMFGmnC2fsPSzphS2IZUK2QkG3CUVaIcqVVxILNoq8XJM8gX2q+f9zWLClvDTqUqfuatiITuRJjjLi5bXj8VLJl6Oabv1Foc2zBo1J3w8Huvr9XZVLmQnssxvExasg3SYtlxrz/KNyNxxx0C4gsmGUW0w73NzJyDqinn9YN3tbezjVSBgRZgAFywwyYsWfHkQdnTc1B/JAl40BGz1+qpWH479wNtUFYAHJTx2kTwx7fnBqs0FbbBulwXiu1rdUrOwAP5VN9Vpz4roGq5drHSRhCuvpGsAPLg0VFrvNd2CrbysK9xuL5fmiQCXK9AeGJy0cPX95eOfwoQjnbOhcjt5V4QJn06CMAEuUiDoB4+Z6lchJNFchgOAnTpa19wXviz8qWq+xUJ2RC95nnTCPY8MSNAwYAczUyb83BKeofT1VCxkR45zddHkDHT0ppFNvRxUyLdqgCMtTPgeOrMalQrZkVTOs8RkhX4nUSXkyQIOVYe0AfxcOWH/vgO+Brh3V30hOzMC1itDsyI6evJkWbZmSKsxnWI1Ml1/Je3ddy9fD3B/yM58VfQ8GgQcVgv4WLUJlwvZeYRHF7cKOHJa9ZV0sZAdOfq/2Ar/9DxZzGmDwSZTWykTPh1NQq2kj7QNlQrZUeEAy+XoSM2TJQRwNk1n0FLQvyjCzMwsQdD2VH/PVlQqZEeOKAXGlYoAzsiT5clYLGArPa8LNGFt285ZesMmIzFLhews++SzjDxZroxpGp/a9JaYJNwY4uZ4fZZ6C7ZtSMVCdhZtgydbcAyw+NMA1rt3AnjEk88Wy7KTnCfLkwZs+kuwvtYmrI2a7QVw2QLTPllinqyO9NS/2wqrNvfi19G7aINLF1i+H+wo4EXbBaOXk37yjonxcc8Cf21MBLgjaYgOYGZa4Q0i7BcB7kgD1pUx//tyPFY69U+Au1JtqR4BEduUm1WfCHBAjhctN91Olc45EOCRuh3rzAhfNGRn47NJaeKE/efOVKBiITvnlm5ogWG1gJkyYVVr1+JRlwrZkdQD44aVAPYnHvg/woS1B8YqeV7l9KHKcMjOsrNJs19O9YBBHHwjsnc0F+uBmWhqfc4mjdq/72Of3EP7H4wlAc+S6W4WJV2uYXaQA9gwN+ELM6EgapcZhG7MZNOG5N13L18XcH/IjppMrBxw4wAWefCe7SiImXjoTE/Yan318ctyITvCyUIGWCSUdg2YgdlF03Tbyn31GYhSITtiuvDjH/9E0gZrcDw9y6Wx41zWRKERwzZaX24tlQrZkXr/ecOPl+1Vt7oVmO73V0VY7zIU4aEoAA9l2eGqt5ukpb1oZadPIsPS5aLh6p8ACyyDqR1wf8iOyCQcWstZGWBPjTDhE2+IGbMONGyqbbhe5W3wQMgOD7FANVQpxN2soyAMAbse1jgv2pq+/hPGHJhtk0WTDUnibtbr8VlU0wCw3W1fhy7Ujf1hui4Af0/+xDgAy4HRR+rKhrCcZtUJ5WHShDXhwFDlWCgN+L85Tbvuqvk2eyYJEWDh0Y1Mo9QjGxwLzMoOPfMMWpZw4OxRSOKATRgJAQbigBXazJUNRjYUC37rgPATT4FnaumxF3VbW2ckhTmjKtaO9Z5pwgNYzU3mrWywGgTMRCUtCI9FDCtuMxtlLqtKhf811Aa7KmnBxi02Q1aSsHCmRyFuQq+2VZeluqNm6qOQF60kw94/s56UPLltsPu9yy//Lgk/S8RuZyhAJQjYfYVNMZt1eKRcyI4ZqHRXgpfqJrWMxcBLLOVSphft9nBVF4Y3w83xaOppPg3RirFXrg6YJMD618W2AzhmNDw5mTwCDmlV1g/WTHV1aipp7mkpxE9Sr1pBwn6P13vvNbjztL9cpUJ2hOFywHLhn83GUjdgbc6CsDBiRfduxRH7V/G96O57r2qfpf3lKhWywytL4dD6S/1LA05JozRGIGpH94jFzPDrvUcdwuvJv++nPrmHDj4YSwL+6RuDnZeFLbgvjdI4GSfajjiLdx5hGfPSGFtWp7KIMc5moUPy7ruXrwt48MFYkqoffVdZFW1lu0qK8isQiGsy9TUDrXbnYqGNRVQsZIdhAdz0Se195uLZWnSrfLRWzOyrvWZoYxmVC9lZtorOSqM0RrZSBsNMoFOs/lOEuRpRD77eYTbxGgEPh+ws6GRlplEalnahncAd3TO2Mz/KjCXh52fZa7rbFadxwJHGeANe9HDIzmOxbtL0NEoxxQHDyR8TudG8vRnE8qkeA21wpDHeRD944MFYwMaLD3RMTqMUVSpgxt6kGWvC6vlanes2/giWV2poc46Kheww811fyw9VlrPgWBvsjVTD2aaGacSC8N1fEeJdnW0XcNkCE9vgaWmUetT1me0fYOBa/yveyoraEo4iJsBjNTWN0mhBooF9+u3b2+UiCKtq+jmytHjLbXDhArfSD3Yla+nw+IW/6XK5WMIt4hR3eQNedOkCNwm4Af9nHuFQvSoQm5mnNRIEEOAkdQGbttfxi2GTLLtLCvHijAlwkjqAjffcONU2cKoV4SeBmHeRA5ALTj0Q4DR5bbD5F/4JdwtJwnyIWkZy+YwbfeECmAlwolwv2gEMArNcwJKwQPwk7dhhrH4UZWaYFojJcleR1g7YlQvY8PEBK8J3Ne16VEPWCnLTeXWKAFHSASPXvfHYJywfkwXeJBVYBWDYBkM6ThvMJbtLdzjhbirrXsAN+C/QN1PjaXHbLx6TBd6kFVgHYCfyUjvPZrALHPOqELdvLWMYM2AiRNzLM9Dp7v4GVMvgbwby7/u1T96xo2Ky7JtwgVFVABj0jHznGVqV2fqqg/JcdWO6QBFsXsC9fD3A42KynDfdAuPaPuDO127mneCXrn0yuQmEXnbQvr29udsYANwEw6U14CbaCk+dDx6MyXLepBS4ecCwR+SaGgTsdaXE6kRfDQyG8xibLhSwZO9DqMZh7vseGZPlvEkpsCbAcEZJN8NmNAuEVpv4aoO2caL13KZZH9LYtiDsRZuJ6lnve2RMlvMmpcBqADNjQNa5avQUcWOM2ARlMgYCBPhuN9ucA1lbcawP5X0S1u0xFY/Jct6kFLh5wLYHYzH608XWwBt7pO3bGuPjL2HGphJnowB3KvHiMVnOm5QCtw/Yj7sxFbP+Sx8Cj7JhIaDd9AjxIRDJGXpiIvinYZ6R2m6Zd6Hp9z0yJovhBazkdJFAeJZxrN2jnEbVvYLtTAvIOjwTMj4azuZM4GODQsSbplkgJgs9YFtXA67wL/coZt2vDifmtOjSlk+nEzBkPZ4tw4BASw67bPZykwBnCSNga6XQPOGcsHOU9bcasMlU5c64WPsibfnZMH6yjAVnCNj8RPQ/BHgNGfv2XCLtYbtb1Z+QsZ22MAK/D4YXcOghERMuV0rAUhnzKvEoYPkKRkHchYEwdBMARjIfrGMqe1YnbQNwY1pXZi0N7NaHdDpE0NbbI8CIZ4gzaNJxANbh0Fu3YONXw7GnTjMdHFfubIRjnXJUxEWtmm4kgFsb5hHRGwcMelH+PJQ9RL1GZw/gju6wdmeCCAvg+IOaMi9XQmB0AzrPziHqtYseHODvCMxfGJUP2RErd+3+ck7W9fDL1gGLl5AT5R7iRwDB/Y11kwN7iwDuD9n58VX8BJbIsvP+5W8bB9yx4MAxTBtwBLDT6w6c7DhjC4TsLJllp60stg3YG1K0OxoAJex+wd2wAXcHpuFpcr9/333Vuf941XEhO/KvenN0zKkAE7vZeQc8MedIOJ3hnur/qfZ7993L1wM8PmRHHitVGvDcebLmVbgHZF5B1QspwvPNAGi4QQd1gXxdJGQHrtpd2IKn58kqL9947chyuC4HVHsa9MmAU0J2rI+17yo6LBewGzTfqcztDIZbT4cv222Dx2t8yI6z6p4Ad+WgMuFXZlf4UBbz2Oyx07zo0SE7V6eXXAhwsTxZi8jxouW/4SEN64d3Tw2rfMiO9wTSMoCL5claQaAx7nrR4HWciofsvH9xv/EigAtm2VlBPUa5KOBxITvXg1txF5ouLJUna2vqa3ODwjHZgMuCezXU5vrCAbhknqzKhQTwcnmyahMWwEtfrhoRYOQiwMhFgJFrP4D3qnm/xhFf9OwHzqtJxa52co2fmgDXUDABXubkGj81Aa6hYAK8zMk1fmoCXEPBBHiZk2v81AS4hoIJ8DIn1/ip9zq2uBsRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAj1wqAvaR86TpHl0YNiadH+Dx8WFB8hW40P9hAsT/rpw/axAyJJ2d/acsD9pPyJesRX/s2dGZ74veXvJLlQvwswuqxoTyL2SOZcDiT4XgtD9hPypeq7y+5gOX65rySf3zlX+4558ehkhHK0lOvEMlkOF5rtcHpP2Wt66ffMgG//5Rb5hTAOhlhFqNYJsPxWgvwOdeCW0q5bfDj4x8v2a3/hCpapVERP69Y7ouBk6VyvrSVAEdTBAyJV3S5gK+8tpOmmKE8F0meysFI80s3wmAmw/FaB/Aj35dt4WYD/pBnQ0LcevxcRmM1D+C8L20VwNn2K+u5bMDiq+pJZ95X8BTXcJYqOvNLWwPwNb8XrNJF5bWF8qvKc7Vy7c8WnPsTCWYyHK8VAF9zxwu0ci1Y5vnKq6Ilnszq/ZHfTYpkMhyvNfrBU0axuLJHsngDDpJ9pRU6tQ3OHOgIZzIcr+UB+0n50pU/VPmYMEh6zj/X1LI5dx3MZDheNNmAXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwcu0c8OPDN7nmEK0I8NofobAI8NofobB2DJiv5vxdVdE8Bd7Udenb1H4B8xXdj4MELNbv5yZJ2rZ2C1jmZDhLwJmpGWrQbgGbtAocsMomiVG7BXyFgGUyV4w19H4BOxYsdEbpUe8WsEpbBQDjHPHYLWCVXVQ5Wdx4cfaJ9wvY6Qc/piV22rB2DHgfIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDBy/R9zz0X9v0aeowAAAABJRU5ErkJggg==)

print(data.frame(Degrees\_of\_Freedom = bostonDF, RSS = bostonRSS))

## Degrees\_of\_Freedom RSS  
## 1 3 1.840173  
## 2 4 1.833966  
## 3 5 1.829884  
## 4 6 1.816995  
## 5 7 1.825653  
## 6 8 1.792535  
## 7 9 1.796992  
## 8 10 1.788999  
## 9 11 1.782350  
## 10 12 1.781838

Based on the plot the RSS for the data set decreases slightly as the degrees increase however this change is relatively minimal.

#### (f) Perform cross-validation or another approach in order to select the best degrees of freedom for a regression spline on this data. Describe your results.

bostonCV <- numeric(10)  
bostonDF <- 3:12  
  
for (i in seq\_along(bostonDF)) {  
 df <- bostonDF[i]  
 bostonFit <- glm(nox ~ bs(dis, df = df, degree = 3), data = boston)  
 bostonCV[i] <- cv.glm(boston, bostonFit, K = 10)$delta[1]  
}

plot(bostonDF, bostonCV, type = "b", col = "cyan")  
optDF <- bostonDF[which.min(bostonCV)]  
optDF

## [1] 11

points(optDF, min(bostonCV), col = "magenta")
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print(data.frame(Degrees\_of\_Freedom = bostonDF, CV\_Error = bostonCV))

## Degrees\_of\_Freedom CV\_Error  
## 1 3 0.003885273  
## 2 4 0.003910515  
## 3 5 0.003700770  
## 4 6 0.003709953  
## 5 7 0.003746400  
## 6 8 0.003735353  
## 7 9 0.003773379  
## 8 10 0.003693820  
## 9 11 0.003678900  
## 10 12 0.003681948

Similar to the RSS decreasing as degrees increase a similar trend is seen with the cv error however when looking at the plot there is a sharp drop from 4 to 5 degrees with a gradual increase up until 9 where the cv error decreases until it reaches 11 which is its optimal degree.