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## Conceptual Questions

### 3. This question relates to the plots in Figure 8.14.

#### (a) Sketch the tree corresponding to the partition of the predictor space illustrated in the left-hand panel of Figure 8.14. The numbers inside the boxes indicate the mean of Y within each region.

#### (b) Create a diagram similar to the left-hand panel of Figure 8.14, using the tree illustrated in the right-hand panel of the same figure. You should divide up the predictor space into the correct regions, and indicate the mean for each region.

## Applied Questions

### 8. In the lab, a classifcation tree was applied to the Carseats data set after converting Sales into a qualitative response variable. Now we will seek to predict Sales using regression trees and related approaches, treating the response as a quantitative variable.

#### (a) Split the data set into a training set and a test set.

library(tree)  
library(randomForest)

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

carseats <- read.csv("DataSets/Carseats.csv")  
set.seed(1)  
carSeatsTrain = sample(1:nrow(carseats), nrow(carseats) / 2)  
carTrainSet = carseats[carSeatsTrain, ]  
carTestSet = carseats[-carSeatsTrain,]

#### (b) Fit a regression tree to the training set. Plot the tree, and interpret the results. What test MSE do you obtain?

carTree = tree(Sales~.,data = carTrainSet)

## Warning in tree(Sales ~ ., data = carTrainSet): NAs introduced by coercion

summary(carTree)

##   
## Regression tree:  
## tree(formula = Sales ~ ., data = carTrainSet)  
## Variables actually used in tree construction:  
## [1] "Price" "Population" "CompPrice" "Income" "Advertising"  
## [6] "Age" "Education"   
## Number of terminal nodes: 18   
## Residual mean deviance: 2.726 = 496.2 / 182   
## Distribution of residuals:  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -4.361000 -1.092000 0.006545 0.000000 1.125000 4.989000

plot(carTree)  
text(carTree ,pretty =0)
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mean((predict(carTree,newdata = carTestSet) - carTestSet$Sales)^2)

## Warning in pred1.tree(object, tree.matrix(newdata)): NAs introduced by coercion

## [1] 7.871697

The MSE is roughly 7.871, due to the output of the tree it is difficult to analyze but it is clear that price leads to various different branches being created.

#### (c) Use cross-validation in order to determine the optimal level of tree complexity. Does pruning the tree improve the test MSE?

altCarSeats = cv.tree(carTree)

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

## Warning in tree(model = m[rand != i, , drop = FALSE]): NAs introduced by  
## coercion

## Warning in pred1.tree(tree, tree.matrix(nd)): NAs introduced by coercion

plot(altCarSeats$size, altCarSeats$dev, type = "b")
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carTreePruned = prune.tree(carTree, best = 8)  
plot(carTreePruned)  
text(carTreePruned,pretty=0)
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mean((predict(carTreePruned,newdata = carTestSet) - carTestSet$Sales)^2)

## Warning in pred1.tree(object, tree.matrix(newdata)): NAs introduced by coercion

## [1] 7.607696

The MSE is roughly after pruning show a slight decrease which is an improvement overall but very minimal.

#### (d) Use the bagging approach in order to analyze this data. What test MSE do you obtain? Use the importance() function to determine which variables are most important.

carSeatsBag = randomForest(Sales~.,data=carTrainSet,mtry = 10, importance = TRUE)  
mean((predict(carSeatsBag,newdata = carTestSet) - carTestSet$Sales)^2)

## [1] 3.090809

importance(carSeatsBag)

## %IncMSE IncNodePurity  
## CompPrice 24.7575854 215.43043  
## Income 6.8191334 109.95161  
## Advertising 7.4901742 97.03162  
## Population -0.5077432 85.77853  
## Price 51.6002288 527.70536  
## ShelveLoc 26.8710880 235.46208  
## Age 13.5783971 166.99652  
## Education -0.1412874 55.14556  
## Urban 1.9902069 10.53419  
## US 2.8038741 17.36050

varImpPlot(carSeatsBag)

![](data:image/png;base64,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)

The bagging approach yielded a much better MSE with a significant drop from 7.6 to 3.09 and my previous assumption of price being a big influence being confirmed with it being shown to have high importance followed by ShelveLoc and the CompPrice.

#### (e) Use random forests to analyze this data. What test MSE do you obtain? Use the importance() function to determine which variables are most important. Describe the efect of m, the number of variables considered at each split, on the error rate obtained

carSeatsForest = randomForest(Sales~.,data=carTrainSet,mtry = 3, importance = TRUE)  
mean((predict(carSeatsForest,newdata = carTestSet) - carTestSet$Sales)^2)

## [1] 3.309537

importance(carSeatsForest)

## %IncMSE IncNodePurity  
## CompPrice 13.7655035 159.33251  
## Income 3.6678665 136.95752  
## Advertising 6.2055659 117.30502  
## Population -2.0136414 114.04367  
## Price 37.0896583 406.89139  
## ShelveLoc 24.3620962 215.89157  
## Age 12.9539510 184.16209  
## Education -0.7762981 86.64465  
## Urban -1.3538311 16.05842  
## US 3.8410277 31.79657

varImpPlot(carSeatsForest)
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The test MSE is slightly higher than the bagging approach but not by much with only a slight increase being shown as well as the importance remaining relatively the same.

### 10. We now use boosting to predict Salary in the Hitters data set.

#### (a) Remove the observations for whom the salary information is unknown, and then log-transform the salaries.

library(gbm)

## Loaded gbm 2.2.2

## This version of gbm is no longer under development. Consider transitioning to gbm3, https://github.com/gbm-developers/gbm3

hitters <- read.csv("DataSets/Hitters.csv")  
hitters = na.omit(hitters)  
hitters$Salary = log(hitters$Salary)

#### (b) Create a training set consisting of the frst 200 observations, and a test set consisting of the remaining observations.

hittersTrain = 1:200  
hittersTrainSet = hitters[hittersTrain, ]  
hittersTestSet = hitters[-hittersTrain,]  
  
hittersTrainSet$League = as.factor(hittersTrainSet$League)  
hittersTrainSet$Division = as.factor(hittersTrainSet$Division)  
hittersTestSet$League = as.factor(hittersTestSet$League)  
hittersTestSet$Division = as.factor(hittersTestSet$Division)  
hittersTestSet$NewLeague = as.factor(hittersTestSet$NewLeague)   
hittersTrainSet$NewLeague = as.factor(hittersTrainSet$NewLeague)

#### (c) Perform boosting on the training set with 1,000 trees for a range of values of the shrinkage parameter λ. Produce a plot with diferent shrinkage values on the x-axis and the corresponding training set MSE on the y-axis.

hittersShrink = seq(0.001, 0.2, by = 0.01)  
hittersTrainMSE = numeric(length(hittersShrink))  
  
for (i in seq\_along(hittersShrink))   
{  
 hittersBoost = gbm(Salary ~ ., data = hittersTrainSet, n.trees = 1000, shrinkage = hittersShrink[i], distribution = "gaussian", verbose = FALSE)  
 hittersPredTrain = predict(hittersBoost, newdata = hittersTrainSet, n.trees = 1000)  
 hittersTrainMSE[i] = mean((hittersPredTrain - hittersTrainSet$Salary)^2)  
}  
  
plot(hittersShrink, hittersTrainMSE, type = "l")
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#### (d) Produce a plot with diferent shrinkage values on the x-axis and the corresponding test set MSE on the y-axis

hittersTestMSE = numeric(length(hittersShrink))  
  
for (i in seq\_along(hittersShrink))   
{  
 hittersBoost = gbm(Salary ~ ., data = hittersTrainSet, n.trees = 1000, shrinkage = hittersShrink[i], distribution = "gaussian", verbose = FALSE)  
 hittersTestPred = predict(hittersBoost, newdata = hittersTestSet, n.trees = 1000)  
 hittersTestMSE[i] = mean((hittersTestPred - hittersTestSet$Salary)^2)  
}  
  
plot(hittersShrink, hittersTestMSE, type = "l")
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#### (e) Compare the test MSE of boosting to the test MSE that results from applying two of the regression approaches seen in Chapters 3 and 6.

hittersLinear = lm(Salary ~ ., data = hittersTrainSet)  
hittersLinearPred = predict(hittersLinear, newdata = hittersTestSet)  
mean((hittersLinearPred - hittersTestSet$Salary)^2)

## [1] 0.4917959

hittersColumns = sapply(hittersTrainSet, is.numeric)  
hittersColNames = names(hittersTrainSet)[hittersColumns & names(hittersTrainSet) != "Salary"]  
hittersFormula = as.formula(paste("Salary ~ . +", paste(paste0("I(", hittersColNames, "^2)"), collapse = " + ")))  
  
hittersPolynomial = lm(hittersFormula, data = hittersTrainSet)  
hittersPolynomialPred = predict(hittersPolynomial, newdata = hittersTestSet)  
mean((hittersPolynomialPred - hittersTestSet$Salary)^2)

## [1] 0.3068952

In my comparison I used a multiple linear approach as well as a polynomial approach with the two being successful but between the two the polynomial performed better with it also having a lower MSE however of the two the multiple linear was closest to the original MSE.

#### (f) Which variables appear to be the most important predictors in the boosted model?

#### (g) Now apply bagging to the training set. What is the test set MSE for this approach?

hittersTrainSet$League = as.factor(hittersTrainSet$League)  
hittersTrainSet$Division = as.factor(hittersTrainSet$Division)  
hittersTestSet$League = as.factor(hittersTestSet$League)  
hittersTestSet$Division = as.factor(hittersTestSet$Division)  
  
hittersBag = randomForest(Salary ~ ., data = hittersTrainSet, mtry = ncol(hittersTrainSet) - 1, importance = TRUE)  
hittersBagPred = predict(hittersBag, newdata = hittersTestSet)  
mean((hittersBagPred - hittersTestSet$Salary)^2)

## [1] 0.2341505

importance(hittersBag)

## %IncMSE IncNodePurity  
## AtBat 9.7710550 8.0746521  
## Hits 7.2226820 4.2689653  
## HmRun 0.6751159 1.4739921  
## Runs 3.3350497 2.9480589  
## RBI 0.9657612 3.1163014  
## Walks 10.1286148 7.4741245  
## Years 12.0723480 1.8746970  
## CAtBat 38.6447217 90.2170687  
## CHits 6.8894065 8.8843409  
## CHmRun 9.6762154 5.0275865  
## CRuns 12.7996487 11.6931864  
## CRBI 10.1287761 8.4971919  
## CWalks 5.8639563 4.9265005  
## League -1.3438470 0.0835882  
## Division -2.4667203 0.1763950  
## PutOuts 1.1063708 2.6868971  
## Assists -1.6146041 1.3397763  
## Errors 1.0089679 1.2480821  
## NewLeague 1.9408373 0.1884629

varImpPlot(hittersBag)
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The test MSE for the bagging model is roughly 0.2341